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## 1. Introducing REBOL

What is REBOL? Why use it?

- REBOL is a uniquely small and productive development tool that can be used to create powerful desktop software, dynamic CGI web site and server applications, rich distributed browser plugin applications, mobile apps, and more. REBOL's blend of capability, compact size, ease of use, crossplatform functionality, and variety of interpreter platforms enable it to gracefully replace many common tools such as Java, Python, Visual Basic, C, C++, PHP, Perl, Ruby, Javascript, toolkits such as wxWidgets, graphic/multimedia platforms such as Flash, DBMSs such as Access, MySQL, and SQLite, a variety of system utilities, and more, all with one simple paradigm. Despite its broad usefulness, REBOL is far easier to implement than any other comparable tool.
- REBOL is ultra compact. Its uncompressed file size is about $1 / 2$ Meg on most platforms. It can be downloaded, installed, and put to use on all supported operating systems in less than a minute, even over a slow dialup connection.
- REBOL can also be used immediately, without installation, on over 40 operating systems as a lightweight file manager, text editor, calculator, database manager, email client, ftp client, news reader, image viewer/editor, OS shell, and more. You can use it as a simple utility program with a familiar interface to common computing activities, on just about any computer, even if you're unfamiliar with the operating system.
- REBOL includes GUI, network, graphics, sound, database, image manipulation, math, parsing, compression, CGI decoding, secure network services, text editing, and other functions built-in. No external modules, tool kits, or IDEs are required for any essential functionality.
- REBOL is easy enough for absolute beginners and average computer users to operate immediately, but powerful and rich enough for a wide variety of complex professional work.
- REBOL has useful built-in he/p for all available functions and language constructs.
- REBOL is supported by a friendly and knowledgeable community of active developers around the world.
- REBOL is available in both free and supported commercial versions. The free version can be used to create commercial applications, with very few license restrictions. Part of the REBOL language is open source, and that code is available directly in the interpreter. The closed components are kept in an escrow account, in case the Rebol Technologies company ever goes out of business (source code escrow licenses are available for those who use it in critical work).
- REBOL has a facility for ultra fast performance using "Rebcode", which can be optimized like assembly language, but works the same way across all supported hardware and operating systems (using the exact same code).
- REBOL was created by Carl Sassenrath, who developed the Amiga operating system executive in 1985 (the first preemptive multitasking OS kernel for personal computers). REBOL has been in commercial use since its first release in 1998, and a 3rd major release of the language is in active development as of 2009.
- REBOL is a modern, multi paradigm development tool (procedural, object oriented, and functional), but its unique syntax goes well beyond traditional approaches to computer language design. REBOL code is typically much shorter and more readable than other languages, and REBOL is often far more productive than other development tools (very often, dramatically so). There's absolutely no simpler solution for cross-platform GUI creation, anywhere (the code for a complete program window with a button is simply: view layout [button] ). But that just scratches the surface. REBOL has a striking ability to simplify difficult computing tasks of all types, with straightforward, high level code dialects. No other development tool is as adept at creating practical domain specific languages. On a more basic level, the storage/manipulation/transfer of all data is managed by a single ubiquitous code structure. Arrays, lists, tables, and even sizable databases of mixed text, code, and binary data are all stored using one consistent "block" syntax. Blocks are created simply by surrounding any list of data with square brackets. Like everything else in REBOL, the format is extremely simple, but it enables many powerful features for searching, sorting, comparing, dissecting, evaluating, storing, retrieving, transferring and otherwise manipulating information of all types. Common network protocols and data values are also natively usable in REBOL. You can read and write data directly to/from web servers, email accounts, databases, and more, add/subtract time, date, and other values automatically, manipulate XML, HTML, CSV and other formats natively, display and apply effects to images, play sounds, etc., all without any preparation, complex formatting, or use of any external library code. REBOL has a built in, powerful "parse" dialect which elegantly replaces the need for regular expressions in most cases. The list of such practical features is long, but REBOL is not built from simple gimmicks - it's a deep and powerful tool. Because so many practical computing elements are all built into REBOL, and interact natively, the learning curve required to get real work done is much easier than in other development environments. No other language includes such straightforward and versatile mechanisms for accomplishing the most basic work of computers managing data of all types.
- REBOL is small, practical, portable, extremely productive, and different than the typical mess of modern computing tools. It does not rely on a large stack of disparate technologies to accomplish useful computing goals. All it's features exist inside one tiny downloadable executable that anyone can get running, on just about any computer, in less than a minute. It can be used as anything from compact utility application to powerful professional development environment. Even average computer users with absolutely no coding experience can learn to create real, useful and powerful REBOL scripts very quickly.

Here are a few screen shots of examples covered in this tutorial:
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## 2. How This Tutorial Is Organized

There are 5 main parts to this text:

## 1. Fundamentals:

The first sections cover how to use the REBOL interpreter (typing in the console, creating scripts, navigating built-in help, creating .exe's, etc.), basic language constructs and syntax (variables, functions, data types, conditions, loops, i/o, etc.), and the fundamentals of creating GUI program windows (~65 pages).
2. Examples:

11 fully documented programs which demonstrate, line by line, how the above fundamentals are put together to form complete applications ( $\sim 35$ pages).
3. Other Important Topics:

Graphics, animation, 3D, using databases, accessing DLLs and the OS API, web site CGI programming, writing multitasking code, 3rd party tool kits, parse, objects, ports, and more (~100 pages).
4. Real World Case Studies:

21 full case studies covering how a wide variety of complete desktop, network, and web site applications were conceived and created using REBOL. This section demonstrates, step by step, how each of the examples grew from concept to final design using outlines, pseudo code, and detailed finished code. Each example demonstrates a variety of practical REBOL concepts, code patterns, and tools, and helps guide you towards "thinking in REBOL" (~230 pages).
5. Additional Scripts and Resources:

More code and resources to help complete your understanding of REBOL and continue learning.
This tutorial is less than 450 pages, yet it covers the REBOL language from the ground up, fully documents the creation of more than 50 applications, and contains many additional short scripts and useful concepts. Links to other online documentation resources are provided to more fully learn many topics, but no third party reference materials are required to understand any example in this text, even if you've never programmed a line of code before. If you're familiar with other programming languages, be prepared to think about coding in ways that are a bit different from your accustomed patterns. You won't find the typical explanations of object oriented programming, modules, pointers, arrays, string management, regular expressions, or other common topics in this text. That's because REBOL's design provides straightforward solutions to reduce or eliminate the need for many complex syntax structures and coding techniques you may know. Every step of the way through this tutorial, you'll pick up practical approaches to easily achieve computing goals of all types. By learning REBOL, you'll learn to get many things done more quickly and easily than you can with any other tool. Enjoy!

## 3. Getting Started: Downloading and Installing REBOL, Hello World

The REBOL interpreter is a program that runs on your computer. It translates written text in the REBOL language syntax ("source code") to instructions the computer understands. To get the free REBOL interpreter, go to:

## http://rebol.com/view-platforms.html

For Microsoft Windows, download the rebview.exe file - just click the link with your mouse and save it to your hard drive. If you want to run REBOL on any other operating system (Macintosh, Linux, etc.), just select, download and run the correct file for your computer. It works the same way on every operating system. You can use the stand-alone versions on just about any desktop machine. Upload the correct interpreter version to your web server and you can also execute REBOL CGI programs directly on your web site. You can also install a plugin version to run full REBOL desktop applications directly on pages in a web browser.

Once you've got the tiny REBOL desktop interpreter downloaded, installed, and running on your computer (Start -> Programs -> REBOL -> REBOL View), click the "Console" icon, and you're ready to start typing in REBOL programs. To run your first example, type the following line into the REBOL interpreter, and then press the [Enter] (return) key on your keyboard:

```
alert "Hello world!"
```

Before going any further, give it a try. Download REBOL and type in the code above to see how it works. It's extremely simple and literally takes just a few seconds to install. To benefit from this tutorial, type or paste each code example into the REBOL interpreter to see what happens.

Install Notes:

To enable REBOL/View console support in Ubuntu Linux, follow these instructions:

1. Download the tar.gz file for Linux $x 86$ - Fedora (Kernel 2.6).
2. Open with archive manager (default).
3. Look in the rebol-276 folder (or whatever version you've downloaded).
4. Select and extract the "rebview" file into Ubuntu's HOME directory (the parent of the Ubuntu folder in the file system, or /home/ubuntu/ at the command line). In some versions, the file name is "rebol" instead of "rebview".
5. Open a terminal window (Applications -> Accessories -> Terminal)
6. Type "./rebview" (without the quotes), or "./rebol", depending on the version you've downloaded.

On some versions of Linux, you may need to run "./rebview +i " to install the required libs.

## 4. An Amazingly Tiny Demo and Some Simple Examples

Many of the examples programs in this tutorial are available as downloadable Windows executables, at:

## http://musiclessonz.com/rebol tutorial/examples

To whet your appetite, here's an example that demonstrates just how potent REBOL code can be. The following script contains 10 useful programs in LESS THAN HALF A PRINTED PAGE OF CODE:

1. FREEHAND PAINT: Draw and save graphic images
2. SNAKE GAME: Eat the food, avoid hitting the walls and yourself
3. TILE PUZZLE, "15": Arrange the tiles into alphabetical order
4. CALENDAR: Save and view events for any date
5. VIDEO: Live webcam video viewer (not just a static image)
6. IPs: Display your LAN and WAN IP addresses
7. EMAIL: Read emails from any pop account
8. DAY CALCULATOR: Count the days between 2 selected dates
9. PLAY SOUNDS: Browse your computer for wave files to play
10. FTP TOOL: Web site editor (browse folders on your web server, click files to edit and save changes back to your server, create and edit new files, etc.)

This example is $100 \%$ native REBOL code. No external libraries, images, GUI components, or other resources of any kind are imported or called. It runs on Windows, Mac, Linux, and any other OS supported by REBOL/View. To run it, just download the tiny REBOL interpreter and copy/paste the code below into the console (a Windows .exe is also available here):

```
REBOL[title:"Demo"]p: :append kk: :pick r: :random y: :layout q: 'image
z: :if gg: :to-image v: :length? g: :view k: :center-face ts: :to-string
tu: :to-url sh: :show al: :alert rr: :request-date co: :copy g y[style h
btn 150 h"Paint"[g/new k y[s: area black 650x350 feel[engage: func[f a e][
z a = 'over[p pk: s/effect/draw e/offset sh s]z a = 'up[p pk 'line]]]
effect[draw[line]]b: btn"Save"[save/png %a.png gg s al"Saved 'a.png'"]btn
"Clear"[s/effect/draw: co[line]sh s]]]h"Game"[u: :reduce x: does[al join{
SCORE: }[v b]unview]s: gg y/tight[btn red 10x10]o: gg y/tight[btn tan
10x10]d: 0x10 w: 0 r/seed now b: u[q o(((r 19x19)* 10)+ 50x50)q s(((r
19x19)* 10)+ 50x50)]g/new k y/tight[c: area 305x305 effect[draw b] rate 15
feel[engage: func[f a e][z a = 'key[d: select u['up 0x-10 'down 0x10 'left
-10x0 'right 10x0]e/key]z a = 'time[z any[b/6/1< < b/6/2 < 0 b/6/1 > 290
b/6/2 > 290][x]z find(at b 7)b/6[x]z within? b/6 b/3 10x10[p b u[q s(last
b)]w: 1 b/3:((r 29x29)* 10)]n: co/part b 5 p n(b/6 + d) for i 7 (v b)1[
either(type?(kk b i)= pair!)[p n kk b(i - 3)][p n kk b i]]z w = 1[clear(
```

```
back tail n)p n(last b)w: 0]b: co n sh c]]]do[focus c]]]h"Puzzle"[al{
Arrange tiles alphabetically:}g/new k y[origin 0x0 space 0x0 across style
p button 60x60[z not find[0x60 60x0 0x-60 -60x0]face/offset - x/offset[
exit]tp: face/offset face/offset: x/offset x/offset: tp]p"O"p"N"p"M"p"L"
return p"K"p"J"p"I"p"H"return p"G"p"F"p"E"p"D"return p"C"p"B"p"A"x: p
white edge[size: 0]]]h"Calendar"[do bx:[z not(exists? %s)[write %s ""]rq:
rr g/new k y[h5 ts rq aa: area ts select to-block(find/last(to-block read
%s)rq)rq btn"Save"[write/append %s rejoin[rq" {"aa/text"} "]unview do bx]]
]]h"Video"[wl: tu request-text/title/default"URL:"join"http://tinyurl.com"
"/m54ltm"g/new k y[image load wl 640x480 rate 0 feel[engage: func[f a e][
z a = 'time[f/image: load wl show f]]]]]h"IPs"[parse read tu join"http://"
"guitarz.org/ip.cgi"[thru<title>copy my to</title>]i: last parse my none
al ts rejoin["WAN: "i" -- LAN: "read join dns:// read dns://]]h"Email"[
g/new k y[mp: field"pop://user:pass@site.com"btn"Read"[ma: co[]foreach i
read tu mp/text[p ma join i"^/^/^/^/^/^/"editor ma]]]]h"Days"[g/new k y[
btn"Start"[sd: rr]btn"End"[ed: rr db/text: ts(ed - sd) show db]text{Days
Between:}db: field]]h"Sounds"[ps: func[sl][wait 0 rg: load sl wf: 1 sp:
open sound:// insert sp rg wait sp close sp wf: O]wf: O change-dir
%/c/Windows/media do wl:[wv: co[]foreach i read %.[z %.wav = suffix? i[p
wv i]l]g/new k y[ft: text-list data wv[z wf <> 1[z error? try[ps value][al
"Error"close sp wf: 0]]lbtn"Dir"[change-dir request-dir do wl ft/data: wv
sh ft]]]h{FTP}[g/new k y[px: field"ftp://user:pass@site.com/folder/"[
either dir? tu va: value[f/data: sort read tu va sh f][editor tu va]]f:
text-list[editor tu join px/text value]btn"?"[al{Type a URL path to browse
(nonexistent files are created). Click files to edit.}]]]]
```

That's the entire application - all 10 programs. Go ahead, give it a try. Download the REBOL interpreter and copy/paste the code above into the console. It only takes a few seconds. By the end of this tutorial you'll know exactly how all that code works, and much more...

## 4 - Several Basic Examples

The above example is obfuscated to demonstrate just how malleable and compact REBOL code can be. The following examples represent more typical, readable REBOL code. This first example demonstrates how to create a basic GUI program window (the size info in this example is optional):

```
view layout [size 500x400]
```

Here's a program window with a text area and a button:

```
view layout [area btn "Click Me"]
```

In this example, the button does something when clicked:

```
view layout [
    area
    btn "Click Me" [alert "You can type in the square area."]
]
```

The following example demonstrates how the button can be made to save any text typed into the area, to a file on the hard drive:

```
view layout [
    a: area
    btn "Save" [
        write %reboltut.txt a/text
        alert "Saved"
```

Here's a little text editor application that builds on the idea above. You can likely get a sense of how it works just by glancing through the code:

```
view layout [
    h1 "Text Editor:"
    f: field 600 "filename.txt"
    a: area 600x350
    across
    btn "Load" [
        f/text: request-file
        show f
        a/text: read to-file f/text
        show a
    ]
    btn "Save" [
        write to-file request-file/save/file f/text a/text
        alert "Saved"
    ]
]
```

Here's an email client you can use to read and send emails to/from any pop/smtp server:

```
view layout[
    h1 "Send:"
    btn "Server settings" [
        system/schemes/default/host: request-text/title "SMTP Server:"
        system/schemes/pop/host: request-text/title "POP Server:"
        system/schemes/default/user: request-text/title "SMTP User Name:"
        system/schemes/default/pass: request-text/title "SMTP Password:"
        system/user/email: to-email request-text/title "Your Email Addr:"
    ]
    a: field "user@website.com"
    s: field "Subject"
    b: area
    btn "Send"[
        send/subject to-email a/text b/text s/text
        alert "Sent"
    ]
    h1 "Read:"
    f: field "pop://user:pass@site.com"
    btn "Read" [editor read to-url f/text]
]
```

As you can see, REBOL is typically very easy to read and write.

### 4.1 Opening REBOL Directly to the Console

Before typing in or pasting any more code, adjust the following option in the REBOL interpreter: click the "User" menu in the graphic Viewtop that opens by default with REBOL, and uncheck "Open Desktop On Startup". That'll save you the trouble of clicking the "Console" button every time you start REBOL.

## 5. Some Perspective for Absolute Beginners

This tutorial moves at a pace quick enough to satisfy experienced developers, but because REBOL's learning curve is different from other programming languages, it can also be understood clearly by beginners. If you're reading this text as a novice programmer, it can be helpful to understand a few basic concepts that provide perspective about learning to program. First:

So, everything you'll do when writing code basically involves manipulating text, numbers, and/or binary data (photos, music, etc.). The fundamental components used to deal with data haven't changed too dramatically in the past few decades. They've simply improved in speed, capacity, and interface. In the current state of modern computing, data is typically input, manipulated, and returned via graphical user interfaces such as program windows, web forms displayed in browsers, and other keyboard/mouse driven "GUI"s. Data is saved on local hard drives and storage devices (CDs, thumb drives, etc.) and on remote web servers, and is typically transferred via local networks and Internet connections. Images, sounds, video, and other types of multimedia data are contained in standardized file formats, and graphic data is displayed using standard mathematical techniques. Knowing how to control those familiar computing elements to allow users to manipulate data, is the goal of learning to program. It doesn't matter whether you're interested in writing business applications to work with inventory and scheduling (text and number data), programs to alter web pages (text and image data), programs to play/edit music (binary data), programs to broadcast video across the Internet (rapidly transferred sequential frames of binary data), programs to control robotic equipment, compute scientific equations, play games, etc... They all require learning to input, manipulate, and return data of some sort. You can do all those things with REBOL, and once you've done it in one language, it's easier to do with other programming tools.

REBOL allows programmers to quickly build graphic interfaces to input and return all common types of data. It can easily manipulate text, graphics, and sounds in useful ways, and it provides simple methods to save, retrieve, and share data across all types of hardware, networks, and the Internet. That makes it a great way to begin learning how to program. By learning REBOL, you'll learn about all the fundamental structures and concepts in programming: variables, functions, data types, conditional operations, loops, objects, etc. You'll also learn about important topics such as user interface design, algorithmic thinking, working with databases, the operating system API, CGI, and more. Those topics all share conceptual and technical similarities, regardless of language, and you'll need to learn to think in those terms to write computer programs, even in a language that's as easy to learn as REBOL. Despite its ease of use, REBOL is an extremely powerful tool. For years it has been used by professionals in enterprise level work around the world. You may never need to learn another programming language.

If you've never done any real "programming" before, the first part of this text may seem a bit technical. Don't be put off. There is no other language with a faster learning curve than REBOL - you'll begin to see the big picture within a few days. Working through this tutorial, you'll gradually build recognition of REBOL language idioms and practical code patterns, by example. The first part of the tutorial will be a whirlwind introduction to many of the fundamental language elements. Just take it all in, and if you really want to learn, be sure to type in, or at least copy/paste, each example into the REBOL interpreter. Reading through the code isn't enough.

## 6. A Quick Summary of the REBOL Language

### 6.1 Built-In Functions and Basic Syntax

As with any modern programming language, to use REBOL, you need to learn how to use "functions". Functions are words that perform actions. Function words are followed by data "parameters" (also called "arguments"). Paste these functions into the REBOL interpreter to see how they work:

```
alert "Alert is a function. THIS TEXT IS ITS PARAMETER."
request "Are you having fun yet?"
editor "Edit this text."
browse http://rebol.com
```

Some functions don't require any data parameters, but do produce "return" values. Try these functions in the interpreter. They each return a value selected by the user:

```
request-pass
request-date
request-color
request-file
```

The return values output by the above functions can be used in your programs to accomplish useful goals.

The file name output by the "request-file" function, for example, could be used to determine which data gets opened and manipulated in your program. The data returned by the "request-pass" function can be used to control access to selected data.

Many functions have optional or limited parameters/return values. These options, called "refinements", are specified by the "/" symbol. Try these variations of the "request-pass" function to see how they each perform differently:

```
request-pass/only
request-pass/user "username"
request-pass/title "The 'title' refinement sets this header text."
request-pass/offset/title 10x100 "'offset' repositions the requester."
```

Some functions take multiple arguments. The "rejoin" function returns the joined ("concatenated") text arguments inside brackets. Concatenation is very important in all types of programming - you will see this function in use often:

```
rejoin ["Hello " "there" "!"]
```


### 6.1.1 Understanding Return Values and the Order of Evaluation

In REBOL, you can put as many functions as you want on one line, and they are all evaluated strictly from left to right. Functions are grouped together automatically with their required data parameter(s). The following line contains two alert functions:

```
alert "First function" alert "Second function"
```

Rebol knows to look for one parameter after the first alert function, so it uses the next piece of data on that line as the argument for that function. Next on the line, the interpreter comes across another alert function, and uses the following text as it's data parameter.

In the following line, the first function "request-pass/offset/title" requires two parameters, so REBOL uses the next two items on the line (" $10 \times 100$ " and "title") as its arguments. After that's complete, the interpreter comes across another "alert" function, and uses the following text, "Processing", as its argument:

```
request-pass/offset/title 10x100 "title" alert "Processing"
```

IMPORTANT: In REBOL, the return values (output) from one function can be used directly as the arguments (input) for other functions. Everything is simply evaluated from left to right. In the line below, the "alert" function takes the next thing on the line as it's input parameter, which in this case is not a piece of data, but a function which returns some data (the concatenated text returned by the "rejoin" function):

```
alert rejoin ["Hello " "there" "!"]
```

To say it another way, the value returned above by the "rejoin" function is passed to (used as a parameter by) the "alert" function. Parentheses can be used to clarify which expressions are evaluated and passed as parameters to other functions. The parenthesized line below is treated by the REBOL interpreter exactly the same as the line above - it just lets you see more clearly what data the "alert" function puts on screen:

```
alert ( rejoin ["Hello " "there" "!"] )
```

evaluated. The process can appear to work backwords at times. In the example below, the "editor" function takes the next thing on the line as it's input parameter, and edits that text. In order for the editor function to begin its editing operation, however, it needs a text value to be returned from the "request-text" function. The first thing the user sees when this line runs, therefore, is the text requester. That appears backwards, compared to the way it's written:

```
editor (request-text)
```

Always remember that lines of REBOL code are evaluated from left to right. If you use the return value of one function as the argument for another function, the execution of the whole line will be held up until the necessary return value is processed.

Any number of functions can be written on a single line, with return values cascaded from one function to the next:

```
alert ( rejoin ( ["You chose: " ( request "Choose one:" ) ] ) )
```

The line above is typical of common REBOL language syntax. There are three functions: "alert", "rejoin", and "request". In order for the first alert function to complete, it needs a return value from "rejoin", which in turn needs a return value from the "request" function. The first thing the user sees, therefore, is the request function. After the user responds to the request, the selected response is rejoined with the text "You chose: ", and the joined text is displayed as an alert message. Think of it as reading "display (the following text joined together ("you chose" (an answer selected by the user))). To complete the line, the user must first answer the question.

To learn REBOL, it's essential to first memorize and recognize REBOL's many built-in function words, along with the parameters they accept as input, and the values which they return as output. When you get used to reading lines of code as functions, arguments, and return values, read from left to right, the language will quickly begin to make sense.

It should be noted that in REBOL, math expressions are evaluated from left to right like all other functions. There is no "order of precedence", as in other languages (i.e., multiplication doesn't automatically get computed before addition). To force a specific order of evaluation, enclose the functions in parentheses:

```
print (10 + 12) / 2 ; 22 / 2 = 11 (same as without parentheses)
print 10 + (12 / 2) ; 10 + 6 = 16
```

REBOL's left to right evaluation is simple and consistent. Parentheses can be used to clarify the flow of code, if ever there's confusion.

### 6.1.2 White Space

Unlike other languages, REBOL does not require any line terminators between expressions (functions, parameters, etc.), and you can insert empty white space (tabs, spaces, newlines, etc.) as desired into code. Text after a semicolon and before a new line is treated as a comment (ignored entirely by the interpreter). The code below works exactly the same as the previous example. Notice that tabs are used to indent the block of code inside the square brackets and that the contents of the brackets are spread across multiple lines. This helps group the code together visually, but it's not required:

```
alert rejoin [
    "You chose: " ; 1st piece of joined data
    (request "Choose one:") ; 2nd piece of joined data
]
```

ONE CAVEAT: parameters for most functions should begin on the same line as the function word. The following example will not work properly because the rejoin arguments' opening brackets need to be on the same line as the rejoin function:

```
alert rejoin ; This does NOT work.
[ ; Put this bracket on the line above.
    (request "Choose one:")
]
```

If you want to comment out a large section of code, simply surround it with curly braces:

```
{
    This line doesn't do anything.
    This line also does nothing.
    This line is ignored too.
}
```


### 6.2 More Basics: Word Assignment, I/O, Files, Built-In Data Types and Native Protocols

In REBOL, the colon (":") symbol is used to assign word labels ("variables") to values:

```
person: "John"
```

Now, the word label "person" can be used anywhere (without the colon), to represent the text "John". Notice that the variable "person" has been rejoined with some other text below:

```
alert rejoin ["The person's name is " person]
```

Word labels are NOT case sensitive:

```
alert person
alert PERSON
alert PeRsOn
; to the REBOL interpreter, all three lines above are the same
```

In this next example, the word "filename" is assigned to the value returned by the request-file function (a file chosen by the user):

```
filename: request-file
```

Now, the label "filename" can be used to represent the file selected above:

```
alert rejoin ["You chose " filename]
```

REBOL is a bit different from other programming languages in that word labels can be assigned to anything: numbers, text strings, binary data, arrays, lists, hash tables, functions, and even executable blocks of code. At this point, just be aware that when you see the colon symbol, a word label is being assigned to some value.

The "ask" function is a simple way to get some text data from a user at the interpreter's command line (similar to "request-text", but without using a pop-up requester):

```
ask "What is your name? "
```

In the example below, the variable "name" is assigned to the text returned by the ask function (i.e., entered by the user). Again, the parentheses are not required - they're just there to clarify the grouping together of the 'ask' function with its text argument:

```
name: (ask "What is your name? ")
```

Now you can use the variable word "name" to represent whatever text the user typed in response to the above question.

The "print" function is a simple way to display text data at the interpreter's command line:

```
print rejoin ["Good to meet you " name]
```

The "prin" function prints consecutive text elements right next to each other (not on consecutive lines):

```
prin "All " prin "on " prin "one " print "line." print "On another."
```

Multi-line formatted text is enclosed in curly braces ("\{\}"), instead of quotes:

```
print {
    Line 1
    Line 2
    Line 3
}
```

Quotes and curly braces can be used interchangeably on a single line:

```
print {"text"}
print "{text}"
```

You can print a carriage return using the word "newline" or the characters ${ }^{\wedge}$

```
print rejoin ["This text if followed by a carriage return." newline]
print "This text if followed by a carriage return.^/"
```

Clear the screen using "newpage":

```
prin newpage
```

The "write" function saves data to a file. It takes two parameters: a file name to write to, and some data to write to that file.

NOTE: in REBOL, the percent character ("\%") is used to represent local files. Because REBOL can be used on many operating systems, and because those operating systems all use different syntax to refer to drives, paths, etc., REBOL uses the universal format: \%/drive/path/path/../file.ext . For example, "\%/c/windows/notepad.exe" refers to "C:IWindows\Notepad.exe" in Windows. REBOL converts that syntax to the appropriate operating system format, so that your code can be written once and used on every operating system, without alteration. The following 2 functions convert REBOL file format to your operating system's format, and visa versa:

```
to-local-file %/C/YOURNAME.txt
to-rebol-file "C:\YOURNAME.txt"
```

You can write data to a web site (or any other connected protocol) using the exact same write syntax that is used to write to a file (be sure to use an appropriate username and password for your web site ftp account):
write ftp://user:pass@website.com/name.txt name

The "read" function reads data from a file:

```
print (read %/C/YOURNAME.txt)
```

REBOL has a built-in text editor that can also read, write, and manipulate text data:

```
editor %/c/YOURNAME.txt
```

You can read data straight from a web server, an ftp account, an email account, etc. using the same format. Many Internet protocols are built right into the REBOL interpreter. They're understood natively, and REBOL knows exactly how to connect to them without any preparation by the programmer:

```
editor http://rebol.com
editor pop://user:pass@website.com
editor clipboard://
print read dns://msn.com
print read nntp://public.teranews.com
; NOTE: The editor reads, AND allows you to SAVE EDITS back to the server:
editor ftp://user:pass@website.com/public_html/index.html
```

Transferring data between devices connected by any supported protocol is easy - just read and write:

```
; read data from a web site, and paste it into the local clipboard:
write clipboard:// (read http://rebol.com) ; afterward, try pasting into
```

; read a page from one web site, and write it to another:
write ftp://user:pass@website2.com (read http://website1.com)
; again, notice that the "write" function takes TWO parameters

Sending email is just as easy, using a similar syntax:

```
send user@website.com "Hello"
send user@website.com (read %file.txt) ; sends an email, with
; file.txt as the body
```

The "/binary" modifier is used to read or write binary (non-text) data. You'll use read/binary and write/binary to read and write images, sounds, videos and other non-text files:

```
write/binary %/c/bay.jpg read/binary http://rebol.com/view/bay.jpg
```

For clarification, remember that the write function takes two parameters. The first parameter above is "\%/c/bay.jpg". The second parameter is the binary data read from http://rebol.com/view/bay.jpg:

```
write/binary (%/c/bay.jpg) (read/binary http://rebol.com/view/bay.jpg)
```

The "load" and "save" functions also read and write data, but in the process, automatically format certain data types for use in REBOL. Try this:

```
; assign the word "picture" to the image "load"ed from a given URL:
picture: load http://rebol.com/view/bay.jpg
; save the image to a given file name, and automatically convert it
; to .png format;
save/png %/c/picture.png picture
; show it in a GUI window (much more about this in the next section):
view layout [image load %/c/picture.png]
```

"Load" and "save" are used to conveniently manage certain types of data in formats directly usable by REBOL (images, sounds, DLLs, certain native data structures, etc. can be loaded and used immediately). You'll use "read" and "write" more commonly to store and retrieve typical types of data, exactly byte for byte, to/from a storage medium, when no conversion or formatting is necessary.

REBOL automatically knows how to perform appropriate computations on times, dates, IP addresses, coordinate values, and other common types of data:

```
print 3:30am + 00:07:19
print 23\times54 + 19\times31
print 192.168.1.1 + 000.000.000.37
```

print now ; print current date and time
print now + 0:0:30 ; print 30 seconds from now
print now - 10 ; print 10 days ago

```
increment time values properly
print current date and ti
; easily add coordinate pairs
; easily increment ip addresses
```

REBOL also natively understands how to use URLs, email addresses, files/directories, money values, tuples, hash tables, sounds, and other common values in expected ways, simply by the way the data is formatted. You don't need to declare, define, or otherwise prepare such types of data as in other languages - just use them.

```
To determine the type of any value, use the "type?" function:
some-text: "This is a string of text" ; strings of text go between
type? some-text ; "quotes" or {curly braces}
an-integer: 3874904 ; integer values are just pos-
type? an-integer ; itive/negative whole numbers
a-decimal: 7348.39 ; decimal numbers are recognized
type? a-decimal ; by the decimal point
web-site: http://musiclessonz.com ; URLs are recognized by the
type? web-site ; http://, ftp://, etc.
email-address: user@website.com ; email values are in the
type? email-address ; format user@somewebsite.domain
the-file: %/c/myfile.txt ; files are preceded by the %
type? the-file ; character
bill-amount: $343.56 ; money is preceded by the $
type? bill-amount ; symbol
html-tag: <br> ; tags are places between <>
type? html-tag ; characters
binary-info: #{ddeedd} ; binary data is put between
type? binary-info ; curly braces and preceded by
    ; the pound symbol
image: load http://rebol.com/view/bay.jpg ; REBOL can even automatically
type? image ; recognize the data type of
    ; most common image formats.
a-sound: load %/c/windows/media/tada.wav ; And sounds too!
a-sound/type
```

Data types can be specifically "cast" (created, or assigned to different types) using "to-(type)" functions:

```
numbr: 4729
    The label 'numbr now represents the integer
        4729.
strng: to-string numbr
    The label 'strng now represents a piece of
        quoted text made up of the characters
        "4729". Try adding strng + numbr, and
        you'll get an error.
; This example creates and adds two coordinate pairs. The pairs are
; created from individual integer values, using the "to-pair" function:
x: 12 y: 33 q: 18 p: 7
pair1: to-pair rejoin [x "x" y] ; 12x33
pair2: to-pair rejoin [q "x" p] ; 18x7
print pair1 + pair2 ; 12x33 + 18x7 = 30x40
    This example builds and manipulates a time value using the "to-time"
; function:
```

```
hour: 3
minute: 45
second: 00
the-time: to-time rejoin [hour ":" minute ":" second] ; 3:45am
later-time: the-time + 3:00:15
print rejoin ["3 hours and 15 seconds after 3:45 is " later-time]
; This converts REBOL color values (tuples) to HTML colors and visa versa:
to-binary request-color
to-tuple #{00CDOO}
```

REBOL has many built-in helper functions for dealing with common data types. Another way to create pair values is with the "as-pair" function. You'll see this sort of pair creation commonly in games which plot graphics at coordinate points on the screen:

```
x: 12 y: 33 q: 18 p: 7
print (as-pair x y) + (as-pair q p) ; much simpler!
```

Built-in network protocols, native data types, and consistent language syntax for reading, writing, and manipulating data allow you to perform common coding chores easily and intuitively in REBOL. Remember to type or paste every example into the REBOL interpreter to see how each function and language construct operates.

### 6.3 GUls (Program Windows)

Graphic user interfaces ("GUI"s) are easier to create in REBOL than in any other language. The functions "view" and "layout" are used together to display GUIs. The parameters passed to the layout function are enclosed in brackets. Those brackets can include identifiers for all types of GUI elements ("widgets"):

```
view layout [btn] ; creates a GUI with a button
view layout [field] ; creates a GUI with a text input field
view layout [text "REBOL is really pretty easy to program"]
view layout [text-list] ; a selection list
view layout [
    button
    field
    text "REBOL is really pretty easy to program."
    text-list
    check
]
```

In REBOL, widgets are called "styles", and the entire GUI dialect is called "VID". You can adjust the visual characteristics of any style in VID by following it with appropriate modifiers:

```
view layout [
    button red "Click Me"
    field "Enter some text here"
    text font-size 16 "REBOL is really pretty easy to program." purple
    text-list 400x300 "line 1" "line 2" "another line"
    check yellow
]
```

The size of your program window can be specified by either of these two formats:

```
view layout [size 400x300]
view layout/size [] 400x300
; both these lines do exactly the same thing
```

A variety of functions are available to control the alignment, spacing, and size of elements in a GUI layout:

```
view layout [
    size 500x350
    across
    btn "side" btn "by" btn "side"
    return
    btn "on the next line"
    tab
    btn "over a bit"
    tab
    btn "over more"
    below
    btn 160 "underneath" btn 160 "one" btn 160 "another"
    at 359x256
    btn "at 359x256"
]
```

VERY IMPORTANT: You can have widgets perform functions when clicked, or when otherwise activated. Just put the functions inside another set of brackets after the widget. This is how you get your GUls to 'do something' (using the fundamentals introduced in the previous section):

```
view layout [button "click me" [alert "You clicked the button."]]
view layout [btn "Display Rebol.com HTML" [editor read http://rebol.com]]
view layout [btn "Write current time to HD" [write %time.txt now/time]]
; The word "value" refers to data contained in a currently activated
; widget:
view layout [
    text "Some action examples. Try using each widget:"
    button red "Click Me" [alert "You clicked the red button."]
    field 400 "Type some text here, then press [Enter] on your keyboard" [
        alert value
    ]
    text-list 400x300 "Select this line" "Then this line" "Now this one" [
        alert value
    ]
    check yellow [alert "You clicked the yellow check box."]
    button "Quit" [quit]
]
```

To react to right-button mouse clicks on a widget, put the functions to be performed inside a second set of brackets after the widget:

```
view layout [
    btn "Right Click Me" [alert "left click"][alert "right click"]
]
```

You can assign keyboard shortcuts (keystrokes) to any widget, so that pressing the key reacts the same way as activating the GUI widget:

```
view layout [
    btn "Click me or press the 'A' key on your keyboard" #"a" [
            alert "You just clicked the button OR pressed the 'A' key"
    ]
]
```

You can assign a word label to any widget, and refer to data and properties of that widget by its label. The "text" property is especially useful:

```
view layout [
    page-to-read: field "http://rebol.com"
    ; page-to-read/text now refers to the text contained in that field
    btn "Display HTML" [editor read (to-url page-to-read/text)]
]
```

You can also set various properties of a widget using its assigned label. When the "Edit HTML Page" button is clicked below, the text of the multi-line area widget is set to contain the text read from the given URL. The "show" function in the example below is very important. It must be used to update the GUI display any time a widget property is changed (if you ever create a GUI that doesn't seem to respond properly, the first thing to check is that you've used a "show" function to properly update any changes on screen):

```
view layout [
    page-to-read: field "http://rebol.com"
    the-html: area 600x440
    btn "Download HTML Page" [
        the-html/text: read (to-url page-to-read/text)
        ; try commenting out the following line to see what happens:
        show the-html
    ]
]
```

Below are two more examples of the above code pattern (getting and setting a widget's text property) - it's a very important idiom in REBOL GUIs. In the first example, the variable " $f$ " is assigned to the field widget, then the variable " t " is assigned to the text contained in that field. In the second example, " t " is assigned the text contained in the f1 field, then the text in f2 is set to "t" - again, all using the colon symbol. Note the use of the "show" function to update the display:

```
view layout [
    f: field
    btn "Display Variable" [
    ; When the button is pressed, set the variable
    ; "t" to hold the text currently in the field
    ; above, then alert the contents of that variable:
            t: f/text
            alert t
    ]
]
view layout [
    f1: field
    btn "Display Variable" [
        ; Set the variable "t" to the text contained
```

```
        ; in the f1 field above:
    t: f1/text
    ; Now CHANGE the text in the f2 below to
    ; to equal the text stored in variable "t":
    f2/text: t
    show f2
    ]
    f2: field
]
; You GET the text from a widget by assigning a VALUE to equal the
; widget's text property. You SET/CHANGE the text of a widget by
; assigning THE TEXT PROPERTY of that widget to equal a value.
```

The "offset" of a widget holds its coordinate position. It's another useful property, especially for GUls which involve movement:

```
view layout [
    size 600x440
    jumper: button "click me" [
        jumper/offset: random 580x420
        ; The "random" function creates a random value within
        ; a specified range. In this example, it creates a
        ; random coordinate pair within the range 580x420,
        ; every time the button is clicked. That random value
        ; is assigned to the position of the button.
    ]
]
```

The "style" function is very powerful. It allows you to assign a specific widget definition, including all its properties and actions, to any word label you choose. Any instance of that word label is thereafter treated as a replication of the entire widget definition:

```
view layout [
    size 600x440
    style my-btn btn green "click me" [
            face/offset: random 580x420
    ]
    ; "my-btn" now refers to all the above code
    at 254\times84 my-btn
    at 19x273 my-btn
    at 85x348 my-btn
    at 498\times12 my-btn
    at 341x385 my-btn
]
```

REBOL is great at dealing with all types of common data - not just text. You can easily display photos and other graphics in your GUls, play sounds, display web pages, etc. Here's some code that downloads an image from a web server and displays it in a GUI - notice the "view layout" functions again:

```
view layout [image (load http://rebol.com/view/bay.jpg)]
```

The "image" widget inside the brackets displays a picture (.bmp, .jpg, .gif., .png) in the GUI. The "load" function downloads the image to be displayed.

REBOL can apply many built-in effects to images:

```
view layout [image (load http://rebol.com/view/bay.jpg) effect [Emboss]]
view layout [image (load http://rebol.com/view/bay.jpg) effect [Flip 1x1]]
; The parentheses are not required:
view layout [image load http://rebol.com/view/bay.jpg effect [Grayscale]]
; There are MANY more built-in effects.
```

You can impose images onto most types of widgets:

```
view layout [area load http://rebol.com/view/bay.jpg]
; Use the "fit" effect to stretch or shrink the size of the image to that
; of the widget:
view layout [area load http://rebol.com/view/bay.jpg effect [Fit]]
view layout [button load http://rebol.com/view/bay.jpg effect [Fit]]
view layout [field load http://rebol.com/view/bay.jpg effect [Fit Emboss]]
; You can still type into the field and area widgets, as usual.
```

You can apply colors directly to images, just like any other widget. Notice that you can perform calculations directly on color values:

```
view layout [image load http://rebol.com/view/bay.jpg yellow]
view layout [image load http://rebol.com/view/bay.jpg (yellow / 2)]
view layout [image load http://rebol.com/view/bay.jpg (yellow + 0.0.132)]
```

Color gradients (fades from one color to another) are also simple to apply to any widget:

```
view layout [area effect [gradient red blue]]
view layout [
    size 500x400
    backdrop effect [gradient 1x1 tan brown]
    box effect [gradient 123.23.56 254.0.12]
    box effect [gradient blue gold/2]
]
```

You can assign a word label to any layout of GUI widgets, and then display those widgets simply by using the assigned word:

```
gui-layout1: [button field text-list]
view layout gui-layout1
```

You can save any GUI layout as an image, using the "to-image" function. This enables a built in screen shot mechanism, and also allows you to easily create/save/manipulate new images using any of the graphic capabilities in REBOL:

```
; assign the label "picture" to an image of a layout:
picture: to-image layout [
    page-to-read: field "http://rebol.com"
```

```
        btn "Display HTML"
]
; save it to the hard drive as a .png file:
save/png %/c/layout.png picture
```

Here are some other GUI elements used in REBOL's "VID" layout language:

```
view layout [
    backcolor white
    h1 "More GUI Examples:"
    box red 500x2
    bar: progress
    slider 200x16 [bar/data: value show bar]
    area "Type here"
    drop-down
    across
    toggle "Click" "Here" [print value]
    rotary "Click" "Again" "And Again" [print value]
    choice "Choose" "Item 1" "Item 2" "Item 3" [print value]
    radio radio radio
    led
    arrow
    return
    text "Normal"
    text "Bold" bold
    text "Italic" italic
    text "Underline" underline
    text "Bold italic underline" bold italic underline
    text "Serif style text" font-name font-serif
    text "Spaced text" font [space: 5x0]
    return
    h1 "Heading 1"
    h2 "Heading 2"
    h3 "Heading 3"
    h4 "Heading 4"
    tt "Typewriter text"
    code "Code text"
    below
    text "Big" font-size 32
    title "Centered title" 200
    across
    vtext "Normal"
    vtext "Bold" bold
    vtext "Italic" italic
    vtext "Underline" underline
    vtext "Bold italic underline" bold italic underline
    vtext "Serif style text" font-name font-serif
    vtext "Spaced text" font [space: 5x0]
    return
    vh1 "Video Heading 1"
    vh2 "Video Heading 2"
    vh3 "Video Heading 3"
    vh4 "Video Heading 3"
    label "Label"
    below
    vtext "Big" font-size 32
    banner "Banner" 200
]
```

Here's a list of all the built in widgets (remember, in REBOL's VID language, widgets are called "styles"):

```
probe extract svv/vid-styles 2
```

Here's a list of the changeable attributes ("facets") available to all widgets:
probe remove-each i copy svv/facet-words [function? :i]

And here's a list of available layout words:
probe svv/vid-words

That's just the tip of the iceberg. With REBOL, even absolute beginners can create nice looking, powerful graphic interfaces in minutes. See http://rebol.com/docs/easy-vid.html and http://rebol.com/docs/viewguide.html for more information. Here's a little game that demonstrates common GUI techniques (this whole program was presented earlier in the demo app, in a more compact format without any comments. It's tiny.):

```
; Create a GUI that's centered on the user's screen:
view center-face layout [
    ; Define some basic layout parameters. "origin 0x0"
    ; starts the layout in the upper left corner of the
    ; GUI window. "space 0x0" dictates that there's no
    ; space between adjacent widgets, and "across" lays
    ; out consecutive widgets next to each other:
        origin 0x0 space 0x0 across
        ; The section below creates a newly defined button
        ; style called "piece", with an action block that
        ; swaps the current button's position with that of
        ; the adjacent empty space. That action is run
        ; whenever one of the buttons is clicked:
        style piece button 60x60 [
            ; The line below checks to see if the clicked button
            ; is adjacent to the empty space. The "offset"
            ; refinement contains the position of the given
            ; widget. The word "face" is used to refer to the
            ; currently clicked widget. The "empty" button is
            ; defined later (at the end of the GUI layout).
            ; It's ok that the empty button is not yet defined,
            ; because this code is not evaluated until the
            ; the entire layout is built and "view"ed:
            if not find [0x60 60x0 0x-60 -60x0
                ] (face/offset - empty/offset) [exit]
            ; In English, that reads 'subtract the position of
            ; the empty space from the position of the clicked
            ; button (the positions are in the form of
            ; Horizontal x Vertical coordinate pairs). If that
            ; difference isn't 60 pixels on one of the 4 sides,
            ; then don't do anything.' ( }60\mathrm{ pixels is the size of
            ; the "piece" button defined above.)
            ; The next three lines swap the positions of the
            ; clicked button with the empty button.
```

```
        ; First, create a variable to hold the current
        ; position of the clicked button:
        temp: face/offset
        ; Next, move the button's position to that of the
        ; current empty space:
        face/offset: empty/offset
        ; Last, move the empty space (button), to the old
        ; position occupied by the clicked button:
        empty/offset: temp
    ]
    ; The lines below draw the "piece" style buttons onto
    ; the GUI display. Each of these buttons contains all
    ; of the action code defined for the piece style above:
    piece "1" piece "2" piece "3" piece "4" return
    piece "5" piece "6" piece "7" piece "8" return
    piece "9" piece "10" piece "11" piece "12" return
    piece "13" piece "14" piece "15"
    ; Here's the empty space. Its beveled edge is removed
    ; to make it look less like a movable piece, and more
    ; like an empty space:
    empty: piece 200.200.200 edge [size: 0]
]
```

Advanced users may be interested in understanding why the two words "view" and "layout" are used to create GUIs. Those functions represent two complete and separate language dialects in REBOL. The "view" function is a front end to the lower level graphic compositing engine and user interface system built into REBOL. "Layout" is a higher level function that simply assembles view functions required to draw and manipulate common GUI elements. Understanding how the two operate under the hood is helpful in understanding just how deep, compact, and powerful the REBOL language and dialecting design is. For more information, see http://rebol.com/docs/view-system.html.

### 6.4 Blocks, Series, and Strings

In REBOL, all multiple pieces of grouped data items are stored in "blocks". Blocks are delineated by starting and ending brackets:

```
[ ]
```

Data items in blocks are separated by white space. Here's a block of text items:

```
["John" "Bill" "Tom" "Mike"]
```

Blocks were snuck in earlier as multiple text arguments passed to the "rejoin" function, and as brackets used to delineate GUI code passed to the 'view layout' functions:

```
rejoin ["Hello " "there!"]
view layout [button "Click Me" [alert "Hello there!"]]
```

Blocks are actually the fundamental structure used to organize REBOL code. You'll find brackets throughout the language syntax to delineate functions, parameters, and other items. In the next section of this tutorial, you'll see more about functions and control structures that use brackets to separate grouped items of code. This section will cover how data can be grouped into blocks.

The key concept to understand with blocks is that they are used to hold multiple pieces of data. Like any other variable data, blocks can be assigned word labels:

```
some-names: ["John" "Bill" "Tom" "Mike"]
; "some-names" now refers to all 4 of those text items
print some-names
```

Blocks of text data (lists) can be displayed in GUIs, using the "text-list" widget:

```
view layout [text-list data (some-names)]
```

The "append" function is used to add items to a block:

```
append some-names "Lee"
print some-names
append gui-layout1 [text "This text was appended to the GUI block."]
view layout gui-layout1
```

The "foreach" function is used to do something to/with each item in a block:

```
foreach item some-names [alert item]
```

The "remove-each" function can be used to remove items from a block that match a certain criteria:

```
remove-each name some-names [find name "i"]
; removes all names containing the letter "i" - returns ["John" "Tom"]
```

Empty data blocks are created with the "copy" function. "Copy" assures that blocks are erased and defined without any previous content. You'll use "copy" whenever you need to create an empty block:

```
; Create a new empty block like this:
empty-block: copy []
; NOT like this:
empty-block: []
```

Here's a very typical example that uses a block to save text entered into the fields of a GUI. When the "Save" button is pressed, the text in each of the fields is appended to a new empty block, then that whole block is saved to a text file. To later retrieve the saved values, the block is loaded from the text file, and its items assigned back to the appropriate fields in the GUI:

```
view gui: layout [
    ; label some text fields:
    field1: field
    field2: field
    field3: field
    ; add a button:
    btn "Save" [
        ; when the button is clicked, create a new empty block:
        save-block: copy []
        ; add the text contained in each field to the block:
        append save-block field1/text
        append save-block field2/text
        append save-block field3/text
        ; save the block to a file:
        save %save.txt save-block
        alert {SAVED -- Now try running this script again, and load
            the data back into the fields.}
    ]
    ; another button:
    btn "Load" [
        ; load the saved block:
        save-block: load %save.txt
        ; set the text in each field to the contents of the block:
        field1/text: save-block/1
        field2/text: save-block/2
        field3/text: save-block/3
        ; update the GUI display:
        show gui
    ]
]
```

After running the script above, open the save.txt file with a text editor, and you'll see it contains the text from the fields in the GUI. You can edit the save.txt file with your text editor, then click the "Load" button, and the edited values will appear back in the GUI. You'll use blocks regularly to store and retrieve multiple pieces of data in this way, using text files.

### 6.4.1 Series Functions

In REBOL, blocks can be automatically treated as lists of data, called "series", and manipulated using builtin functions that enable searching, sorting, and otherwise organizing the blocked data:

```
some-names: ["John" "Bill" "Tom" "Mike"]
sortednames: sort some-names ; sort alphabetically/ordinally
print first sortednames ; displays the first item ("Bill")
```

| print sortednames/1 | ; ALSO displays the first item ("Bill") <br> ; (just an alternate syntax) |
| :---: | :---: |
| print pick sortednames 1 | ; ALSO displays the first item ("Bill") <br> ; (another alternate syntax) |
| find some-names "John" | ; SEARCH for "John" in the block, set a position marker after that item - a very important function |
| find/last some-names "John" | ```; search for "John" backwards from ; the end of the block``` |
| select some-names "John" | ; search for "John" in the block <br> ; and return the Next item. |
| reverse sortednames | reverse the order of items in the <br> ; block |
| length? sortednames | ; COUNT items in the block - important |
| head sortednames | ; set a position marker at the <br> ; beginning of the block |
| next sortednames | ```; set a position marker at the next ; item in the block``` |
| back sortednames | ; set a position marker at the <br> ; previous item in the block |
| last sortednames | ```; set a position marker at the last ; item in the block``` |
| tail sortednames | ```; set a position marker after the ; last item in the block``` |
| at sortednames x | ; set a position marker at the $x$ ; numbered item in the block |
| skip sortednames x | ; set a position marker x items <br> ; forward or backward in the block |
| extract sortednames 3 | ; collect every third item from the ; block |
| index? sortednames | ; retrieves position number of the ; currently marked item in the block |
| insert sortednames "Lee" | add the name "Lee" at the current ; position in the block |
| append sortednames "George" | ; add "George" to the tail of the block ; and set position marker to the head |
| remove sortednames | ; remove the item at the currently <br> ; marked position in the block |
| remove find sortednames "Mike" | ; ... find the "Mike" item in the <br> ; block and remove it |
| change sortednames "Phil" | ```change the item at the currently marked position to "Phil"``` |
| change third sortednames "Phil" | ; change the third item to "Phil" |
| poke sortednames 3 "Phil" | another way to change the third item to "Phil" |



Learning to use series functions is absolutely fundamental to using REBOL. They will be covered by example throughout this text. See http://www.rebol.com/docs/dictionary.html for a list of additional series functions. For more information and examples, be sure to read sections 6 and 7 from the REBOL/Core Users Guide by Carl Sassenrath.

### 6.4.2 REBOL Strings

In REBOL, a "string" is simply a series of characters. If you have experience with other programming languages, this can be one of the sticking points in learning REBOL. REBOL's solution is actually a very powerful, easy to learn and consistent with the way other operations work in the language. Proper string management simply requires a good understanding of series. Take a look at the following examples to see how to do a few common operations:

```
the-string: "abcdefghijklmnopqrstuvwxyz"
; Left String: (get the left 7 characters of the string):
copy/part the-string 7
; Right String: (Get the right 7 characters of the string):
copy at tail the-string -7
; Mid String 1: (get 7 characters from the middle of the string,
; starting with the 12th character):
copy/part (at the-string 12) 7
; Mid String 2: (get 7 characters from the middle of the string,
; starting 7 characters back from the letter "m"):
```

```
copy/part (find the-string "m") -7
; Mid String 3: (get 7 characters from the middle of the string,
; starting 12 characters back from the letter "t"):
copy/part (skip (find the-string "t") -12) 7
; 3 different ways to get just the 7th character:
the-string/7
pick the-string 7
seventh the-string
; Change "cde" to "123"
replace the-string "cde" "123"
; Several ways to change the 7th character to "7"
change (at the-string 7) "7"
poke the-string 7 #"7" ; the pound symbol refers to a single character
poke the-string 7 (to-char "7") ; another way to use single characters
print the-string
; Remove 15 characters, starting at the 3rd position:
remove/part (at the-string 3) 15
print the-string
; Insert 15 characters, starting at the 3rd position:
insert (at the-string 3) "cdefghijklmnopq"
print the-string
; Insert 3 instances of "-+" at the beginning of the string:
insert/dup head the-string "-+ " 3
print the-string
; Replace every instance of "-+ " with " ":
replace/all the-string "-+ " " "
print the-string
; Remove spaces from a string (type "? trim" to see all its refinements!):
trim the-string
print the-string
; Get every third character from the string:
extract the-string 3
; Get the ASCII value for "c" (ASCII 99):
to-integer third the-string
; Get the character for ASCII 99 ("c"):
to-char 99
; Convert the above character value to a string value:
to-string to-char 99
; Convert any value to a string:
to-string now
```

```
to-string $2344.44
to-string to-char 99
to-string system/locale/months
; An even better way to convert values to strings:
form now
form $2344.44
form to-char 99
form system/locale/months ; convert blocks to nicely formed strings
; Covert strings to a block of characters:
the-block: copy []
foreach item the-string [append the-block item]
probe the-block
```

REBOL's series functions are very versatile. Often, you can devise several ways to do the same thing:

```
; Remove the last part of a URL:
the-url: "http://website.com/path"
clear at the-url (index? find/last the-url "/")
print the-url
; Another way to do it:
the-url: "http://website.com/path"
print copy/part the-url (length? the-url)-(length? find/last the-url "/")
```

(Of course, REBOL has a built-in helper function to accomplish the above goal, directly with URLs):

```
the-url: http://website.com/path
print first split-path the-url
```

There are a number of additional functions that can be used to work specifically with string series. Run the following script for an introduction:

```
string-funcs: [
    build-tag checksum clean-path compress debase decode-cgi decompress
    dehex detab dirize enbase entab import-email lowercase mold parse-xml
    reform rejoin remold split-path suffix? uppercase
]
echo %string-help.txt ; "echo" saves console activity to a file
foreach word string-funcs [
    print "
                                    ^/"
    print rejoin ["word: " uppercase to-string word] print ""
    do compose [help (to-word word)]
]
echo off
editor at read %string-help.txt 4
```

See http://www.rebol.com/docs/dictionary.html and http://rebol.com/docs/core23/rebolcore-8.html for more information about the above functions.

### 6.4.3 Indentation

programming languages, because it makes complex code easier to read, by grouping things visually. For example, the compound block below:
big-block: [[may june july] [[llllll] 123$][$ yes no] [monday tuesday friday]]]
can be written as follows to show the beginnings and endings of blocks more clearly:

```
big-block: [
    [may june july]
    [
        [1 1 2 3}
        [
            [yes no]
            [monday tuesday friday]
        ]
    ]
]
probe first big-block
probe second big-block
probe first second big-block
probe second second big-block
probe first second second big-block
probe second second second big-block
```

Indentation is not required, but it's very helpful.

### 6.4.4 More About Why/How Blocks are Useful

IMPORTANT: In REBOL, blocks can contain mixed data of ANY type (text and binary items, embedded lists of items (other blocks), variables, etc.):

```
some-items: ["item1" "item2" "item3" "item4"]
an-image: load http://rebol.com/view/bay.jpg
append some-items an-image
; "some-items" now contains 4 text strings, and an image!
; You can save that entire block of data, INCUDING THE BINARY
; IMAGE data, to your hard drive as a SIMPLE TEXT FILE:
save/all %some-items.txt some-items
; to load it back and use it later:
some-items: load %some-items.txt
view layout [image fifth some-items]
```

Take a moment to examine the example above. REBOL's block structure works in a way that is dramatically easy to use compared to other languages and data management solutions (much more simply than most database systems). It's is a very flexible, simple, and powerful way to store data in code! The fact that blocks can hold all types of data using one simple syntactic structure is a fundamental reason it's easier to use than other programming languages and computing tools. You can save/load block code to the hard drive as a simple text file, send it in an email, display it in a GUI, compress it and transfer it to a web server to be downloaded by others, transfer it directly over a point-to-point network connection, or even convert it to XML, encrypt, and store parts of it in a secure multiuser database to be accessed by other programming languages, etc...

Remember, all programming, and computing in general, is essentially about storing, organizing, manipulating, and transferring data of some sort. REBOL makes working with all types of data very easy -
just put any number of pieces of data, of any type, in between two brackets, and that data is automatically searchable, sortable, storable, transferable, and otherwise usable in your programs.

### 6.4.5 Evaluating Variables in Blocks: Compose, Reduce, Pick and More

You will often find that you want to refer to an item in a block by its index (position number), as in the earlier 'some-items' example:

```
view layout [image some-items/5]
```

You may not, however, always know the specific index number of the data item you want to access. For example, as you insert data items into a block, the index position of the last item changes (it increases). You can obtain the index number of the last item in a block simply by determining the number of items in the block (the position number of the last item in a block is always the same as the total number of items in the block). In the example below, that index number is assigned the variable word "last-item":

```
last-item: length? some-items
```

Now you can use that variable to pick out the last item:

```
view layout [image (pick some-items last-item)]
; In our earlier example, with 5 items in the block, the
; line above evaluates the same as:
view layout [image (pick some-items 5)]
```

You can refer to other items by adding and subtracting index numbers:

```
alert pick some-items (last-item - 4)
```

There are several other ways to do the exact same thing in REBOL. The "compose" function allows variables in parentheses to be evaluated and inserted as if they'd been typed explicitly into a code block:

```
view layout compose [image some-items/(last-item)]
; The line above appears to the interpreter as if the following
; had been typed:
view layout [image some-items/5]
```

The "compose" function is very useful whenever you want to refer to data at variable index positions within a block. The "reduce" function can also be used to produce the same type of evaluation. Function words in a reduced block should begin with the tick (') symbol:

```
view layout reduce ['image some-items/(last-item)]
```

Another way to use variable values explicitly is with the ":" format below. This code evaluates the same as the previous two examples:

```
view layout [image some-items/:last-item]
```

Think of the colon format above as the opposite of setting a variable. As you've seen, the colon symbol placed after a variable word sets the word to equal some value. A colon symbol placed before a variable word gets the value assigned to the variable, and inserts that value into the code as if it had been typed explicitly.

You can use the "index?" and "find" functions to determine the index position(s) of any data you're searching for in a block:

```
index-num: index? (find some-items "item4")
```

Any of the previous 4 formats can be used to select the data at the determined variable position:

```
print pick some-items index-num
print compose [some-items/(index-num)]
print reduce [some-items/(index-num)]
; no function words are used in the block above, so no ticks are required
print some-items/:index-num
```

Here's an example that displays variable image data contained in a block, using a foreach loop. The "compose" function is used to include dynamically changeable data (image representations), as if that data had been typed directly into the code:

```
photo1: load http://rebol.com/view/bay.jpg
photo2: load http://rebol.com/view/demos/palms.jpg
; The REBOL interpreter sees the following line as if all the code
; representing the above images had been typed directly in the block:
photo-block: compose [(photo1) (photo2)]
foreach photo photo-block [view layout [image photo]]
```

Block concepts may seem a bit vague at this point. The practical application of block structures will be presented much more thoroughly, by example, throughout this tutorial, and clarification about the usefulness of blocks will come from seeing them in working code. For additional detailed information about using blocks and series functions see http://www.rebol.com/docs/core23/rebolcore-6.html.

### 6.5 Conditions

### 6.5.1 If

Conditions are used to manage program flow. The most basic conditional evaluation is "if":

```
if (this expression is true) [do this block of code]
; parentheses are not required
```

Math operators are typically used to perform conditional evaluations: $=<><>$ (equal, less-than, greaterthan, not-equal):

```
if now/time > 12:00 [alert "It's after noon."]
```

Here's an example that gets a username and password from the user, tests that data using an "if" evaluation, and alerts the user if the response is correct:
userpass: request-pass/title "Type 'username' and 'password'"
if (userpass = ["username" "password"]) [alert "Welcome back!"]

### 6.5.2 Either

"Either" is an if/then/else evaluation that chooses between two blocks to evaluate, based on whether the given condition is true or false. Its syntax is:

```
either (condition) [
    block to perform if the condition is true
][
    block to perform if the condition is false
]
```

For example:

```
either now/time > 8:00am [
    alert "It's time to get up!"
] [
    alert "You can keep on sleeping."
]
userpass: request-pass
either userpass = ["username" "password"] [
    alert "Welcome back!"
][
    alert "Incorrect user/password combination!"
]
```


### 6.5.3 Switch

The "switch" evaluation chooses between numerous functions to perform, based on multiple evaluations. Its syntax is:

```
switch/default (main value) [
    (value 1) [block to execute if value 1 = main value
    (value 2) [block to execute if value 2 = main value]
    (value 3) [block to execute if value 3 = main value]
    ; etc...
] [default block of code to execute if none of the values match]
```

You can compare as many values as you want against the main value, and run a block of code for each matching value:

```
favorite-day: request-text/title "What's your favorite day of the week?"
switch/default favorite-day [
    "Monday" [alert "Monday is the worst! The work week begins..."]
    "Tuesday" [alert "Tuesdays and Thursdays are both ok, I guess..."]
    "Wednesday" [alert "The hump day - the week is halfway over!"]
    "Thursday" [alert "Tuesdays and Thursdays are both ok, I guess..."]
    "Friday" [alert "Yay! TGIF!"]
    "Saturday" [alert "Of course, the weekend!"]
```

"Sunday" [alert "Of course, the weekend!"]
] [alert "You didn't type in the name of a day!"]

### 6.5.4 Case

You can choose between multiple evaluations of any complexity using the "case" structure. If none of the cases evaluate to true, you can use any true value to trigger a default evaluation:

```
name: "john"
case [
    find name "a" [print {Your name contains the letter "a"}]
    find name "e" [print {Your name contains the letter "e"}]
    find name "i" [print {Your name contains the letter "i"}]
    find name "O" [print {Your name contains the letter "O"}]
    find name "u" [print {Your name contains the letter "u"}]
    true [print {Your name doesn't contain any vowels!}]
]
for i 1 100 1 [
    case [
        (0 = modulo i 3) and (0 = modulo i 5) [print "fizzbuzz"]
        0 = modulo i 3 [print "fizz"]
        0 = modulo i 5 [print "buzz"]
        true [print i]
    ]
]
```

By default, the case evaluation automatically exits once a true evaluation is found (i.e., in the name example above, if the name contains more than one vowel, only the first vowel will be printed). To check all possible cases before ending the evaluation, use the /all refinement:

```
name: "brian"
found: false
case/all [
    find name "a" [print {Your name contains the letter "a"} found: true]
    find name "e" [print {Your name contains the letter "e"} found: true]
    find name "i" [print {Your name contains the letter "i"} found: true]
    find name "o" [print {Your name contains the letter "o"} found: true]
    find name "u" [print {Your name contains the letter "u"} found: true]
    found = false [print {Your name doesn't contain any vowels!}]
]
```

6.5.5 Multiple Conditions: "and", "or", "all", "any"

You can check for more than one condition to be true, using the "and", "or", "all", and "any" words:

```
; first set some initial values all to be true:
value1: value2: value3: true
; then set some additional values all to be false:
value4: value5: value6: false
; The following prints "both true", because both the first
; condition AND the second condition are true:
either ( (value1 = true) and (value2 = true) ) [
    print "both true"
] [
```

    print "not both true"
    ]
; The following prints "both not true", because the second
; condition is false:
either ( (value1 = true) and (value4 = true) ) [
print "both true"
] [
print "not both true"
]
; The following prints "either one OR the other is true"
; because the first condition is true:
either ( (value1 = true) or (value4 = true) ) [
print "either one OR the other is true"
] [
print "neither is true"
]
; The following prints "either one OR the other is true"
; because the second condition is true:
either ( (value4 $=$ true) or (value1 = true) ) [
print "either one OR the other is true"
] [
print "neither is true"
]
; The following prints "either one OR the other is true"
; because both conditions are true:
either ( (value1 = true) or (value4 = true) ) [
print "either one OR the other is true"
] [
print "neither is true"
]
; The following prints "neither is true":
either ( (value4 = true) or (value5 = true) ) [
print "either one OR the other is true"
] [
print "neither is true"
]

For comparisons involving more items, you can use "any" and "all":

```
; The following lines both print "yes", because ALL comparisons are true.
; "All" is just shorthand for the multiple "and" evaluations:
if ((value1 = true) and (value2 = true) and (value3 = true)) [
    print "yes"
]
if all [value1 = true value2 = true value3 = true] [
    print "yes"
]
; The following lines both print "yes" because ANY ONE of the comparisons
; is true. "Any" is just shorthand for the multiple "or" evaluations:
if ((value1 = true) or (value4 = true) or (value5 = true)) [
    print "yes"
]
```

```
if any [value1 = true value4 = true value5 = true] [
    print "yes"
]
```


### 6.6 Loops

### 6.6.1 Forever

"Loop" structures provide programmatic ways to methodically repeat actions, manage program flow, and automate lengthy data processing activities. The "forever" function creates a simple repeating loop. Its syntax is:

```
forever [block of actions to repeat]
```

The following code uses a forever loop to continually check the time. It alerts the user when 60 seconds has passed. Notice the "break" function, used to stop the loop:

```
alarm-time: now/time + :00:60
forever [if now/time = alarm-time [alert "1 minute has passed" break]]
```

Here's a more interactive version using some info provided by the user. Notice how the forever loop, if evaluation, and alert arguments are indented to clarify the grouping of related parameters:

```
event-name: request-text/title "What do you want to be reminded of?"
seconds: to-integer request-text/title "Seconds to wait?"
alert rejoin [
    "It's now " now/time ", and you'll be alerted in "
    seconds " seconds."
]
alarm-time: now/time + seconds
forever [
    if now/time = alarm-time [
        alert rejoin [
            "It's now "alarm-time ", and " seconds
            " seconds have passed. It's time for: " event-name
        ]
        break
    ]
]
```

Here's a forever loop that displays/updates the current time in a GUI:

```
view layout [
    timer: field
    button "Start" [
        forever [
            set-face timer now/time
            wait 1
        ]
    ]
]
```

The "loop" function allows you to repeatedly evaluate a block of code, a specified number of times:

```
loop 50 [print "REBOL is great!"]
```


### 6.6.3 Repeat

Like "loop", the "repeat" function allows you to repeatedly evaluate a block of code, a specified number of times. It additionally allows you to specify a counter variable which is automatically incremented each time through the loop:

```
repeat count 50 [print rejoin ["This is loop #: " count]]
```

The above code does the same thing as:

```
count: 0
loop 50 [
    count: count + 1
    print rejoin ["This is loop #: " count]
]
```


### 6.6.4 For

"For" loops allow you to control repetition patterns that involve consecutively changing values. You specify a start value, end value, incremental value, and a variable name to hold the current value during the loop. Here's the "for" loop syntax:
for $\{$ variable word to hold current value\} \{starting value\} \{ending value\} \{incremental value\} [block of code to perform, which can use the current variable value]

For example:

```
for counter 1 10 1 [print counter]
; starts on 1 and counts to 10 by increments of 1
for counter 10 1 -1 [print counter]
; starts on 10 and counts backwards to 1 by increments of -1
for counter 10 100 10 [print counter]
; starts on 10 and counts to 100 by increments of 10
for counter 1 5 . 5 [print counter]
; starts on 1 and counts to 5 by increments of . }
for timer 8:00 9:00 0:05 [print timer]
; starts at 8:00am and counts to 9:00am by increments of 5 minutes
for dimes $0.00 $1.00 $0.10 [print dimes]
; starts at 0 cents and counts to 1 dollar by increments of a dime
for date 1-dec-2005 25-jan-2006 8 [print date]
; starts at December 12, 2005 and counts to January 25, 2006
; and by increments of 8 days
for alphabet #"a" #"z" 1 [prin alphabet]
; starts at the character a and counts to z by increments of 1 letter
```

This "for" loop displays the first 5 file names in the current folder on your hard drive:

```
files: read %.
for count 1 5 1 compose [print files/(count)]
```

Notice the "compose" word used in the for loop. "files/1" represents the first item in the file list, "files/2" represents the second, and so on. The first time though the loop, the code reads as if [print files/1] had been typed in manually, etc.

The following "for" loop displays all the files in the current folder:

```
files: read %.
filecount: length? files
for count 1 filecount 1 compose [print files/(count)]
```


### 6.6.5 Foreach (very important!)

The "foreach" function lets you easily loop through a block of data. Its syntax is:
foreach \{variable name referring to each consecutive item in the given block\} [given block] [block of functions to be executed upon each item in the given block, using the variable name to refer to each successive item]

This example prints the name of every file in the current directory on your hard drive:

```
folder: read %.
foreach file folder [print file]
```

This line reads and prints each successive message in a user's email box:

```
foreach mail (read pop://user:pass@website.com) [print mail]
```

Here's a slightly more complex foreach example:

```
; define a block of text items:
some-names: ["John" "Bill" "Tom" "Mike"]
; define a variable used to count items in the block:
count: 0
; go through each item in the block:
foreach name some-names [
    ; increase the counter variable by 1, for each item:
    count: count + 1
    ; print the count number, and the associated text item:
    print rejoin ["Item " count ": " name]
]
```

Here's an example in which an empty block is created and data is appended using a foreach loop. The data is then converted to a text string and displayed in a GUI:

```
; define a block of text items:
some-names: ["John" "Bill" "Tom" "Mike"]
; create another new, empty block:
data-block: copy []
; define a variable used to count items in the block:
count: 0
; go through each item in the block:
foreach name some-names [
    ; increase the counter variable by 1, for each item:
    count: count + 1
    ; for each item, add some rejoined text to the originally empty block:
    append data-block rejoin ["Item " count ": " name newline]
]
; convert the newly created block to a string, and show it in a
; GUI text area widget:
view layout [area (to-string data-block)]
```

You can select multiple values from a block during each iteration of a foreach loop, using the following format:

```
users: [
    "John Smith" "123 Tomline Lane Forest Hills, NJ" "555-1234"
    "Paul Thompson" "234 Georgetown Pl. Peanut Grove, AL" "555-2345"
    "Jim Persee" "345 Pickles Pike Orange Grove, FL" "555-3456"
    "George Jones" "456 Topforge Court Mountain Creek, CO" ""
    "Tim Paulson" "" "555-5678"
]
; Use the following format to get 3 consecutive values from the above
; block, each time through the loop:
foreach [name address phone] users [
    print rejoin [
        "^/Name: " name ; gets 1 value from the block
        "^/Address: " address ; gets the next value from the block
        "^/Phone: " phone ; gets a third value from the block
    ]
]
```

You will use the foreach function very often in REBOL code. It will be demonstrated many times, by example, throughout this tutorial.

### 6.6.6 Forall and Forskip

"Forall" loops through a block, incrementing the marked index number of the series as it loops through:

```
some-names: ["John" "Bill" "Tom" "Mike"]
foreach name some-names [print index? some-names] ; index doesn't change
forall some-names [print index? some-names] ; index changes
foreach name some-names [print name]
forall some-names [print first some-names] ; same effect as line above
```

"Forskip" works like forall, but skips through the block, jumping a periodic number of elements on each loop:

```
some-names: ["John" "Bill" "Tom" "Mike"]
forskip some-names 2 [print first some-names]
```


### 6.6.7 While and Until

The "while" function repeatedly evaluates a block of code while the given condition is true. While loops are formatted as follows:

```
while [condition] [
    block of functions to be executed while the condition is true
]
```

This example counts to 5 :

```
x: 1 ; create an initial counter value
while [x <= 5] [
    alert to-string x
    x: x + 1
]
```

In English, that code reads:

```
"x" initially equals 1.
While x is less than or equal to 5, display the value of x,
then add 1 to the value of }x\mathrm{ and repeat.
```

Some additional "while" loop examples:

```
while [not request "End the program now?"] [
    alert "Select YES to end the program."
]
; "not" reverses the value of data received from
; the user (i.e., yes becomes no and visa versa)
alert "Please select today's date"
while [request-date <> now/date] [
    alert rejoin ["Please select TODAY's date. It's " now/date]
]
while [request-pass <> ["username" "password"]] [
    alert "The username is 'username' and the password is 'password'"
```

"Until" loops are similar to "while" loops. They do everything in a given block, repeatedly, until the last expression in the block evaluates to true:

```
x: 10
until [
    print rejoin ["Counting down: " x]
    x: x - 1
    x = 0
]
```

The example below uses several loops to alert the user to feed the cat, every 6 hours between 8am and 8 pm . It uses a for loop to increment the times to be alerted, a while loop to continually compare the incremented times with the current time, and a forever loop to do the same thing every day, continuously. Notice the indentation:

```
forever [
    for timer 8:00am 8:00pm 6:00 [
        while [now/time <= timer] [wait :00:01]
        alert rejoin ["It's now " now/time ". Time to feed the cat."]
    ]
]
```


### 6.7 User Defined Functions and Imported Code

REBOL's built-in functions satisfy many fundamental needs. To achieve more complex or specific computations, you can create your own function definitions.

Data and function words contained in blocks can be evaluated (their actions performed and their data values assigned) using the "do" word. Because of this, any block of code can essentially be treated as a function. That's a powerful key element of the REBOL language design:

```
some-actions: [
    alert "Here is one action."
    print "Here's a second action."
    write %/c/anotheraction.txt "Here's a third action."
]
do some-actions
```

New function words can also be defined using the "does" and "func" words. "Does" is included directly after a word label definition, and forces a block to be evaluated every time the word is encountered:

```
more-actions: does [
    alert "4"
    alert "5"
    alert "6"
]
; now to use that function, just type the word label:
more-actions
```

Here's a useful function to clear the command line screen in the REBOL interpreter.

```
cls: does [prin "^(1B)[J"]
cls
```

The "func" word creates an executable block in the same way as "does", but additionally allows you to pass your own specified parameters to the newly defined function word. The first block in a func definition contains the name(s) of the variable(s) to be passed. The second block contains the actions to be taken. Here's the "func" syntax:

```
func [names of variable(s) to be passed] [
    actions to be taken with those variables
]
```

This function definition:

```
sqr-add-var: func [num1 num2] [print square-root (num1 + num2)]
```

Can be used as follows. Notice that no brackets, braces, or parentheses are required to contain the data arguments. Data parameters simply follow the function word, on the same line of code:

```
sqr-add-var 12 4 ; prints "4", the square root of 12 + 4 (16)
sqr-add-var 96 48 ; prints "12", the square root of 96 + 48 (144)
```

Here's a simple function to display images:

```
display: func [filename] [view layout [image load to-file filename]]
display (request-file)
```

By default, the last value evaluated by a function is returned when the function is complete:

```
concatenate: func [string1 string2] [join string1 string2]
string3: concatenate "Hello " "there."
print string3
```

By default, values used inside functions are treated as global, which means that if any variables are changed inside a function, they will be changed throughout the rest of your program:

```
x: 10
change-x-globally: func [y z] [x: y + z]
change-x-globally 10 20
print x
```

You can change this default behavior, and specify that any value be treated as local to the function (not changed throughout the rest of your program), by using the "/local" refinement:

```
x: 10
```

```
change-x-locally: func [y z /local x] [x: y + z]
change-x-locally 10 20 ; inside the function, x is now 30
print x ; outside the function, x is still 10
```

You can specify refinements to the way a function operates, simply by preceding optional operation arguments with a forward slash ("/"):

```
compute: func [x y /multiply /divide /subtract] [
    if multiply [return x * y]
    if divide [return x / y]
    if subtract [return x - y]
    return x + y
]
compute/multiply 10 20
compute/divide 10 }2
compute/subtract 10 20
compute 10 20
```

The "help" function provides usage information for any function, including user defined functions:

```
help for
help compute
```

You can include documentation for any user defined function by including a text string as the first item in it's argument list. This text is included in the description displayed by the help function:

```
doc-demo: func ["This function demonstrates doc strings"] [help doc-demo]
doc-demo
```

Acceptable data types for any parameter can be listed in a block, and doc strings can also be included immediately after any parameter:

```
concatenate-string-or-num: func [
    "This function will only concatenate strings or integers."
    val1 [string! integer!] "First string or integer"
    val2 [string! integer!] "Second string or integer"
] [
    join vall val2
]
help concatenate-string-or-num
concatenate-string-or-num "Hello " "there." ; this works correctly
concatenate-string-or-num 10 20 ; this works correctly
concatenate-string-or-num 10.1 20.3 ; this creates an error
```


### 6.7.1 Importing Code

You can "do" a module of code contained in any text file, as long as it contains the minimum header "REBOL [ ]" (this includes HTML files and any other files that can be read via REBOL's built-in protocols). For example, if you save the previous functions in a text file called "myfunctions.r":

```
REBOL [] ; THIS HEADER TEXT MUST BE INCLUDED AT THE TOP OF ANY REBOL FILE
sqr-add-var: func [num1 num2] [print square-root (num1 + num2)]
display: func [filename] [view layout [image load filename]]
cls: does [prin "^(1B)[J"]
```

You can import and use them in your current code, as follows:

```
do %myfunctions.r
; now you can use those functions just as you would any other
; native function:
sqr-add-var
display
cls
```

Here's an example function that plays a .wave sound file. Save this code as C:Iplay_sound.r:

```
REBOL [title: "play-sound"] ; you can add a title to the header
play-sound: func [sound-file] [
    wait 0
    ring: load sound-file
    sound-port: open sound://
    insert sound-port ring
    wait sound-port
    close sound-port
]
```

Then run the code below to import the function and play selected .wav files:

```
do %/c/play_sound.r
play-sound %/C/WINDOWS/Media/chimes.wav
play-sound to-file request-file/file %/C/WINDOWS/Media/tada.wav
```

Imported files can contain data definitions and any other executable code, including that which is contained in additional nested source files imported with the "do" function. Any code or data contained in a source file is evaluated when the file is "do"ne.

### 6.8 Quick Review and Synopsis

The list below summarizes some key characteristics of the REBOL language. Knowing how to put these elements to use constitutes a fundamental understanding of how REBOL works:

1. To start off, REBOL has hundreds of built-in function words that perform common tasks. As in other languages, function words are typically followed by passed parameters. Unlike other languages, passed parameters are placed immediately after the function word and are not necessarily enclosed in parenthesis. To accomplish a desired goal, functions are arranged in succession, one after another. The value(s) returned by one function are often used as the argument(s) input to another function. Line terminators are not required at any point, and all expressions are evaluated in left to right order, then vertically down through the code. Empty white space (spaces, tabs, newlines, etc.) can be inserted as desired to make code more readable. Text after a semicolon and before a new line is treated as a comment. You can complete significant work by simply knowing the predefined functions in the language, and organizing them into a useful order.
2. REBOL contains a rich set of conditional and looping structures, which can be used to manage
program flow and data processing activities. If, switch, while, for, foreach, and other typical structures are supported.
3. Because many common types of data values are automatically recognized and handled natively by REBOL, calculating, looping, and making conditional decisions based upon data content is straightforward and natural to perform, without any external modules or toolkits. Numbers, text strings, money values, times, tuples, URLs, binary representations of images, sounds, etc. are all automatically handled. REBOL can increment, compare, and perform proper computations on most common types of data (i.e., the interpreter automatically knows that 5:32am $+00: 35: 15=6: 07: 15 \mathrm{am}$, and it can automatically apply visual effects to raw binary image data, etc.). Network resources and Internet protocols (http documents, ftp directories, email accounts, dns services, etc.) can also be accessed natively, just as easily as local files. Data of any type can be written to and read from virtually any connected device or resource (i.e., "write \%file.txt data" works just as easily as "write ftp://user:pass@website.com data", using the same common syntax). The percent symbol ("\%") and the syntax "\%(/drive)/path/path/.../file.ext" are used cross-platform to refer to local file values on any operating system.
4. Any data or code can be assigned a word label. The colon character (":") is used to assign word labels to constants, variable values, evaluated expressions, functions, and data/action blocks of any type. Once assigned, variable words can be used to represent all of the data and/or actions contained in the given expression, block, etc. Just put a colon at the end of a word, and thereafter it represents all the following actions and/or data. That forms a significant part of the REBOL language structure, and is the basis for it's flexible natural language dialecting abilities.
5. Multiple pieces of data are stored in "blocks", which are delineated by starting and ending brackets ("[]"). Blocks can contain data of any type: groups of text strings, arrays of binary data, collections of actions (functions), other enclosed blocks, etc. Data items contained in blocks are separated by white space. Blocks can be automatically treated as lists of data, called "series", and manipulated using built-in functions that enable searching, sorting, ordering, and otherwise organizing the blocked data. Data and function words contained in blocks can be evaluated (their actions performed and their data values assigned) using the "do" word. New function words can also be defined using the "does" and "func" words. "Does" forces a block to be evaluated every time its word label is encountered. The "func" word creates an executable block in the same way as "does", but additionally allows you to pass your own specified parameters to the newly defined function word. You can "do" a module of code contained in a text file, as long as it contains the minimum header "rebol[]". Blocks are also used to delineate most of the syntactic structures in REBOL (i.e., in conditional evaluations, function definitions, etc.).
6. The syntax "view layout [block]" is used to create basic GUl layouts. You can add graphic widgets to the layout simply by adding widget identifier words to the enclosed block: "button", "field", "text-list", etc. Color, position, spacing, and other facet words can be added after each widget identifier. Action blocks added immediately after any widget will perform the enclosed functions whenever the widget is activated (i.e., when the widget is clicked with a mouse, when the enter key pressed, etc.). Path refinements can be used to refer to items in the GUI layout (i.e., "face/offset" refers to the position of the selected widget face). Those simple guidelines can be used to create useful GUls for data input and output, in a way that's native (doesn't require any external toolkits) and much easier than any other language.

### 6.9 A Telling Comparison

To provide a quick idea of how much easier REBOL is than other languages, here's a short example. The following code to create a basic program window with REBOL was presented earlier:

```
view layout [size 400x300]
```

It works on every type of computer, in exactly the same way.
Code for the same simple example is presented below in the popular programming language " $\mathrm{C}++$ ". It does the exact same thing as the REBOL one-liner above, except it only works in Microsoft Windows. If you want to do the same thing on a Macintosh computer, you need to memorize a completely different page of C++ code. The same is true for Unix, Linux, Beos, or any other operating system. You have to learn enormous chunks of code to do very simple things, and those chunks of code are different for every type of computer. Furthermore, you typically need to spend a semester's worth of time learning very basic things about coding format and fundamentals about how a computer 'thinks' before you even begin to tackle useful basics like the code below:

```
/* Declare Windows procedure */
```

LRESULT CALLBACK WindowProcedure (HWND, UINT, WPARAM, LPARAM);

```
/* Make the class name into a global variable */
char szClassName[ ] = "C_Example";
int WINAPI
WinMain (HINSTANCE hThisInstance,
HINSTANCE hPrevInstance,
LPSTR lpszArgument,
int nFunsterStil)
```

\{
HWND hwnd;
/* This is the handle for our window */
MSG messages;
/* Here messages to the application are saved */
WNDCLASSEX wincl;
/* Data structure for the windowclass */
/* The Window structure */
wincl.hInstance $=$ hThisInstance;
wincl.lpszClassName = szClassName;
wincl.lpfnWndProc = WindowProcedure;
/* This function is called by windows */
wincl.style $=$ CS DBLCLKS;
/* Catch double-clicks */
wincl.cbSize $=$ sizeof (WNDCLASSEX);
/* Use default icon and mouse-pointer */
wincl.hIcon = LoadIcon (NULL, IDI_APPLICATION);
wincl.hIconSm = LoadIcon (NULL, IDI_APPLICATION);
wincl.hCursor $=$ LoadCursor (NULL, IDC_ARROW);
wincl.lpszMenuName $=$ NULL;
/* No menu */
wincl.cbClsExtra $=0$;
/* No extra bytes after the window class */
wincl.cbWndExtra $=0$;
/* structure or the window instance */
/* Use Windows's default color as window background */
wincl.hbrBackground $=$ (HBRUSH) COLOR_BACKGROUND;
/* Register window class. If it fails quit the program */
if (!RegisterClassEx (\&wincl))
return 0;
/* The class is registered, let's create the program*/
hwnd = CreateWindowEx (
0 ,
/* Extended possibilites for variation */
szClassName,
/* Classname */
"C Example",
/* Title Text */
WS OVERLAPPEDWINDOW,
/* default window */
CW USEDEFAULT,
/₹ Windows decides the position */
CW USEDEFAULT,
$/ \bar{*}$ where the window ends up on the screen */
400,
/* The programs width */
300,
/* and height in pixels */
HWND_DESKTOP,
/* The window is a child-window to desktop */
NULL,
/* No menu */

```
        hThisInstance,
            /* Program Instance handler */
            NULL
            /* No Window Creation data */
            );
    /* Make the window visible on the screen */
    ShowWindow (hwnd, nFunsterStil);
    /* Run the message loop.
        It will run until GetMessage() returns 0 */
    while (GetMessage (&messages, NULL, O, O))
    {
        /* Translate virtual-key messages
            into character messages */
        TranslateMessage (&messages);
        /* Send message to WindowProcedure */
        DispatchMessage(&messages);
    }
    /* The program return-value is 0 -
        The value that PostQuitMessage() gave */
    return messages.wParam;
}
/* This function is called by the Windows
    function DispatchMessage() */
LRESULT CALLBACK
WindowProcedure (HWND hwnd, UINT message,
    WPARAM wParam, LPARAM lParam)
{
    switch (message)
    /* handle the messages */
    {
        case WM_DESTROY:
            PostQuitMessage (0);
                /* send a WM_QUIT to the message queue */
            break;
        default:
            /* for messages that we don't deal with */
            return DefWindowProc (hwnd, message,
                wParam, lParam);
    }
    return 0;
}
```

Yuck. Back to REBOL...

## 7. More Essential Topics

### 7.1 Built-In Help and Online Resources

The "help" function displays required syntax for any REBOL function:

```
help print
```

"?" is a synonym for "help":
? print

```
what
```

Together, those two words provide a built-in reference guide for the entire core REBOL language. Here's a script that saves all the above documentation to a file. Give it a few seconds to run:

```
echo %words.txt what echo off ; "echo" saves console activity to a file
echo %help.txt
foreach line read/lines %words.txt [
    word: first to-block line
    print "___^_/
    print rejoin ["word: " uppercase to-string word] print ""
    do compose [help (to-word word)]
]
echo off
editor at read %help.txt 4
```

You can use help to search for defined words and values, when you can't remember the exact spelling of the word. Just type a portion of the word (hitting the tab key will also show a list of words for automatic word completion):

```
? to- ; shows a list of all built-in type conversions
? reques ; shows a list of built-in requester functions
? "load" ; shows all words containing the characters "load"
? "?" ; shows all words containing the character "?"
```

Here are some more examples of ways to search for useful info using help:

```
? datatype! ; shows a list of built-in data types
? function! ; shows a list of built-in functions
? native! ; shows a list of native (compiled C code) functions
? char! ; shows a list of built-in control characters
? tuple! ; shows a list of built-in colors (RGB tuples)
? .gif ; shows a list of built-in .gif images
```

You can view the source code for built-in "mezzanine" (non-native) functions with the "source" function. There is a huge volume of REBOL code accessible right in the interpreter, and all of the mezzanine functions were created by the language's designer, Carl Sassenrath. Studying mezzanine source is a great way to learn more about advanced REBOL code patterns:

```
source help
source request-text
source view
source layout
source ctx-viewtop ; try this: view layout [image load ctx-viewtop/13]
```


### 7.1.1 The REBOL System Object, and Help with GUI Widgets

"Help system" displays the contents of the REBOL system object, which contains many important settings and values. You can explore each level of the system object using path notation, like this:

You can find info about all of REBOL's GUI components in "system/view/VID":

```
? system/view/VID
```

The system/view/VID block is so important, REBOL has a built-in short cut to refer to it:

```
? svv
```

You'll find a list of REBOL's GUI widgets in "svv/vid-styles". Use REBOL's "editor" function to view large system sections like this:

```
editor svv/vid-styles
```

Here's a script that neatly displays all the words in the above "svv/vid-styles" block:

```
foreach i svv/vid-styles [if (type? i) = word! [print i]]
```

Here's a more concise way to display the above widgets, using the "extract" function:

```
probe extract svv/vid-styles 2
```

This script lets you browse the object structure of each widget:

```
view layout [
    text-list data (extract svv/vid-styles 2) [
        a/text: select svv/vid-styles value
        show a focus a
    ]
    a: area 500x250
]
```

REBOL's GUI layout words are available in "svv/vid-words":

```
? svv/vid-words
```

The following script displays all the images in the svv/image-stock block:

```
b: copy []
foreach i svv/image-stock [if (type? i) = image! [append b i]]
v: copy [] foreach i b [append v reduce ['image i]]
view layout v
```

The changeable attributes ("facets") available to all GUI widgets are listed in "svv/facet-words":

```
editor svv/facet-words
```

Here's a script that neatly displays all the above facet words:

```
b: copy []
foreach i svv/facet-words [if (not function? :i) [append b to-string i]]
view layout [text-list data b]
```

Some GUI widgets have additional facet words available. The following script displays all such functions, and their extra attributes:

```
foreach i (extract svv/vid-styles 2) [
    x: select svv/vid-styles i
    ; additional facets are held in a "words" block:
    if x/words [
        prin join i ": "
        foreach q x/words [
                if not (function? :q) [prin join q " "]
            ]
            print ""
    ]
]
```

To examine the function(s) that handle any of the additional facets for the widgets above, type the path to the widget's "words" block, i.e.:

```
svv/vid-styles/TEXT-LIST/words
```

For more information on system/view/VID, see http://www.mail-archive.com/rebolbounce@rebol.com/msg01898.html and http://www.rebol.org/ml-display-message.r?m=rmIHJNC.

It's important to note that you can SET any system value. Just use a colon, like when assigning variable values:

```
system/user/email: user@website.com
```

Familiarity with the system object yields many useful tools.

### 7.1.2 Viewtop Resources

The REBOL desktop that appears by default when you run the view.exe interpreter can be used as a gateway into a world of "Rebsites" that developers use to share useful code. Surfing the public rebsites is a great way to explore the language more deeply. All of the code in the rebol.org archive, and much more, is available on the rebsites. When typing at the interpreter console, the "desktop" function brings up the REBOL desktop (also called the "Viewtop"):

```
desktop
```

need a web browser or any other software to view the contents of Rebsites - the Viewtop and all its features are part of the REBOL executable. You can learn volumes about the REBOL language using only the resources built directly into the 600k interpreter!

For detailed, categorized, and cross-referenced information about built-in functions, see the REBOL Dictionary rebsite, found in the REBOL desktop folder REBOL->Tools (an HTML version is also available at http://www.rebol.com/docs/dictionary.html).

### 7.1.3 Online Documentation, The Mailing List and The AltME Community Forum

If you can't find answers to your REBOL programming questions using built-in help and resources, the first place to look is http://rebol.com/docs.html. Googling online documentation also tends to provide quick results, since the word "REBOL" is uncommon.

To ask a question directly of other REBOL developers, you can join the community mailing list by sending an email to rebol-request@rebol.com, with the word "subscribe" in the subject line. Use your normal email program, or just paste the following code into your REBOL interpreter (be sure your email account settings are set up correctly in REBOL):

```
send rebol-request@rebol.com "subscribe"
```

You can also ask questions of numerous gurus and regular users in AltME, a messaging program which makes up the most active forum of REBOL users around the world. Rebol.org maintains a searchable history of several hundred thousand posts from both the mailing list and AltME, along with a rich script archive. The REBOL user community is friendly, knowledgeable and helpful, and you will typically find answers to just about any question already in the archives. Unlike other programming communities, REBOL does not have a popular web based support forum. AltME is the primary way that REBOL developers interact. If you want to speak with others, you must download the AltME program and set up a user account (it's fast and easy to do). Just follow the instructions at http://www.rebol.org/aga-join.r.

### 7.2 Saving and Running REBOL Scripts

So far in this tutorial, you've been typing or copying/pasting code snippets directly into the REBOL interpreter. As you begin to work with longer examples and full programs, you'll need to save your scripts for later execution. Whenever you save a REBOL program to a text file, the code must begin with the following bit of header text:

```
REBOL []
```

That header tells the REBOL interpreter that the file contains a valid REBOL program. You can optionally document any information about the program in the header block. The "title" variable in the header block is displayed in the title bar of GUI program windows:

```
REBOL [
    title: "My Program"
    author: "Nick Antonaccio"
    date: 29-sep-2009
]
view layout [text 400 center "Look at the title bar."]
```

The code below is a web cam video viewer program. Type in or copy/paste the complete code source below into a text editor such as Windows Notepad or REBOL's built-in text editor (type "editor none" at the REBOL console prompt). Save the text as a file called "webcam.r" on your $\mathrm{C}: \backslash$ drive.

REBOL [title: "Webcam Viewer"]
; try http://www.webcam-index.com/USA/ for more webcam links.

```
temp-url: "http://209.165.153.2/axis-cgi/jpg/image.cgi"
while [true] [
    webcam-url: to-url request-text/title/default "Web cam URL:" temp-url
    either attempt [webcam: load webcam-url] [
        break
    ] [
        either request [
                "That webcam is not currently available." "Try Again" "Quit"
        ] [
                temp-url: to-string webcam-url
        ] [
            quit
        ]
    ]
]
resize-screen: func [size] [
    webcam/size: to-pair size
    window/size: (to-pair size) + 40x72
    show window
]
window: layout [
    across
    btn "Stop" [webcam/rate: none show webcam]
    btn "Start" [
        webcam/rate: 0
        webcam/image: load webcam-url
        show webcam
    ]
    rotary " 320x240" "640x480" "160x120" [
        resize-screen to-pair value
    ]
    btn "Exit" [quit] return
    webcam: image load webcam-url 320x240
    with [
        rate: 0
        feel/engage: func [face action event][
            switch action [
                time [face/image: load webcam-url show face]
            ]
        ]
    ]
]
view center-face window
```

Once you've saved the webcam.r program to $C: I$, you can run it in any one of the following ways:

1. If you've already installed REBOL on your computer, just double-click your saved ".r" script
file (find the C:Iwebcam.r file icon in your file explorer (click My Computer -> C: -> webcam.r)). By default, during REBOL's initial installation, all files with a ".r" extension are associated with the interpreter. They can be clicked and run as if they're executable programs, just like ".exe" files. The REBOL interpreter automatically opens and executes any selected ".r" text file. This is the most common way to run REBOL scripts, and it works the same way on all major graphic operating systems. If you want other people to be able to run your scripts, just have them download and install the tiny REBOL interpreter - it only takes a few seconds.
2. Use the built-in editor in REBOL. Type "editor \%/c/webcam.r" at the interpreter prompt, or type "editor none" and copy/paste the script into the editor. Pressing F5 in the editor will automatically save and run the script. This is a convenient way to work with scripts, and enables REBOL to be its own simple, self contained IDE.
3. Type "do \%/c/webcam.r" into the REBOL interpreter.
4. Scripts can be run at the command line. In Windows, copy rebol.exe and webcam.r to the same folder ( $\mathrm{C}: \$ ), then click Start -> Run, and type "C:Irebol.exe C:Iwebcam.r" (or open a DOS box and type the same thing). Those commands will start the REBOL interpreter and do the webcam.r code. You can also create a text file called webcam.bat, containing the text "C:Irebol.exe C:lwebcam.r" . Click on the webcam.bat file in Windows, and it'll run those commands. In Unix, you can also run scripts at scheduled times with Cron. Just enter the path to the script.
5. Use a program such as XpackerX to package and distribute the program. XpackerX allows you to wrap the REBOL interpreter and webcam.r program into a single executable file that has a clickable
icon, and automatically runs both files. That allows you to create a single file executable Windows program that can be distributed and run like any other application. Just click it and run... (this technique is covered in the next section).
6. Buy the commercial "SDK" version of REBOL, which provides the most secure method of packaging REBOL applications.

VERY IMPORTANT: To turn off the default security requester that continually asks permission to read/write the hard drive, type "secure none" in the REBOL interpreter, and then run the program with "do \{filename\}". Running "C:Irebol.exe -s \{filename\}" does the same thing. The "-s" launches the REBOL interpreter without any security features turned on, making it behave like a typical Windows program.

## 7.3 "Compiling" REBOL Programs - Distributing Packaged .EXE Files

The REBOL.exe interpreter is tiny and does not require any installation to operate properly. By packaging it, your REBOL script(s), and any supporting data file(s) into a single executable with an icon of your choice, XpackerX works like a REBOL 'compiler' that produces regular Windows programs that look and act just like those created by other compiled languages. To do that, you'll need to create a text file in the following format (save it as "template.xml"):

```
<?xml version="1.0"?>
<xpackerdefinition>
    <general>
        <!--shown in taskbar -->
        <appname>your_program_name</appname>
        <exepath>your_program_name.exe</exepath>
        <showextractioninfo>false</showextractioninfo>
        <!-- <iconpath>c:\icon.ico</iconpath> -->
    </general>
    <files>
        <file>
            <source>your_rebol_script.r</source>
            <destination>`your_\overline{rebol_script.r</destination>}
        </file>
        <file>
            <source>C:\Program Files\rebol\view\Rebol.exe</source>
            <destination>rebol.exe</destination>
        </file>
        <!--put any other data files here -->
    </files>
    <!-- $FINDEXE, $TMPRUN, $WINDIR, $PROGRAMDIR, $WINSYSDIR -->
    <onrun>$TMPRUN\rebol.exe -si $TMPRUN\your_rebol_script.r</onrun>
</xpackerdefinition>
```

Just download the free XpackerX program and alter the above template so that it contains the filenames you've given to your script(s) and file(s), and the correct path to your REBOL interpreter. Run XpackerX, and it'll spit out a beautifully packaged .exe file that requires no installation. Your users do not need to have REBOL installed to run this type of executable. To them it appears and runs just like any other native compiled Windows program. What actually happens is that every time your packaged .exe file runs, the REBOL interpreter and your script(s)/data file(s) are unzipped into a temporary folder on your computer. When your script is done running, the temporary folder is deleted.

Most modern compression (zip) applications have an "sfx" feature that allows you to create .exe packages from zip files. You can create a packaged REBOL .exe in the same way as XpackerX using just about any sfx packaging application (there are dozens of freeware zip/compression applications that can do this - use the one you're most familiar with). There is an explanation of how to use the NSIS install creator to make REBOL .exe's here.

To create a self-extracting REBOL executable for Linux, first create a .tgz file containing all the files you want to distribute (the REBOL interpreter, your script(s), any external binary files, etc.). For the purposes of this example, name that bundle "rebol_files.tgz". Next, create a text file containing the following code, and save it as "sh_commands":

```
SKIP=`awk '/^__REBOL_ARCHIVE__/ { print NR + 1; exit 0; }' $0`
tail +$SKIP $0 | tar-xz
exit 0
    _REBOL_ARCHIVE_
```

Finally, use the following command to combine the above script file with the bundled .tgz file:

```
cat sh_commands rebol_files.tgz > rebol_program.sh
```

The above line will create a single executable file named "rebol_program.sh" that can be distributed and run by end users. The user will have to set the file permissions for rebol_program.sh to executable before running it ("chmod +x rebol_program.sh"), or execute it using the syntax "sh rebol_program.sh".

### 7.4 Embedding Binary Resources and Using REBOL's Built In Compression

The following program can be used to encode external files (images, sounds, DLLs, .exe files, etc.) so that they can be included within the text of your program code. Use "load (data)" to make use of any text data created by this program:

```
REBOL [Title: "Simple Binary Embedder"]
system/options/binary-base: 64
file: to-file request-file/only
data: read/binary file
editor data
```

The example below uses a text representation of the image at http://musiclessonz.com/test.png, encoded with the program above:

```
picture: load 64#{
iVBORw0KGgoAAAANSUhEUgAAAFUAAABkCAIAAAB4 sesFAAAAE3RFWHRTb2Z0d2Fy
ZQBSRUJPTC9WaWV3j9kWeAAAAU1JREFUeJztlzEOgzAQBHkaT7s2ryZUUZoYRz4t
e9xsSzTjEXIktqP3trsPcPPo7z36e4/+3qO/9y76t/qjn3766V/oj4jBb86nUyZP
1M7kidKZPFE6kydq/Pjxq/nSElGv3qv50vj/o59++hNQM6Z93+P3zqefAw12Fyqh
v/ToX+4Pt0ubiNKZPFE6Ux5q/O/436lkh6affvrpp38ZRT/990v6+f4tPPqX+8Ps
/meidCZPlM7kidKZPFE6kydKZ/JE6UyeKJ3JE6UzeaJ0Jk+UzuSJ0pk8UTMmvn8L
j/71/nC7tIkonekLdXm9dafSmeinn376D/rpp5/+vv1GqBkT37+FR/9yf7hd2kSU
zuSJ0pk8UTqTJ0pn8kTpTJ4onckTpTN5onQmT5TO5InSmTxROpMnasbE92/h0b/Q
//jR33v09x79vUd/73XvfwNmVzlr+eOLmgAAAABJRU5ErkJggg==
}
view layout [image picture]
```

The program below allows you to compress and embed files in your code. This program will be referred to many times throughout the tutorial. Save it to a .r file so that it can be run later:

```
REBOL [Title: "Binary Resource Embedder"]
system/options/binary-base: 64
file: to-file request-file/only
if not file [quit]
uncompressed: read/binary file
compressed: compress to-string uncompressed
editor compressed
alert rejoin ["Uncompressed size: " length? uncompressed
    " bytes. Compressed size: " length? compressed " bytes."]
```

To use the compressed version of data created by the program above, use the following code:

```
to-binary decompress {compressed data}
```

For example:


#### Abstract

image-compressed: load to-binary decompress 64\#\{ eJzrDPBz5+WS4mJgYOD19HAJAtL/GRgYdTiYgKzm7Z9WACnhEteIkuD8tJLyxKJU hiBXJ38f/bDM1 PL+m2IVDAzsFz1dHEMq5ry9u3GijKcAy0Fh3kVzn/0XmRW5WXGV sUF25EOmKwrSjrrF9v89o//u+cs/IS75763Tv7ZO/5qt//p63LX1e9fEV0fu/7ap 7m0qZRIJf+2DmGZoVER5MQiz+ntzJix6kKnJ6CNio6va0Nm0fCmLQeCHLVMY1Ljm TRM64HLwMpGK/334Hf4n+vkn+1pr9md7jAVsYv+X8Z3Z+M/yscIX/j32H7sl/0j3 KK+of/CX8/X63sV1w51WqNj1763MjOS/xcccX8hzzFtXDwyXL9f/P19/f0vxz4f2 OucaHfmZDwID+P7Hso/5snw8m+qevH1030pG4kr8fhNC4f/34Z89ov+vHe4vAeut SsdqX8T/OYUCv9iblr++f67R8pp9ukzLv8YHL39tL07o+3pekn1h/dDVBgzLU/d3 9te/Lki4cNgBmA6/l0+J/RPdzty8Rr5y94/tfOxsX6/r8xJK0/UW9vlH93/9oAzR e09yKIUBVbT9/br/U/m7x6CU98VAAJS2ZPPF/197eEDhtfs9vX9rDzc6/v3qzUyo nJA/dz76Y77tHw+w3gXlbEMpDKihza/+7/o/c3+DU54tDwsobR2/fXR/qYXBiV8T t3eDEmpA/d9IDASK0y/tnz+H/Ynmt78E1vti7lAKA6pouxz/X7v+uR045ZFdRE6x 1q21pG7NiSzx1f5R40pvvdNn+oB1P4Onq5/LOqeEJgCemFy1KQgAAA== \}


view layout [image image-compressed]

### 7.5 Running Command Line Applications

The "call" function executes commands in your computer's operating system (i.e., DOS and Unix commands). The example below opens Windows' Notepad to edit the "C:IYOURNAME.txt" text file created earlier (leaving out the /show option runs the program in a hidden window):

```
call/show "notepad.exe c:\YOURNAME.txt"
```

This next example opens Windows' Paint program to edit an image we downloaded earlier in the tutorial:

```
call/show "mspaint.exe c:\bay.jpg"
```

Here's an example that embeds an executable program into the code, decompresses, and writes the program to the hard drive, and then runs it with the call function:

[^0]```
/Rmsg/KDdHFbA903RrZWByD/qPf1KTCwze3y2KCbn9vnP4ExoItiwr11zvncqq6+
oXGV//XVa5qCzXxL6M3ZfBfMZyFPBvywgD3FGDjLnGV18304T+HJAZ/PFxWTqrcj
GxerHljRqYL9sWXxqU2/nkHki1H4HDkvJeM7vZooeLdnNU2R10K34G1XdgveTmE7
vmv7fNDcFY1u3ABpNa5J6rZd9MouqGpjw6z1GLXn6vDxV/s9o1cYvcroNUanGP2J
UZ3RG4zeZPQ2o3cY/YtRqCdqZ3Qho6WMuhitYHQZ0pr6mRr21Zvv03VFuuMoX0Gd
VqT7BlupKFoXw8eo/8yynUR+HvEa4g3EPxEXYuwSxOWIaxADiGHEBKKGeADxCOIx
a1wXkE81zH/ut00dG0LtjQ2+hCSBzLUKWoeSyErC+pickIQgfAmhgaSG319xPEvo
ioQ6Ld9D0CL04ddZQuknaxA4W1hRtXeySa0DXWM7BHjDFhHkhLUKYs2cJTcrA0H4
mmtXYgk+m1GVTBBOsVVbXJGDsNTWKexIqpqQ4aWYqgbps4LPCDFNMPcLYXQpldrC
g0bcVHcKcQ220DqyB4 PTHYKWScZVgCGsw/LBEgHWsjYLZR2zRTMxWZUwfaFwOAot
SXVXTIuLM9V/ZeuSMw/UxW/s4KOF6W2GNjmp8Uo6rci8ImsZRVLxG+1hZWhgrlv6
/4F/ABCSIgQAEAAA
}
write/binary %program.exe program
call/show %program.exe
```

The "call" function has many options that allow you to monitor, control, and make use of output from external command line applications. Type "help call" into the REBOL interpreter for an introduction. For more information, see http://rebol.com/docs/shell.html.

### 7.6 Responding to Special Events in a GUI - "Feel"

REBOL's simple GUI syntax makes it easy for widgets to respond to mouse clicks. As you've seen, you can simply put the block of code you want evaluated immediately after the widget that activates it:

```
view layout [btn "Click me" [alert "Thank you for the click :)"]]
```

But what if you want your GUI to respond to events other than a mouse click directly on a widget? What if, for example, you want the program to react whenever a user clicks anywhere on the GUI screen (in a paint program, for example), or if you want a widget to do something after a certain amount of time has passed, or if you want to capture clicks on the GUI close button so that the user can't accidentally shut down an important data screen. That's what the "feel" object and "insert-event-func" function are used for.

Here's an example of the basic feel syntax:

```
view layout [
    text "Click, right-click, and drag the mouse over this text." feel [
        engage: func [face action event] [
            print action
            print event/offset
        ]
    ]
]
```

The above code is often shortened using "f a e" to represent "face action event":

```
view layout [
    text "Mouse me." feel [
        engage: func [f a e] [
            print a
            print e/offset
        ]
    ]
]
```

You can respond to specific events as follows:

```
view layout [
    text "Mouse me." feel [
        engage: func [f a e] [
        if a = 'up [print "You just released the mouse."]
        ]
    ]
]
```

This example demonstrates how to combine full screen mouse detection with normal mouse clicks on widgets. To do this, an invisible box the same size as the screen, with a feel event attached, is used for full screen detection. Then, other widgets are simply placed on top of it, starting over at the window origin:

```
print "Click anywhere in the window, then click the text."
view center-face layout [
    size 400x200
    box 400x200 feel [
        engage: func [f a e] [
            print a
            print e/offset
        ]
    ]
    origin
    text "Click me" [print "Text clicked"] [print "Text right-clicked"]
    box blue [print "Box clicked"]
]
```

You can also assign timer events to any widget, as follows:

```
view layout [
    text "This text has a timer event attached." rate 00:00:00.5 feel [
        engage: func [f a e] [
                if a = 'time [print "1/2 second has passed."]
        ]
    ]
]
```

Here's a button with a time event attached (a rate of " 0 " means don't wait at all). Every 0 seconds, when the timer event is detected, the offset (position) of the button is updated. This creates animation:

```
view layout/size [
    mover: btn rate 0 feel [
        engage: func [f a e] [
            if a = 'time [
                mover/offset: mover/offset + 5x5
                show mover
                ]
        ]
    ]
] 400x400
```

Here's a little shooting game that uses a timer event to automate the movement of GUI graphics around the screen, check for collisions, and control other game operations:

```
REBOL [title: "VID Shooter"]
```

score: 0 speed: 20 fire: false
do game: [

```
    view center-face layout [
    size 600x440
    at 270x0 text join "Score: " score
    at 280x440 x: box 2x20 yellow
    at (as-pair 0 (random 300) + 30) y: btn 50x20 red "Enemy"
    at 280x420 z: btn 50x20 blue "Player"
    box 0x0 #"l" [z/offset: z/offset + 10x0 show z]
    box 0x0 #"k" [z/offset: z/offset + -10x0 show z]
    box 0x0 #" " [
        if fire = false [
                fire: true
                x/offset: as-pair z/offset/1 440
        ]
    ]
    box 0x0 rate speed feel [
        engage: func [f a e] [
                if a = 'time [
                y/offset: y/offset + 5x0
                if y/offset/1 > 600 [
                y/offset: as-pair -10 ((random 300) + 30)
                ]
                show y
                if fire = true [x/offset: x/offset + 0x-20]
                if x/offset/2 < 0 [
                x/offset/2: 440
                fire: false
                ]
                show x
                if within? x/offset y/offset 50x25 [
                        alert "Kablammmm!!!"
                                score: score + 1
                                speed: speed + 5
                                fire: false
                                unview
                                do game
                    ]
            ]
        ]
    ]
    ]
]
```

By updating the offset of a widget every time it's clicked, you can enable drag-and-drop operations:

```
view layout/size [
    text "Click and drag this text" feel [
        ; remember f="face", a="action", e="event":
        engage: func [f a e] [
                ; first, record the coordinate at which the mouse is
                ; initially clicked:
                if a = 'down [initial-position: e/offset]
                ; if the mouse is moved while holding down the button,
                ; move the position of the clicked widget the same amount
                ; (the difference between the initial clicked coordinate
                ; recorded above, and the new current coordinate determined
                ; whenever a mouse move event occurs):
                if find [over away] a [
                        f/offset: f/offset + (e/offset - initial-position)
                ]
                show f
        ]
        ]
] 600\times440
```

Feel objects and event functions can be included right inside a style definition. The definition below allows you to easily create multiple GUI widgets that can be dragged around the screen. "movestyle" is defined as a block of code that's later passed to a widget's "feel" object, and is therefore included in the overall style definition (the remove and append functions have been added here to place the moved widget on top of other widgets in the GUI (i.e., to bring the dragged widget to the visual foreground)). You can add this "feel movestyle" code to any GUI widget to make it drag-able:

```
movestyle: [
    engage: func [f a e] [
        if a = 'down [
                initial-position: e/offset
                remove find f/parent-face/pane f
                append f/parent-face/pane f
            ]
        if find [over away] a [
                f/offset: f/offset + (e/offset - initial-position)
            ]
        show f
    ]
]
view layout/size [
    style moveable-object box 20x20 feel movestyle
    ; "random 255.255.255" represents a different random
    ; color for each piece:
    at random 600x400 moveable-object (random 255.255.255)
    at random 600x400 moveable-object (random 255.255.255)
    at random 600x400 moveable-object (random 255.255.255)
    at random 600x400 moveable-object (random 255.255.255)
    at random 600\times400 moveable-object (random 255.255.255)
    text "This text and all the boxes are movable" feel movestyle
] 600x440
```

The "detect" function inside a feel block is useful for constantly checking events. The following program constantly checks for mouse movements, and if the mouse is ever positioned over the button, the button is moved to a random position. This technique can be useful, for example, in video games controlled by mouse movement:

```
view center-face layout [
    size 600x440
    at 270x209 b: btn "Click Me!" feel [
        detect: func [f e] [
            ; The following line checks for any mouse movement:
            if e/type = 'move [
                ; This line checks if the mouse position is within the
                ; coordinates of the button (i.e., touching the button):
                if (within? e/offset b/offset 59x22) [
                    ; If so, move the button to a random position:
                    b/offset: b/offset + ((random 50x50) - (random 50x50))
                        ; Check if the button has been moved off screen:
                        if not within? b/offset -59x-22 659x462 [
                                    ; If so, move back to the center of the window:
                            b/offset: 270x209
                ]
                ; Update the screen:
                        show b
                ]
            ]
                ; When using the detect function, always return the event:
                e
        ]
    ]
]
```

To handle global events in a GUI such as resizing and closing, "insert-event-func" is useful. The following example checks for resize events:

```
insert-event-func [
    either event/type = 'resize [
        alert "I've been resized"
        none ; return this value when you don't want to
        ; do anything else with the event.
    ][
        event ; return this value if the specified event
        ; is not found
    ]
]
view/options layout [text "Resize this window."] [resize]
```

You can use that technique to adjust the window layout, and specifically reposition widgets when a screen is resized:

```
insert-event-func [
    either event/type = 'resize [
        stay-here/offset:
            stay-here/parent-face/size - stay-here/size - 20x20
        show stay-here
        none ; return this value when you don't want to
        ; do anything else with the event.
    ][
        event ; return this value if the specified event
        ; is not found
    ]
]
view/options layout [
    stay-here: text "Resize this window."
] [resize]
```

To remove an installed event handler, use "remove-event-func". The following example captures three consecutive close events, and then removes the event handler, allowing you to close the GUI on the 4th try:

```
count: 1
evtfunc: insert-event-func [
    either event/type = 'close [
        if count = 3 [remove-event-func :evtfunc]
        count: count + 1
        none
    ][
        event
    ]
]
view layout [text "Try to close this window 4 times."]
```

For more information about handling events see http://www.rebol.com/how-to/feel.html,
http://www.codeconscious.com/rebol/view-notes.html, and http://www.rebol.com/docs/view-system.html.

### 7.7 Common REBOL Errors, and How to Fix Them

Listed below are solutions to a variety of common errors you'll run into when first experimenting with REBOL:

1) "** Syntax Error: Script is missing a REBOL header" - Whenever you "do" a script that's saved as a file, it must contain at least a minimum required header at the top of the code. Just include the following text at the beginning of the script:
```
REBOL []
```

2) "** Syntax Error: Missing ] at end-of-script" - You'll get this error if you don't put a closing bracket at the end of a block. You'll see a similar error for unclosed parentheses and strings. The code below will give you an error, because it's missing a "]" at the end of the block:
```
fruits: ["apple" "orange" "pear" "grape"
```

print fruits

Instead it should be:

```
fruits: ["apple" "orange" "pear" "grape"]
print fruits
```

Indenting blocks helps to find and eliminate these kinds of errors.
3) "** Script Error: request expected str argument of type: string block object none" - This type of error occurs when you try to pass the wrong type of value to a function. The code below will give you an error, because REBOL automatically interprets the website variable as a URL, and the "alert" function requires a string value:

```
website: http://rebol.com
alert website
```

The code below solves the problem by converting the URL value to a string before passing it to the alert function:

```
website: to-string http://rebol.com
alert website
```

Whenever you see an error of the type "expected $\qquad$ argument of type: $\qquad$ .", you need to convert your data to the appropriate type, using one of the "to-(type)" functions. Type "? to-" in the REBOL interpreter to get a list of all those functions.
4) "** Script Error: word has no value" - Miss-spellings will elicit this type of error. You'll run into it any time you try to use a word that isn't defined (either natively in the REBOL interpreter, or by you, in previous code):

```
wrod: "Hello world"
```

print word
5) If an error occurs in a "view layout" block, and the GUI becomes unresponsive, type "unview" at the interpreter command line and the broken GUI will be closed. To restart a stopped GUI, type "do-events". To break out of any endless loop, or to otherwise stop the execution of any errant code, just hit the [Esc] key on your keyboard.
6) "** User Error: Server error: tcp 550 Access denied - Invalid HELO name (See RFC2821 4.1.1.1)" and "** User Error: Server error: tcp -ERR Login failed.", among others, are errors that you'll see when trying to
send and receive emails. To fix these errors, your mail server info needs to be set up in REBOL's user settings. The most common way to do that is to edit your mail account info in the graphic Viewtop or by using the "set-net" function (http://www.rebol.com/docs/words/wset-net.html). You can also set everything manually - this is how to adjust all the individual settings:

```
system/schemes/default/host: your.smtp.address
system/schemes/default/user: username
system/schemes/default/pass: password
system/schemes/pop/host: your.pop.address
system/user/email: your.email@site.com
```

7) Here's a quirk of REBOL that doesn't elicit an error, but which can cause confusing results, especially if you're familiar with other languages:
```
unexpected: [
    empty-variable: ""
    append empty-variable "*"
    print empty-variable
]
do unexpected
do unexpected
do unexpected
```

The line:

```
empty-variable: ""
```

doesn't re-initialize the variable to an empty state. Instead, every time the block is run, "empty-variable" contains the previous value. In order to set the variable back to empty, as intended, use the word "copy" as follows:

```
expected: [
    empty-variable: copy ""
    append empty-variable "*"
    print empty-variable
]
do expected
do expected
do expected
```

8) Load/Save, Read/Write, Mold, Reform, etc. - another point of confusion you may run into initially with REBOL has to do with various words that read, write, and format data. When saving data to a file on your hard drive, for example, you can use either of the words "save" or "write". "Save" is used to store data in a format more directly usable by REBOL. "Write" saves data in a raw, 'unREBOLized' form. "Load" and "read" share a comparable relationship. "Load" reads data in a way that is more automatically understood and put to use in REBOL code. "Read" opens data in exactly the format it's saved, byte for byte. Generally, data that is "save"d should also be "load"ed, and data that's "write"ed should be "read". For more information, see the following REBOL dictionary entries:

## http://rebol.com/docs/words/wload.html

http://rebol.com/docs/words/wsave.html

Other built-in words such as "mold" and "reform" help you deal with text in ways that are either more human-readable or more natively readable by the REBOL interpreter. For a helpful explanation, see http://www.rebol.net/cookbook/recipes/0015.html.
9) Order of precedence - REBOL expressions are always evaluated from left to right, regardless of the operations involved. If you want specific mathematical operators to be evaluated first, they should either be enclosed in parenthesis or put first in the expression. For example, to the REBOL interpreter:
$2+4$ * 6
is the same as:

```
(2 + 4) * 6 ; the left side is evaluated first
== 6 * 6
== 36
```

This is contrary to other familiar evaluation rules. In many languages, for example, multiplication is typically handled before addition. So, the same expression:

```
2 + 4 * 6
```

is treated as:

```
2 + (4 * 6) ; the multiplication operator is evaluated first
== 2 + 24
== 26
```

Just remember, evaluation is always left to right, without exception.
10) You may run into problems when copying/pasting interactive console scripts directly into the REBOL interpreter, especially when the code contains functions such as "ask", which require a response from the user before the remainder of the script is evaluated (each line of the script simply runs, as the pasting operation completes, without any response from the user, leaving necessary variables unassigned). To fix such interactivity problems when copying/pasting console code into the interpreter, simply wrap the entire script in square brackets and then "do" that block: do [...your full script code...]. This will force the entire script to be loaded before any of the code is evaluated. If you want to run the code several times, simply assign it a word label, and then run the word label as many times as needed: do $x$ : [...your full script code...] do $x$ do $x$ do $x$.... This saves you from having to paste the code more than once. Another effective option, especially with large scripts, is to run the code from the clipboard using "do read clipboard://". This performs much faster than watching large amounts of text paste into the console.

### 7.7.1 Trapping Errors

There are several simple ways to keep your program from crashing when an error occurs. The words "error?" and "try" together provide a way to check for and handle expected error situations. For example, if no Internet connection is available, the code below will crash abruptly with an error:

```
html: read http://rebol.com
```

The adjusted code below will handle the error more gracefully:

```
if error? try [html: read http://rebol.com] [
    alert "Unavailable."
]
```

The word "attempt" is an alternative to the "error? try" routine. It returns the evaluated contents of a given block if it succeeds. Otherwise it returns "none":

```
if not attempt [html: read http://rebol.com] [
    alert "Unavailable."
]
```

To clarify, "error? try [block]" evaluates to true if the block produces an error, and "attempt [block]" evaluates to false if the block produces an error.

For a complete explanation of REBOL error codes, see: http://www.rebol.com/docs/core23/rebolcore17.html.

## 8. EXAMPLE PROGRAMS - Learning How All The Pieces Fit Together

The examples in this section demonstrate how REBOL code is put together to create complete programs. The code is heavily commented to provide line-by-line explanations of how each element works. The recommended way to run the examples is to install REBOL on your computer, paste the code for each program into a text editor, save the code file as "(program_name).r" and then double click the icon for the text file you've created. With REBOL installed, any file with a ".r" extension will automatically run as if it's an .exe program. Downloadable Windows executables and screen shots of these examples are available at:

## http://musiclessonz.com/rebol tutorial/examples

Be sure to check out the hundreds of additional code examples available directly from rebsites on the desktop of the REBOL interpreter!

### 8.1 Little Email Client

The first example is a complete graphical email client that can be used to read and send messages:

```
; Every program requires a minimum header:
REBOL [Title: "Little Email Client"]
; The line below creates the program's GUI window:
view layout [
    ; This line adds a text label to the GUI:
    h1 "Send Email:"
    ; This line adds a button to the GUI:
    btn "Server settings" [
        ; When the button is clicked, the following lines are run.
        ; These lines set all the email user account information
        ; required to send and receive email. The settings are gotten
        ; from the user with the "request-text" function, and assigned
        ; to their appropriate locations in REBOL's system object:
```

```
system/schemes/default/host: request-text/title "SMTP Server:"
system/schemes/pop/host: request-text/title "POP Server:"
system/schemes/default/user: request-text/title "SMTP User Name:"
system/schemes/default/pass: request-text/title "SMTP Password:"
system/user/email: to-email request-text/title "Your Email Addr:"
]
; This line creates a text entry field, containing the default text
; "recipient@website.com". The variable word "address" is assigned to
; this widget:
address: field "recipient@website.com"
; Heres another text entry field, for the email subject line:
subject: field "Subject"
; This line creates a larger, multi-line text entry area for the body
; text of the email:
body: area "Body"
; Here's a button displaying the word "send". The functions inside
; its action block are executed whenever the button is clicked:
btn "Send" [
    ; This line does most of the work. It uses the REBOL "send"
    ; function to send the email. The send function, with its
    ; "/subject" refinement accepts three parameters. It's passed the
    ; current text contained in each field labeled above (referred to
    ; as "address/text" "body/text" and "subject/text"). The
    ; "to-email" function ensures that the address text is treated as
    ; an email data value:
    send/subject (to-email address/text) body/text subject/text
    ; This line alerts the user when the previous line is complete:
    alert "Message Sent."
]
; Here's another text label:
h1 "Read Email:"
; Here's another text entry field. The user's email account info is
; entered here.
mailbox: field "pop://user:pass@site.com"
; This last button has an action block that reads messages from a
; specified mailbox. It only takes one line of code:
btn "Read" [
    ; The "to-url" function ensures that the text in the mailbox field
    ; is treated as a URL. The contents of the mailbox are read and
    ; displayed using REBOL's built-in text editor:
        editor read to-url mailbox/text
    ]
```

```
REBOL [Title: "Little Email Client"]
view layout [
    h1 "Send Email:"
    btn "Server settings" [
        system/schemes/default/host: request-text/title "SMTP Server:"
        system/schemes/pop/host: request-text/title "POP Server:"
        system/schemes/default/user: request-text/title "SMTP User Name:"
        system/schemes/default/pass: request-text/title "SMTP Password:"
        system/user/email: to-email request-text/title "Your Email Addr:"
    ]
    address: field "recipient@website.com"
    subject: field "Subject"
    body: area "Body"
    btn "Send" [
        send/subject to-email address/text body/text subject/text
        alert "Message Sent."
    ]
    h1 "Read Email:"
    mailbox: field "pop://user:pass@site.com"
    btn "Read" [
        editor read to-url mailbox/text
    ]
]
```


### 8.2 Simple Web Page Editor

The following program can be used to load, edit, and save HTML files (or any other text file) directly to/from a live web server or to/from a drive on your local computer. It requires 14 lines of code:

```
REBOL [Title: "Web Page Editor"] ; required header
; Create a GUI window:
view layout [
    ; Here's a text entry field containing a generic URL address for
    ; the page to be edited. The label "page-to-read" is assigned to
    ; this widget:
    page-to-read: field 600 "ftp://user:pass@website.com/path/page.html"
    ; Here's a multi-line text field to hold and edit the HTML
    ; downloaded from the above URL. The label "the-html" is assigned
    ; to it:
    the-html: area 600x440
    ; The "across" words lays out the next buttons on the same line:
    across
    ; Here's a button to download and display the HTML at the URL given
    ; above:
    btn "Download HTML Page" [
    ; When the button is clicked, read the HTML at the URL above,
        ; insert it into the multi-line text area (by setting the text
        ; property of that field to the downloaded text), and update the
        ; display:
        the-html/text: read (to-url page-to-read/text)
```

```
        show the-html
    ]
    ; Here's another button to read and display text from a local file:
    btn "Load Local HTML File" [
    ; When the button is clicked, read the HTML from a file selected
    ; by the user, insert it into the multi-line text area, and update
        ; the display:
        the-html/text: read (to-file request-file)
        show the-html
    ]
    ; Here's another button. When clicked, the edited contents of the
    ; multi-line text area are saved back to the URL:
    btn "Save Changes to Web Site" [
    write (to-url page-to-read/text) the-html/text
    ]
    ; Here's another button to write the edited contents of the multi-
    ; line text area to a local file selected by the user:
    btn "Save Changes to Local File" [
        write (to-file request-file/save) the-html/text
    ]
]
```


### 8.3 Card File

This is the quintessential simple text field storage application. It can be used as shown here, to save contact information, but by adjusting just a few lines of code and text labels, it could be easily adapted to store recipes, home inventory information, or any other type of related pages of data.

```
REBOL [title: "Card File"]
; The line below writes a new empty data file to the hard drive, if it
; doesn't already exist. If the file DOES already exist, then this
; function simply writes an empty string to it (i.e., leaves the file
; alone):
write/append %data.txt ""
; This line loads all saved records from the database file:
database: load %data.txt
; Here's the GUI window:
view center-face gui: layout [
    ; Here's a text label to instruct the user:
    text "Load an existing record:"
    ; This text list displays an alphabetically sorted list of the
    ; names found in the database (every forth item). The number
    ; pair indicates the widget's pixel size:
    name-list: text-list blue 400x100 data (sort extract database 4) [
```

```
    ; The following line is included to avoid potential errors.
    ; When an item in the text list is clicked, we first check that
    ; the selected data (represented by the word "value") is NOT
    ; equal to nothing. If so, exit the widget's action block
    ; (the "return" word quits the text-list's action routine):
    if value = none [return]
    ; The following code finds the selected name in the loaded
    ; database. The display fields in the GUI are then set
    ; to show the found name, and each of the 3 items after
    ; it in the database (name = field 1, address = field 2,
    ; phone = field 3, notes = field 4):
    marker: index? find database value
    n/text: pick database marker
    a/text: pick database (marker + 1)
    p/text: pick database (marker + 2)
    o/text: pick database (marker + 3)
    ; Update the display to show the changed text fields (notice
    ; the "gui" label defined above - it refers to the entire GUI
    ; layout):
    show gui
]
; Here are the text display fields, and some text labels to show
; what should be typed into each field:
```

```
text "Name:" n: field 400
```

text "Name:" n: field 400
text "Address:" a: field 400
text "Address:" a: field 400
text "Phone:" p: field 400
text "Phone:" p: field 400
text "Notes:" 0: area 400x100
text "Notes:" 0: area 400x100
; The "across" word adds widgets to the GUI next to one another,
; instead of beneath one another, which is the default behavior
; (the following 3 buttons will appear next to each other):
across
; Here's a GUI button to let the user save the contents of the
; text fields to the database:
btn "Save" [
; When this button is clicked, make sure the required field
; contains some text. If not, notify the user, and then exit
; this button's routine (the "return" word quits the save
; button's action block):
if n/text = "" [alert "You must enter a name." return]
; Now run through every forth item in the database to check if
; the name already exists. If so, give the user the option to
; overwrite that record. If they respond yes, delete the old
; record from the database ("remove/part" deletes 4 items at
; the location where the selected name is found). If the user
; responds no, escape out of the save button's routine:
if find (extract database 4) n/text [
either true = request "Overwrite existing record?" [
remove/part (find database n/text) 4
] [
return
]
]

```
```

        ; Now update the database with the new data, and write it to
        ; the hard drive. The "repend" function appends the evaluated
        ; variables inside the brackets (in this case a block of 4
        ; separate text strings contained in the GUI fields) to the
        ; database:
        save %data.txt repend database [n/text a/text p/text o/text]
        ; Update the text-list to show the added record:
        name-list/data: sort (extract copy database 4)
        show name-list
    ]
    ; This button allows the user to clear the screen and enter a
    ; new record:
    btn "Delete" [
        ; When this button is clicked, the code below gives the user
        ; the option to delete the selected record. If the user
        ; selects "yes", the "remove/part" function deletes 4 items
        ; from the database, at the location where the selected name
        ; is found. The database is saved, and the text fields are
        ; cleared ("do-face" runs the action block of the
        ; "clear-button" widget above, to clear the GUI fields), then
        ; the name list is updated:
        if true = request rejoin ["Delete " n/text "?"] [
        remove/part (find database n/text) 4
        save %data.txt database
        do-face clear-button 1
        name-list/data: sort (extract copy database 4)
        show name-list
        ]
    ]
    clear-button: btn "New" [
        ; When this button is clicked, set the text of each field to an
        ; empty string:
        n/text: copy ""
        a/text: copy ""
        p/text: copy ""
        o/text: copy ""
        ; As always, when any on data in the GUI is changed, the
        ; screen must be updated:
        show gui
    ]
    ]

```

Here's the whole program, without comments:
```

REBOL [title: "Card File"]
write/append %data.txt ""
database: load %data.txt
view center-face gui: layout [
text "Load an existing record:"
name-list: text-list blue 400x100 data sort (extract database 4) [
if value = none [return]
marker: index? find database value

```
```

    n/text: pick database marker
    a/text: pick database (marker + 1)
    p/text: pick database (marker + 2)
    o/text: pick database (marker + 3)
    show gui
    ]
text "Name:" n: field 400
text "Address:" a: field 400
text "Phone:" p: field 400
text "Notes:" 0: area 400x100
across
btn "Save" [
if n/text = "" [alert "You must enter a name." return]
if find (extract database 4) n/text [
either true = request "Overwrite existing record?" [
remove/part (find database n/text) 4
] [
return
]
]
save %data.txt repend database [n/text a/text p/text o/text]
name-list/data: sort (extract copy database 4)
show name-list
]
btn "Delete" [
if true = request rejoin ["Delete " n/text "?"] [
remove/part (find database n/text) 4
save %data.txt database
do-face clear-button 1
name-list/data: sort (extract copy database 4)
show name-list
]
]
clear-button: btn "New" [
n/text: copy
a/text: copy
p/text: copy ""
o/text: copy ""
show gui
]
]

```

\subsection*{8.4 Little Menu Example}

A module that produces full blown menus with all the bells and whistles is available at http://www.rebol.org/library/scripts/menu-system.r (covered later in this tutorial). Here's a simpler homemade example that can be included in your programs to provide basic menu functionality. It's constructed using only raw, native REBOL GUI components:

REBOL [Title: "Simple Menu Example"]
```

; "center-face" centers the GUI window:

```
view center-face gui: layout [
    size \(400 \times 300\)
    at \(100 \times 100\) H3 "You selected:"
    display: field
    ; Here's the menu. Make sure it goes AFTER other GUI code.
    ; If you put it before other code, the menu will appear be-
    ; hind other widgets in the GUI. The menu is basically just
    ; a text-list widget, which is initially hidden off-screen
    ; at position \(-200 x-200\). When an item in the list is
    ; clicked upon, the action block for the text-list runs
```

; through a conditional switch structure, to decide what to
; do for the chosen item. The code for each option first
; re-hides the menu by repositioning it off screen (at
; -200x-200 again). For use in your own programs, you can
; put as many items as you want in the list, and the action
; block for each item can perform any actions you want.
; Here, each option just updates the text in the "display"
; text entry field, created above. Change, add to, or
; delete the "item1" "item2" and "quit" elements to suit
; your needs:
origin 2x2 space 5x5 across
at -200x-200 file-menu: text-list "item1" "item2" "quit" [
switch value [
"item1" [
face/offset: -200x-200
show file-menu
; PUT YOUR CODE HERE:
set-face display "File / item1"
]
"item2" [
face/offset: -200x-200
show file-menu
; PUT YOUR CODE HERE:
set-face display "File / item2"
]
"quit" [quit]
]
]
; The menu initially just appears as some text choices at
; the top of the GUI. When the "File" menu is clicked,
; the action block of that text widget repositions the
; text-list above, so that it appears directly underneath
; the File menu ("face/offset" is the location of the
; currently selected text widget). It disappears when
; clicked again - the code checks to see if the text-list
; is positioned beneath the menu. If so, it repositions
; it out of sight.
at 2x2
text bold "File" [
either (face/offset + 0x22) = file-menu/offset [
file-menu/offset: -200x-200
show file-menu
][
file-menu/offset: (face/offset + 0x22)
show file-menu
]
]
; Here's an additional top level menu option. It provides
; just a single choice. Instead of opening a text-list
; widget with multiple options, it simply ensures that the
; other menu is closed (re-hidden), and then runs some code.
text bold "Help" [
file-menu/offset: -200x-200
show file-menu
; PUT YOUR CODE HERE:
set-face display "Help"
]

```
]

\subsection*{8.5 Loops and Conditions - A Simple Data Storage App}

One of the most important applications of loop structures is to step through lists of data. By stepping
through elements in a block, loops can be used to process and perform actions on each item in a given data series. This technique is used in all types of programming, and it's a cornerstone of the way programmers think about working with tables of data (such as those found in databases). Because many programs work with lists of data, you'll very often come across situations that require the use of loops. Thinking about how to put looping structures to use is a fundamental part of learning to write code in any language. The example below demonstrates several ways in which you'll see loops commonly put to use.

REBOL [title: "Loops and Conditions - a Simple Data Storage App"]
```

; First, a small user database is defined. It's organized
; into a block structure: the "users" block contains 5
; blocks, which each contain 5 items of information for
; each user. Blank items are represented with empty quotes.
users: [
["John" "Smith" "123 Toleen Lane" "Forest Hills, NJ" "555-1234"]
["Paul" "Thompson" "234 Georgetown Pl." "Peanut Grove, AL" "555-2345"]
["Jim" "Persee" "345 Portman Pike" "Orange Grove, FL" "555-3456"]
["George" "Jones" "456 Topforge Court" "Mountain Creek, CO" ""]
["Tim" "Paulson" "" "" "555-5678"]
]

```
; This program does not have a GUI. Instead, it's a text
; based "console" program. Since there's no GUI, we need
; to format the output so that it's got a nice layout on the
; screen. Here's a little function that uses a loop to draw
; a line. It prints 65 dashes next to each other, and then
; a carriage return. We'll use those lines to help print
; nicely formatted output:
draw-line: does [loop 65 [prin "-"] print ""]
Note that this is not the most efficient way to draw a line
of characters, because the program needs to run through
; the loop every time a line is drawn. You'll see some
flicker on the screen every time this happens, because
the computer has to run through the "prin" function 65
times for each line. Although it only takes a fraction of
a second on a modern computer, it's still quite noticeable.
It would be faster, instead, to build a block of characters
once, and then print that block, as follows:
a-line: copy []
loop 65 [append a-line "-"]
; remove the spaces and turn it
; into a string of characters:
a-line: trim to-string a-line
; now you can print "a-line"
; anywhere you need it:
print a-line
The inefficient code above is left in this example to
demonstrate a point about how the coding thought process
can dramatically effect the performance of programs you
create. That's especially true for programs that perform
complex loops on large lists of data. The more efficient
line printing function is implemented in another example
following this one, to demonstrate the difference in its
effectiveness.
Next is a small function that prints out all of the data
in the database. It uses a foreach loop to cycle through
; each block of user data, and then it prints a line
displaying each element in the block (items numbered 1-5
; in each block). This creates a nicely formatted display:
print-all: does [
```

foreach user users [
draw-line
print rejoin ["User: " user/1 " " user/2]
draw-line
print rejoin ["Address: " user/3 " " user/4]
print rejoin ["Phone: " user/5]
print newline
]
]
; The following code uses a forever loop to continually
request a choice from the user. It uses several foreach
loops to pull information from the data block, and a
conditional "switch" structure to decide how to respond
to the user's request. The "switch" inside a forever
loop is a common design in command line programs:

```

\section*{forever [}
```

; First, print some nice formatting and display info:

```
; First, print some nice formatting and display info:
prin "^(1B)[J" ; this code clears the screen.
print "Here are the current users in the database:^/"
; The "^/" at the end of the line above prints a newline.
draw-line ; run the function defined above
; Now print the list of user names. A foreach loop is
; used to get the first and last name of each user in the
; database. The first name is item 1 in each block, and
; the last name is item 2 in each block. So for each
; block in the database, "user/1" and "user/2" are
; printed:
foreach user users [prin rejoin [user/1 " " user/2 " "]]
print ""
draw-line
; print some instructions:
prin "Type the name of a user below "
print "(part of a name will perform search):^/"
print "Type 'all' for a complete database listing."
print "Press [Enter] to quit.^/"
; Now ask the user for a choice:
answer: ask {What person would you like info about? }
print newline
; Decide what to do with the user's response:
switch/default answer [
    ; If they typed "all", execute the "print-all"
    ; function defined earlier:
    "all" [print-all]
    ; If they typed the [Enter] key alone (""), print a
    ; goodbye message, and end the program. Note that
    ; "ask" is used to display the message, instead of
    ; "print". This allows the program to wait for the
    ; user to press a key before ending the program:
    "" [ask "Goodbye! Press [Enter] to end." quit]
```

```
; If neither of the choices above were selected, the
; default block below is executed (this is the last
; part of the switch structure):
] [
    ; This section starts by creating a "flag" variable,
    ; which is used to track whether or not the user's
    ; choice has been found in the database - the word
    ; "found" is initially set to false to indicate that
    ; the user name has not yet been found:
    found: false
    ; Next, a foreach loop steps through each user block
    ; in the database:
    foreach user users [
        ; If the entered user name is found in the
        ; database (either the first or last name), the
        ; info for that user is printed out in a nicely
        ; formatted display, and the "found" flag is set
        ; to true. The "rejoin" action is used to join
        ; the first name and last name, and is used in
        ; conjunction with the "find" action to check
        ; whether the user's answer matches any part of
        ; the names in the database (when you run this
        ; code, try entering single characters, or a
        ; part of a name, to see what happens).
        if find rejoin [user/1 " " user/2] answer [
            draw-line
            print rejoin ["User: " user/1 " " user/2]
            draw-line
            print rejoin ["Address: " user/3 " " user/4]
            print rejoin ["Phone: " user/5]
            print newline
            found: true
        ]
    ]
    ; If the "found" variable is still false after
    ; looping through the entire user database, then the
    ; user name was not found in the database. Print a
    ; message to that effect:
    if found <> true [ ; "<>" means "not equal to"
        print "That user is not in the database!^/"]
    ]
    ; Wait for a user response, and then continue again at
    ; the beginning of the forever loop:
    ask "Press [ENTER] to continue"
]
```

Here's the entire program without the comments. Try to follow the program flow on your own. NOTE: In this version, the inefficient "draw-line" function is replaced by the suggested "print a-line" routine above. As a result, you'll see a dramatic reduction in screen flicker:

Rebol []
users: [
["John" "Smith" "123 Tomline Lane" "Forest Hills, NJ" "555-1234"]
["Paul" "Thompson" "234 Georgetown Pl." "Peanut Grove, AL" "555-2345"]
["Jim" "Persee" "345 Pickles Pike" "Orange Grove, FL" "555-3456"]

```
    ["George" "Jones" "456 Topforge Court" "Mountain Creek, CO" ""]
    ["Tim" "Paulson" "" "" "555-5678"]
]
a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line
print-all: does [
    foreach user users [
        print a-line
        print rejoin ["User: " user/1 " " user/2]
        print a-line
        print rejoin ["Address: " user/3 " " user/4]
        print rejoin ["Phone: " user/5]
        print newline
    ]
]
forever [
    prin "^(1B)[J"
    print "Here are the current users in the database:^/"
    print a-line
    foreach user users [prin rejoin [user/1 " " user/2 " "]]
    print "" print a-line
    prin "Type the name of a user below "
    print "(part of a name will perform search) :^/"
    print "Type 'all' for a complete database listing."
    print "Press [Enter] to quit.^/"
    answer: ask {What person would you like info about? }
    print newline
    switch/default answer [
        "all" [print-all]
        "" [ask "Goodbye! Press any key to end." quit]
        ] [
        found: false
        foreach user users [
            if find rejoin [user/1 " " user/2] answer [
                print a-line
                print rejoin ["User: " user/1 " " user/2]
                print a-line
                print rejoin ["Address: " user/3 " " user/4]
                print rejoin ["Phone: " user/5]
                print newline
                found: true
                ]
        ]
        if found <> true [
                print "That user is not in the database!^/"
        ]
    ]
    ask "Press [ENTER] to continue"
]
```

For some perspective, here's a GUI version of the same program that demonstrates how GUI and command line programming styles differ. Notice how much of the data handling is managed by the built-in GUI tools in the language, rather than by homemade loops:

```
REBOL [title: "Loops and Conditions - Data Storage App - GUI Example"]
users: [
    ["John" "Smith" "123 Tomline Lane" "Forest Hills, NJ" "555-1234"]
    ["Paul" "Thompson" "234 Georgetown Pl." "Peanut Grove, AL" "555-2345"]
    ["Jim" "Persee" "345 Pickles Pike" "Orange Grove, FL" "555-3456"]
    ["George" "Jones" "456 Topforge Court" "Mountain Creek, CO" ""]
    ["Tim" "Paulson" "" "" "555-5678"]
]
user-list: copy []
foreach user users [append user-list user/1]
user-list: sort user-list
```

```
view display-gui: layout [
    h2 "Click a user name to display their information:"
    across
    list-users: text-list 200x400 data user-list [
        current-info: []
        foreach user users [
            if find user/1 value [
                current-info: rejoin [
                    "FIRST NAME: " user/1 newline newline
                    "LAST NAME: " user/2 newline newline
                    "ADDRESS: " user/3 newline newline
                    "CITY/STATE: " user/4 newline newline
                    "PHONE: " user/5
                ]
                ]
        ]
        display/text: current-info
        show display show list-users
    ]
    display: area "" 300x400 wrap
]
```


### 8.6 FTP Chat Room

This example is a simple chat application that lets users send instant text messages back and forth across the Internet. It includes password protected access for administrators to erase chat contents. It also allows users to pause activity momentarily, and requires a username/password to continue ["secret" "password"]. The chat "rooms" are created by dynamically creating, reading, appending, and saving text files via ftp (to use the program, you'll need access to an available ftp server: ftp address, username, and password. Nothing else needs to be configured on the server).

```
REBOL [title: "FTP Chat Room"]
; The following line gets the URL of a text file on the user's web server
; to use for the chat. The ftp username, password, domain, and filename
; must be entered in the format shown:
webserver: to-url request-text/title/default {
    URL of text file on your server:} "ftp://user:pass@site.com/chat.txt"
; The following line gets the user's name:
name: request-text/title "Enter your name:"
; In the following line, the word "cls" is assigned to a function
; definition which clears the screen:
cls: does [prin "^(1B)[J"]
; The following line writes some text to the webserver file (obtained
; above), indicating that the user has entered the chat. The "/append"
; refinement adds to the existing text in the webserver file (as opposed
; to erasing what's already there). Using "rejoin", the text written to
; the webserver is the combined value of the user's name, some static
; text, the current date and time, and a carriage return:
write/append webserver rejoin [now ": " name " has entered the room.^/"]
; Now the program uses a "forever" loop to continually wait for user
; input, and to do appropriate things with that input:
```


## forever [

```
        ; First, read the messages that are currently in the "webserver" text
```

```
        ; First, read the messages that are currently in the "webserver" text
```

```
; file, and assign the variable word "current-chat" to that text:
current-chat: read webserver
; Clear the screen using the function word defined above:
cls
; Display a greeting and some instructions:
print rejoin [
    newline {You are logged in as: } name newline
    {Type "room" to switch chat rooms.} newline
    {Type "lock" to pause/lock your chat.} newline
    {Type "quit" to end your chat.} newline
    {Type "clear" to erase the current chat.} newline
    {Press [ENTER] to periodically update the display.} newline
    "-----------------------------------------------------" newline
]
print rejoin ["Here's the current chat text at: " webserver newline]
print current-chat
; In the line below, the "ask" function is used to get some text from
; the user. The returned text (the text entered by the user) is
; assigned the label "entered-text", and concatenated with the user's
; name and the text " says: ". This prepares it to be added to the
; webserver file and displayed in the chat. Notice that the user
; must first respond to the "ask" function, before the rejoin
; evaluation can occur:
sent-message: copy rejoin [
    name " says:
    entered-text: ask "You say: "
]
; The "switch" structure below is used to check for commands in the
; text entered by the user. If the user enters "quit", "clear",
; "room", or "lock", appropriate actions occur:
switch/default entered-text [
    ; If the user typed "quit", stop the forever loop (exit the
    ; program):
    "quit" [break]
    ; If the user typed "clear", erase the current text chat. But
    ; first, ask user for the administrator username/password (using
    ; the "request-pass" function):
    "clear" [
    ; "if/else" does the same thing as "either" (deprecated):
    if/else request-pass = ["secret" "password"] [
            write webserver ""
        ] [
            alert {
                    You must know the administrator password to clear
                    the room!
            }
        ]
    ]
```

    ; If the user typed "room", request a new FTP address, and run
    ; some code that was presented earlier in the program, using the

```
; newly entered "webserver" variable, to effectively change chat
; "rooms":
"room" [
    ; Add a message the chat file, indicating that the user has
    ; left the chat:
    write/append webserver rejoin [
        now ": " name " has left the room." newline
    ]
    ; Get the URL of a new chat text file (the new room address).
    ; Use the old address as the default displayed URL:
    webserver: to-url request-text/title/default {
        New Web Server Address:} to-string webserver
    ; Display a message in the newly chosen chat text file,
    ; showing that the user has entered the chat:
    write/append webserver rejoin [
        now ": " name " has entered the room." newline
    ]
]
"lock" [
    ; Display a message to the user that the program will be
    ; paused:
    alert {The program will now pause for 5 seconds.
        You'll need the correct username and password
        to continue.
    }
    ; Assign a variable to the time 5 seconds from now:
    pause-time: now/time + 5
    ; Don't go on until the user gets the password right:
    forever [
        ; First, wait 5 seconds:
        if now/time = pause-time [
            ; The while loop below continually asks the user for
            ; a password, until correct:
            while [
                request-pass <> ["secret" "password"]
            ] [
                alert "Incorrect password - look in the source!"
            ]
                ; After the user has entered the correct username and
                ; password, exit the forever loop and continue with
                ; the program:
                break
        ]
    ]
]
```

```
        ; The following line is the default case for the switch structure:
        ; as long as the entered message is not blank ([Enter]), write the
        ; entered message to the web server (append it to the current chat
        ; text):
        if entered-text <> "" [
        write/append webserver rejoin [sent-message newline]
        ]
    ]
]
; When the "forever" loop is exited, do the following:
cls print "Goodbye!"
write/append webserver rejoin [now ": " name " has closed chat." newline]
wait 1
```

The bulk of this program runs within the "forever" loop, and uses the conditional "switch" structure to decide how to respond to user input (as in the "Loops and Conditions - A Simple Data Storage App" example). This is a classic outline that can be adjusted to match a variety of generalized situations in which the computer repeatedly waits for and responds to user interaction at the command prompt.

### 8.7 Image Effector

The next application creates a GUI interface, downloads and displays an image from the Internet, allows you to apply effects to it, and lets you save the effected image to the hard drive. In the mix, there are several routines which get data, and alert the user with text information.

```
; A header is still required, even if a title isn't included:
REBOL []
; The following line creates a short list of image effects that are built
; into REBOL, and assigns the variable word "effect-types" to the block:
effect-types: [
    "Invert" "Grayscale" "Emboss" "Blur" "Sharpen" "Flip 1x1" "Rotate 90"
    "Tint 83" "Contrast 66" "Luma 150" "None"
]
; The code below imports the simple "play-sound" function created earlier
; in the tutorial. For this to work correctly, the play_sound.r file
; should be saved to C:\. The either condition checks t\overline{o see if the file}
; exists. If so, it runs the code and sets a variable that we'll use
; later to decide whether or not to play a sound. If the file doesn't
; exist, the variable is simply set to false:
either exists? %/c/play_sound.r [
    do %/c/play_sound.r
    sound-available: true
][
    sound-available: false
]
; The line below asks user for the URL of a new image (with a default
; location), and assigns that address to the word "image-url":
image-url: to-url request-text/title/default {
    Enter the URL of an image to use:} trim {
    http://rebol.com/view/demos/palms.jpg}
; Now a GUI block will be constructed, to be display later using
; "view layout":
gui: [
```

```
; This first line horizontally aligns all the following GUI widgets,
; so they appear next to each other in the layout (the default
; behavior in REBOL is to align elements vertically):
across
; This line changes the spacing of consecutive widgets so they're on
; top of each other:
space -1
; The following code displays the program menu, using a "choice"
; button widget (a menu-select type of button built into REBOL).
; The button is }160\mathrm{ pixels across, and is placed at the uppermost,
; leftmost pixel in the GUI (0x0) using the built-in word "at".
at 20x2 choice 160 tan trim {
    Save Image} "View Saved Image" "Download New Image" trim {
            -------------} "Exit" [
    ; This is the action block for the choice selector. It contains
    ; various functions to be performed, based on the choice selected
    ; by the user. Conditional "if" evaluations are used to determine
    ; which actions to perform. This could have been done with less
    ; code, using a "switch" structure. "If" was used, however, to
    ; demonstrate that there are always alternate ways to express
    ; yourself in code - just like in spoken language:
    if value = "Save Image" [
                    ; Request a filename to save the image as (defaults to
                ; "c:\effectedimage.png"):
                filename: to-file request-file/title/file/save trim {
                Save file as:} "Save" %/c/effectedimage.png
                ; Save the image to hard drive:
                save/png filename to-image picture
    ]
    if value = "View Saved Image" [
                ; Request a file name from the user (defaults to
                ; "c:\effectedimage.png"):
            view-filename: to-file request-file/title/file {
                View file:} "" %/c/effectedimage.png
            ; Read the selected image from the hard drive and
            ; display it in a new GUI window:
            view/new center-face layout [image load view-filename]
    ]
    if value = "Download New Image" [
            ; Ask for the location of a new image, and assign the entered
            ; URL the word label "new-image":
                new-image: load to-url request-text/title/default trim {
                Enter a new image URL} trim {
                http://www.rebol.com/view/bay.jpg}
```

            ; Replace the old image with the new one:
    ```
            picture/image: new-image
            ; Update the GUI display:
                show picture
    ]
    if value = "-------------" [] ; don't do anything
    if value = "Exit" [
            ; If the variable we set earlier indicates that sound is
            ; available, play a little closing sound:
            if sound-available = true [
                play-sound %/c/windows/media/tada.wav
            ]
            ; Exit the program:
            quit
    ]
]
; Here's another choice button which simply displays a little "about"
; message:
choice tan "Info" "About" [
    alert "Image Effector - Copyright 2005, Nick Antonaccio"
]
; The following line vertically aligns all successive GUI widgets -
; the opposite of "across":
below
; Spread out the following widgets by 5 pixels:
space 5
; Put 2 pixels of blank space before the next widget:
pad 2
; This box widget draws a line }550\mathrm{ pixels wide, 1 pixel tall (just a
; cosmetic separator):
box 550x1 white
; Put some more space before the next widget:
pad 10
; Here's a big text header for the GUI:
vh1 "Double click each effect in the list on the right:"
; Advance to the next row in the GUI, and then begin arranging
; successive widgets across the screen again:
return across
; Load the image entered at the beginning of the program, and give it
; a label:
```

picture: image load image-url
; The code below creates a text-list widget and assigns a block of ; actions to it, to be run whenever the user clicks on an item in the ; list. The first line assigns the word "current-effect" to the value ; which the user has selected from the list. The second line applies
; that effect to the image (the words "to-block" and "form" are
; required for the way effects are applied syntactically. The third
; line displays the newly effected image. The "show" word is _very_
; important. It needs to be used whenever a GUI element is updated:
text-list data effect-types [
current-effect: value
picture/effect: to-block form current-effect
show picture
]
]
; The following line displays the gui block above. "/options [no title]"
; displays the window without a title bar (so it can't be moved around),
; and "center-face" centers the window on the screen:
view/options center-face layout gui [no-title]

### 8.8 Guitar Chord Diagram Maker

This program creates, saves, and prints collections of guitar chord fretboard diagrams. It demonstrates some common and useful file, data, and GUI manipulation techniques, including the drag-and-drop "feel" technique, used here to slide the pieces around the screen. It also demonstrates the very important technique of printing output to HTML, and then previewing in a browser (to be printed on paper, uploaded to a web site, etc.). This is a useful cross-platform technique that can be used to view and print formatted hard copies of REBOL data:

```
REBOL [Title: "Guitar Chord Diagram Maker"]
; Load some image files which have been embedded using the "binary
; resource embedder" script from earlier in the tutorial:
fretboard: load 64#{
iVBORw0KGgoAAAANSUhEUgAAAFUAAABkCAIAAAB4 sesFAAAACXBIWXMAAAsTAAAL
EwEAmpwYAAAA2UlEQVR4nO3YQQqDQBAF0XTIwXtuNjfrLITs0rowGqbqbRWxEEL+
RFU9wJ53v8DN7Gezn81+NvvZXv3liLjmPX6n/4NL//72s91/QGbWd5m53dbc8/kR
uv5RJ/QvzH42+9nsZ7OfzX62nfOPzZzzyNUxxh8+qhfvHo94/rM49y+b/Wz2s 9nP
Zj+b/WzuX/cvmfuXzX42+9nsZ7OfzX4296/718z9y2Y/m/1s9rPZz2Y/m/vX/Uvm
/mWzn81+NvvZ7Gezn8396/412/n+y6N/f/vZ7Gezn81+tjenRWXD3TC8nAAAAABJ
RU5ErkJggg==
}
barimage: load 64#{
iVBORwOKGgoAAAANSUhEUgAAAEOAAAAFCAIAAABtvO2fAAAACXBIWXMAAAsTAAAL
EwEAmpwYAAAAHElEQVR4nGNsaGhgGL6AaaAdQFsw6r2hDIa59wCf/AGKgzU3RwAA
AABJRU5ErkJggg==
}
dot: load 64#{
iVBORwOKGgOAAAANSUhEUgAAAAOAAAAKCAIAAAACUFjqAAAACXBIWXMAAASTAAAL
EwEAmpwYAAAAFElEQVR4nGNsaGhgwA2Y8MiNYGkA22EBlPG3fjQAAAAASUVORK5C
YII=
}
The following lines define the GUI design. The routine below was
; defined in the section about "feel":
movestyle: [
```

```
engage: func [f a e] [
    if a = 'down [
            initial-position: e/offset
            remove find f/parent-face/pane f
            append f/parent-face/pane f
        ]
        if find [over away] a [
        f/offset: f/offset + (e/offset - initial-position)
        ]
        show f
    ]
]
; With that defined, adding "feel movestyle" to any widget makes it
; movable within the GUI. It's very useful for all sorts of graphic
; applications. If you want to pursue building graphic layouts that
; respond to user events, learning all about how "feel" works in REBOL
is very important. See the URL above for more info.
gui: [
; Make the GUI background white:
backdrop white
; Show the fretboard image, and resize it (the saved image is
; actually only 85x100 pixels):
currentfretboard: image fretboard 255x300
; Show the bar image, resize it, and make it movable. Notice the
; "feel movestyle". Thats' what enables the dragging:
currentbar: image barimage 240x15 feel movestyle
; Some text instructions:
text "INSTRUCTIONS:" underline
text "Drag dots and other widgets onto the fretboard."
across
text "Resize the fretboard:"
; "tab" aligns the next GUI element with a predefined column spacer:
tab
; The rotary button below lets you select a size for the fretboard.
; In the action block, the fretboard image is resized, and then the
; bar image is also resized, according to the value chosen. This
; keeps the bar size proportioned correctly to the fretboard image.
; After each resize, the GUI is updated to actually display the
; changed image. The word "show" updates the GUI display. This
; needs to be done whenever a widget is changed within a GUI. Be
; aware of this - not "show"ing a changed GUI element is an easily
; overlooked source of errors:
rotary "255x300" "170x200" "85x100" [
    currentfretboard/size: to-pair value show currentfretboard
    switch value [
            "255x300" [currentbar/size: 240x15 show currentbar]
            "170\times200" [currentbar/size: 160x10 show currentbar]
            "85x100" [currentbar/size: 80x5 show currentbar]
        ]
]
return
; The action block of the button below requests a filename from the
```

```
; user, and then saves the current fretboard image to that filename:
button "Save Diagram" [
        filename: to-file request-file/save/file "1.png"
        save/png filename to-image currentfretboard
]
tab
; The action block of the button below prints out a user-
; selected set of images to an HTML page, where they can be
; viewed together, uploaded the Internet, sent to a printer,
; etc.
button "Print" [
; Get a list of files to print:
filelist: sort request-file/title "Select image(s) to print:"
; Start creating a block to hold the HTML layout to be printed,
; and give it the label "html":
html: copy "<html><body>"
; This foreach loop builds an HTML layout that displays each of
; the selected images:
foreach file filelist [
    append html rejoin [
            {<img src="file:///} to-local-file file {">}
        ]
]
; The following line finishes the HTML layout:
append html [</body></html>]
; Now the variable "html" contains a complete HTML document that
; can be written to the hard drive and opened in the default
; browser. The code below accomplishes that:
write %chords.html trim/auto html
browse %chords.html
```


## ]

```
; Each of the following loops puts 50 movable dots onto the GUI, all at
; the same locations. This creates three stacks of dots that the user
; can move around the screen and put onto the fretboard. There are three
; sizes to accommodate the resizing feature of the fretboard image.
; Notice the "feel movestyle" code at the end of each line. Again,
; that's what makes the each of the dots dragable:
loop 50 [append gui [at \(275 \times 50\) image dot \(30 \times 30\) feel movestyle]]
loop 50 [append gui [at \(275 \times 100\) image dot \(20 \times 20\) feel movestyle]]
loop 50 [append gui [at \(275 \times 140\) image dot \(10 \times 10\) feel movestyle]]
; The following loops add some additional dragable widgets to the GUI:
loop 6 [append gui [at \(273 \times 165\) text "X" bold feel movestyle]]
loop 6 [append gui [at \(273 x 185\) text "O" bold feel movestyle]]
view layout gui
```

]

This is a very simple graphic shoot-em-up which demonstrates important concepts required to make many types of 2D video games:

```
REBOL [title: "VID Shooter"]
```

; First, we'll set some initial values for variables that will be used ; throughout the game. The "random/seed now/time" function ensures that ; random generated numbers will be truly random:
score: 0 speed: 10 lives: 5 fire: false random/seed now/time
; This line provides the user with some instructions:

```
alert "[SPACE BAR: fire] | [K: move left] | [L: move right]"
```

; When certain events occur, we'll want to reload a completely fresh
; game screen. A simple way to do that is to label the entire section
; of GUI code, unview the existing GUI, and then run that entire section
; of code again. Here, we'll label the section "game", and run it
; initially with the "do" function. You could also use this technique
; to implement a "play again" feature, for example. To do that, you'd
; Simply wrap the entire program in a block, label it, and "do" it at
; the very beginning of the code. To play again, just do the label
; again:
do game: [

```
; Here's the game window:
view center-face layout [
; Set some layout properties:
size 600x440
backdrop black
; Display a simple text scoreboard:
at 246x0 info: text tan rejoin ["Score: " score " Lives: " lives]
; For this game we'll use some generic buttons and boxes for
; graphics, but we could just as easily use images of any type
; (simply embed the images in code using the binary embedder
; program, label each image, and then use the "image" word to
; display them). In the code below, the yellow box labeled "x"
; is the missile, the orange button labeled " }\textrm{y}\mathrm{ " is the moving
; target being shot at, and the blue button labeled "z" is the
; player's graphic. Notice that the target graphic is placed at
; an initial coordinate 50 pixels off to the left of the GUI,
; and at a random height between 30 and 330 pixels. The
; "as-pair" function combines the two numbers into a coordinate:
at 280x440 x: box 2x20 yellow
at (as-pair -50 (random 300) + 30) y: btn 50x20 orange
at 280x420 z: btn 50x20 blue
; The following boxes are invisible, as a result of their "0x0"
; size. They exist here solely to perform actions when certain
; keys are pressed by the user (each box has a separate key
; assigned - their action blocks will execute whenever those
; keys are pressed by the user). Notice that when the box
; assigned to the "l" key is activated, it moves the player
; graphic 10 pixels to the right. The "k" key moves the player
; left, and the space bar is used to set some variables that
; will be used below to fire a missile:
```

box 0x0 \#"l" [z/offset: z/offset $+10 x 0$ show $z]$

```
box 0x0 #"k" [z/offset: z/offset + -10x0 show z]
box 0x0 #" " [
    ; The "fire" variable is used to track whether or not
    ; a missile is currently in the air. When the space
    ; bar is pressed by the user, the following code is
    ; only run when a missile ISN'T currently moving:
    if fire = false [
        ; Set the missile currently firing flag to true:
        fire: true
        ; Set the missile position to be centered on the
        ; player graphic, at the bottom of the screen:
        x/offset: as-pair (z/offset/1 + 25) 440
    ]
]
; This box is also invisible. It's only purpose is to enable a
; feel-engage-time routine. The box has a rate set to our
; "speed" variable, and the feel-engage routine checks for a
; given amount of time to pass. Every time that occurs (the
; number of times per second indicated by the "speed" variable),
; the enclosed block of code is run. In effect, this works
; exactly like a forever loop, but WITHOUT stopping any of the
; other operations in the game:
box 0x0 rate speed feel [
    engage: func [f a e] [
        if a = 'time [
            ; If the "fire" variable is currently set to true,
            ; move the missile up 30 pixels:
            if fire = true [x/offset: x/offset + 0x-30]
            ; If the missile reaches the top of the screen,
            ; move it back down to the bottom (out of sight
            ; below the bottom edge of the GUI), and set
            ; the flag variable to false so that it stops
            ; moving:
                if x/offset/2 < 0 [x/offset/2: 440 fire: false]
                ; Update the display:
                show x
                ; The code below moves the target piece. The
                ; randow X and Y portions of the coordinate move
                ; the graphic generally from left to right, but
                ; in a slightly unpredictable path that is a bit
                ; harder to shoot at:
                y/offset: y/offset + as-pair
                    ((random 20) - 5) ((random 10) - 5)
                ; Check if the target has made it all the way over
                ; to the right side of the screen:
                if y/offset/1 > 600 [
                    ; If so, decrease the number of lives by one:
                lives: lives - 1
```

```
    ; If no more lives are available, notify the user
    ; and end the game:
        if lives = 0 [
        alert join "GAME OVER!!! Final Score: " score
        quit
    ]
    ; Otherwise, notify the user and refresh the
    ; screen (this automatically updates the score
    ; board and resets the graphics to new starting
    ; positions):
        alert "-1 Life!" unview do game
        ]
        ; Update the display:
        show y
        ; Now that the graphics have been moved, check for
        ; a collision between the missile and the target
        ; (if the target and missile starting points are
        ; within the specified distance):
        if within? x/offset (y/offset - 5x5) 60x30 [
        ; If a collision has occured, notify the user,
        ; adjust the score and speed, set the fire
        ; flag to false, and refresh the game screen:
        alert "Ka-blammmm!!!"
        score: score + 1 speed: speed + 5 fire: false
        unview do game
        ]
        ]
        ]
        ]
    ]
]
```


### 8.10 Listview Multi Column Data Grid Example

This example uses the listview module found at http://www.hmkdesign.dk/rebol/list-view/list-view.r. The listview module handles all the main work of displaying, sorting, filtering, altering, and manipulating data, with a familiar user interface that's easy to program. Documentation is available at http://www.hmkdesign.dk/rebol/list-view/list-view.html.

Clicking on a column header in the example below sorts the data by the selected column, ascending or descending. Clicking the diamond in the upper right hand corner returns the data to its unsorted order. Selecting a row of data with the mouse allows each cell to be edited directly. Because inline editing is possible, no additional GUI widgets are required for data input/output. That makes the listview module a very powerful tool which is useful in a wide variety of situations.

```
REBOL [title: "Listview Data Grid"]
; The function below watches for the GUI close button, to keep
; the program from being shut down accidentally. The code was
; adjusted from an example at:
; http://www.rebolforces.com/view-faq.html
evt-close: func [face event] [
    either event/type = 'close [
        inform layout [
```

```
        across
        Button "Save Changes" [
            ; when the save button is clicked, a backup data
                ; file is automatically created:
                backup-file: to-file rejoin ["backup_" now/date]
                write backup-file read %database.db
                save %database.db theview/data quit
            ]
            Button "Lose Changes" [quit]
            Button "CANCEL" [hide-popup]
        ] none ] [
        event
    ]
]
insert-event-func :evt-close
; Download and import/run ("do") the list-view.r module:
if not exists? %list-view.r [write %list-view.r read
    http://www.hmkdesign.dk/rebol/list-view/list-view.r
]
do %list-view.r
; The following conditional evaluation checks to see if a
; database file exists. If not, it creates a file with
; some empty blocks:
if not exists? %database.db [write %database.db {[][]}]
; Now the stored data is read into a variable word:
database: load %database.db
; Here's the guts of the program. Be sure to read the
; list-view documentation to see how the widget works.
view center-face gui: layout [
    h3 {To enter data, double-click any row, and type directly
        into the listview. Click column headers to sort:}
    theview: list-view 775x200 with [
        data-columns: [Student Teacher Day Time Phone
                        Parent Age Payments Reschedule Notes]
        data: copy database
        tri-state-sort: false
        editable?: true
        ]
        across
        button "add row" [theview/insert-row]
        button "remove row" [
        if (to-string request-list "Are you sure?"
                    [yes no]) = "yes" [
                theview/remove-row
        ]
    ]
    button "filter data" [
        filter-text: request-text/title trim {
                Filter Text (leave blank to refresh all data):}
        if filter-text <> none [
            theview/filter-string: filter-text
            theview/update
        ]
    ]
    button "save db" [
        backup-file: to-file rejoin ["backup_" now/date]
        write backup-file read %database.db
        save %database.db theview/data
    ]
```

This example downloads the list-view module from the Internet, and then imports it from the hard drive. The following lines require that there is either an Internet connection available, or that the list-view.r module already exists on the user's hard drive:

```
if not exists? %list-view.r [write %list-view.r read
    http://www.hmkdesign.dk/rebol/list-view/list-view.r
]
do %list-view.r
```

If you want to use the list-view.r module in a script, without having to download it or include it a separate file (so that no external dependencies are required to run the script), you can replace the above lines with the following code. The following code is the list-view.r file, compressed using "compress read http://www.hmkdesign.dk/rebol/list-view/list-view.r":
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```
BF11FF480BDA1FE2AA2096397218141EC766480A8DED26F6D3994E86452AF214
E41DC926FD31456044F590E6324279D795E49DA459586CC12D04AD547438E1A8
707848067FE8C8FEEF8ECA446D2EA6CF138C91316E01A6E22C10DB8D17B3E7E9
EB1AE0B190573598BC6E88B1132DFEABE334BF5DE95E881A2E62166568BC2EC3
5D1E3C58477B73E62F9A16738CDBDA63ABE6ADB928D59FEB8661CDB924CBFA89
7B1DF88657E2AE3FEA810F3308FCBB94499F3EC92BF39B56E2B38FB875257E31
96D241F19761DCC656986F7E969FFD1F598CCF767B840000
}
```


### 8.11 Thumbnail Maker

This program resizes and arranges a list of image files into a single preview image. The screen shot image sheet at the beginning of this tutorial was created using this application.

```
REBOL [Title: "Thumbnail Maker"]
; Create a little GUI to allow the user to adjust image settings:
view center-face layout [
    text "Resize input images to this height:"
    height: field "200"
    text "Create output mosaic of this width:"
    width: field "600"
    text "Space between thumbnails:"
    padding-size: field "30"
    text "Color between thumbnails:"
    btn "Select color" [background-color: request-color/color white]
    text "Thumbnails will be displayed in this order:"
    the-images: area
    across
    btn "Select images" [
        ; Select some files:
        some-images: request-file/title trim/lines {Hold
            down the [CTRL] key to select multiple images:} ""
        ; Error check:
        if some-images = none [return]
        ; Show the selected files in the area widget above, with
        ; each file on a new line:
        foreach single-image some-images [
            append the-images/text single-image
            append the-images/text "^/"
        ]
        show the-images
    ]
    ; This button creates the output thumbnail mosaic:
    btn "Create Thumbnail Mosaic" [
        ; Set sizing variables to the values entered in the GUI:
        y-size: to-integer height/text
        mosaic-size: to-integer width/text
        padding: to-integer padding-size/text
        ; Set the background color (white if none selected):
```

```
if error? try [background-color: to-tuple background-color][
    background-color: white
]
```

    ; The list of images that will be resized is stored in a block
    ; labeled "images". The "parse" function is covered later in
    ; this tutorial. The following code simply separates each line
    ; item in the text area above, and returns a block of all the
    ; items:
    images: copy parse/all the-images/text "^/"
; Error check:
if empty? images [alert "No images selected." break]
; The output image will be created from a "view layout" GUI block.
; That block will be labeled "mosaic" and will contain all the
; resized image data and layout formatting needed to create the
; thumbnail image. We'll start building that block by
; including the background color, spacing, and "across" words
; needed to layout the GUI. Because the block contains some
; variables, we'll use the "compose" function to evaluate them
; (treat them as if they'd been typed in explicitly):
mosaic: compose [
backcolor (background-color) space (padding) across
]
; Next, we'll use a foreach loop to go through the list of images,
; read and resize each image, and add the resized image data to
; the mosaic block. The variable "picture" will be used to refer
; to each image as the loop progresses through each item in the
; list:
foreach picture images [
; Give the user some feedback with a litte message:
flash rejoin ["Resizing " picture "..."]
; Read the image data, and assign it the variable label
; "original":
original: load to-file picture
; After the data is done loading, erase the message above: unview
; We can refer to the size of the original image using the ; format "orginal/size". That returns width and height ; values in the form of an XxY pair. To refer to the height (Y) value only, we can use the format "original/size/2" ; (the second element in the pair). If the height of the original image is larger than the "y-size" variable set at ; the beginning of the program, we'll resize the image so ; it fits that height, and append the resized image data to ; the "mosaic" block. Otherwise, we'll simply append the ; orginal image to the block. We're also going to include ; the "image" word, because the "mosaic" block needs to ; include all the functions and data needed to create a view ; layout GUI window:
; If the original image is taller than the prescribed height:

```
either original/size/2 > y-size [
```

```
    new-x-factor: y-size / original/size/2
    ; Calculate the width of the new image size, and assign
    ; that value to the variable "new-x-size":
    new-x-size: round original/size/1 * new-x-factor
    ; Create the resized image by using the "layout" function
    ; (as in "view layout"). Specify a new size for the
    ; image by rejoining the "new-x-size" variable above with
    ; the "y-size" value specified earlier, and convert that
    ; value to a pair. Create a new image from that layout
    ; using the "to-image" function, and assign it to the
    ; variable "new-image":
    new-image: to-image layout/tight [
        image original as-pair new-x-size y-size
    ]
    ; Next, append the resized image data to the "mosaic"
    ; block. We'll compose the block because we want the
    ; new-image data to be included as if it was typed in
    ; explicitly. The word "image" also needs to be included
    ; because that's needed to show an image in a view layout
    ; block:
    append mosaic compose [image (new-image)]
] [
    ; Here's the second part of the "either" condition above.
    ; If the height of the original is less than the "y-size"
    ; variable, simply append the original image to the
    ; "mosaic" block:
    append mosaic compose [image (original)]
]
; As the current foreach loop stands, each resized image is
; simply added to the "mosaic" layout from left to right. We
; need to check the size of the "mosaic" layout every time we
; add an image. If the layout is wider than the width we set
at the beginning of the program (the "mosaic-size"
; variable), we need to insert a "return" word into the
; "mosaic" GUI layout block:
; Create a temporary layout of the "mosaic" block:
current-layout: layout/tight mosaic
    ; If the width of the current layout is larger than the
    prescribed width, insert the "return" word BEFORE the
    current resized image. A tick mark is put onto the 'return
    word so that the actual unevaluated text "return" is
    appended to the mosaic block. "back back tail" puts the
    ; "return" word in the correct place in the layout block:
if current-layout/size/1 > mosaic-size [
    insert back back tail mosaic 'return
]
```

; layout image:

```
        ; Create an image from the final "mosaic" layout block, and save
        ; that image to the file name above:
        save/png filename (to-image layout mosaic)
        ; Show the user the saved image:
        view/new layout [image load filename]
    ]
]
```

You can use this program to quickly resize collections of photos for email, web sites, etc.

## 9. Additional Topics

### 9.1 Objects

Objects are code structures that allow you to encapsulate and replicate code. They can be thought of as code containers which are easily copied and modified to create multiple versions of similar code and/or duplicate data structures. They're also used to provide context and namespace management features (i.e., to avoid assigning the same variable words and/or function names to different pieces of code in large projects).

Object "prototypes" define a new object container. To create an original object prototype in REBOL, use the following syntax:

```
label: make object! [object definition]
```

The object definition can contain functions, values, and/or data of any type. Below is a blank user account object containing 6 variables which are all set to equal "none"):

```
account: make object! [
    first-name: last-name: address: phone: email-address: none
]
```

The account definition above simply wraps the 6 variables into a container, or context, called "account".
You can refer to data and functions within an object using refinement ("/path") notation:

```
object/word
```

In the account object, "account/phone" refers to the phone number data contained in the account. You can make changes to elements in an object as follows:

```
object/word: data
```

For example:

```
account/phone: "555-1234"
account/address: "4321 Street Place Cityville, USA 54321"
```

Once an object is created, you can view all its contents using the "help" function:

```
help object
? object
; "?" is a synonym for "help"
```

If you've typed in all the account examples so far into the REBOL interpreter, then:

```
? account
```

displays the following info:

```
ACCOUNT is an object of value:
    first-name none! none
    last-name none! none
    address string! "4321 Street Place Cityville, USA 54321"
    phone string! "555-1234"
    email-address none! none
```

You can obtain a list of all the items in an object using the format "first (object label)":

```
first account
```

The above line returns [self first-name last-name address phone email-address]. The first item in the list is always "self", and for most operations, you'll want to remove that item. To do that, use the format "next first (object label)":

```
next first account
```

To iterate through every item in an object, you can use a foreach loop on the above values:

```
foreach item (next first account) [print item]
```

To get the values referred to by individual word labels in objects, use "get in":

```
get in account 'first-name
get in account 'address
; notice the tick mark
```

The following example demonstrates how to access and manipulate every value in an object:

```
count: 0
foreach item (next first account) [
    count: count + 1
    print rejoin ["Item " count ": " item]
    print rejoin ["Value: " (get in account item) newline]
```

Once you've created an object prototype, you can make a new object based on the original definition:

```
label: make existing-object [
    values to be changed from the original definition
]
```

This behaviour of copying values based on previous object definitions (called "inheritance") is one of the main reasons that objects are useful. The code below creates a new account object labeled "user1":

```
user1: make account [
    first-name: "John"
    last-name: "Smith"
    address: "1234 Street Place Cityville, USA 12345"
    email-address: "john@hisdomain.com"
]
```

In this case, the phone number variable retains the default value of "none" established in the original account definition.

You can extend any existing object definition with new values:

```
label: make existing-object [new-values to be appended]
```

The definition below creates a new account object, redefines all the existing variables, and appends a new variable to hold the user's favorite color.

```
user2: make account [
    first-name: "Bob"
    last-name: "Jones"
    address: "4321 Street Place Cityville, USA 54321"
    phone: "555-1234"
    email-address: "bob@mysite.net"
    favorite-color: "blue"
]
```

"user2/favorite-color" now refers to "blue".
The code below creates a duplicate of the user2 account, with only the name and email changed:

```
user2a: make user2 [
    first-name: "Paul"
    email-address: "paul@mysite.net"
]
```

"? user2a" provides the following info:

```
USER2A is an object of value:
```

    first-name string! "Paul"
    last-name string! "Jones"
    address string! "4321 Street Place Cityville, USA 54321"
    ```
phone string! "555-1234"
email-address string! "paul@mysite.net"
favorite-color string! "blue"
```

You can include functions in your object definition:

```
complex-account: make object! [
    first-name:
    last-name:
    address:
    phone:
    none
    email-address: does [
        return to-email rejoin [
            first-name "_" last-name "@website.com"
        ]
    ]
    display: does [
        print ""
        print rejoin ["Name: " first-name " " last-name]
        print rejoin ["Address: " address]
        print rejoin ["Phone: " phone]
        print rejoin ["Email: " email-address]
        print ""
    ]
]
```

Note that the variable "email-address" is initially assigned to the result of a function (which simply builds a default email address from the object's first and last name variables). You can override that definition by assigning a specified email address value. Once you've done that, the email-address function no longer exists in that particular object - it is overwritten by the specified email value.

Here are some implementations of the above object. Notice the email-address value in each object:

```
user1: make complex-account []
user2: make complex-account [
    first-name: "John"
    last-name: "Smith"
    phone: "555-4321"
]
user3: make complex-account [
    first-name: "Bob"
    last-name: "Jones"
    address: "4321 Street Place Cityville, USA 54321"
    phone: "555-1234"
    email-address: "bob@mysite.net"
]
```

To print out all the data contained in each object:

```
user1/display user2/display user3/display
```

The display function prints out data contained in each object, and in each object the same variables refer to different values (the first two emails are created by the email-address function, and the third is assigned).

Here's a small game in which multiple character objects are created from a duplicated object template. Each character can store, alter, and print its own separately calculated position value based on one object

```
REBOL []
hidden-prize: random 15x15
character: make object! [
    position: 0x0
    move: does [
        direction: ask "Move up, down, left, or right: "
        switch/default direction [
            "up" [position: position + -1x0]
            "down" [position: position + 1x0]
            "left" [position: position + 0x-1]
            "right" [position: position + 0x1]
        ] [print newline print "THAT'S NOT A DIRECTION!"]
        if position = hidden-prize [
            print newline
            print "You found the hidden prize. YOU WIN!"
            print newline
            halt
        ]
        print rejoin [
            newline
            "You moved character " movement " " direction
            ". Character " movement " is now "
            hidden-prize - position
            " spaces away from the hidden prize. "
            newline
        ]
    ]
]
character1: make character[]
character2: make character[position: 3x3]
character3: make character[position: 6x6]
character4: make character[position: 9x9]
character5: make character[position: 12x12]
loop 20 [
    prin "^(1B)[J"
    movement: ask "Which character do you want to move (1-5)? "
    if find ["1" "2" "3" "4" "5"] movement [
        do rejoin ["character" movement "/move"]
        print rejoin [
            newline
            "The position of each character is now: "
            newline newline
            "CHARACTER ONE: " character1/position newline
            "CHARACTER TWO: " character2/position newline
            "CHARACTER THREE: " character3/position newline
            "CHARACTER FOUR: " character4/position newline
            "CHARACTER FIVE: " character5/position
            ]
        ask "^/Press the [Enter] key to continue."
    ]
]
```

You could, for example, extend this concept to create a vast world of complex characters in an online multiplayer game. All such character definitions could be built from one base character definition containing default configuration values.

### 9.1.1 Namespace Management

In this example the same words are defined two times in the same program:

```
bank: does [
    print ""
    print rejoin ["Your bank account balance is: $" var]
    print ""
]
var: "Wabash"
bank: does [
    print ""
    print rejoin [
        "Your favorite place is on the bank of the: " var]
    print ""
]
bank
```

There's no way to access the bank account balance after the above code runs, because the "bank" and "var" words have been overwritten. In large coding projects, it's easy for multiple developers to unintentionally use the same variable names to refer to different pieces of code and/or data, which can lead to accidental deletion or alteration of values. That potential problem can be avoided by simply wrapping the above code into separate objects:

```
money: make object! [
    var: 1234.56
    bank: does [
        print ""
        print rejoin ["Your bank account balance is: $" var]
        print ""
    ]
]
place: make object! [
    var: "Wabash"
    bank: does [
        print ""
        print rejoin [
            "Your favorite place is on the bank of the: " var]
        print ""
    ]
]
```

Now you can access the "bank" and "var" words in their appropriate object contexts:

```
money/bank
place/bank
money/var
place/var
```

The objects below make further use of functions and variables contained in the above objects. Because the new objects "deposit" and "travel" are made from the "money" and "place" objects, they inherit all the existing code contained in the above objects:

```
deposit: make money [
    view layout [
        button "Deposit $10" [
            var: var + 10
            bank
        ]
    ]
```

```
travel: make place [
    view layout [
        new-favorite: field 300 trim {
            Type a new favorite river here, and press [Enter]} [
            var: value
            bank
        ]
    ]
]
```

Learning to use objects is important because much of REBOL is built using object structures. As you've seen earlier in the section about built-in help, the REBOL "system" object contains many important interpreter settings. In order to access all the values in the system object, it's essential to understand object notation:

```
get in system/components/graphics 'date
```

The same is true for GUI widget properties and many other features of REBOL.

For more information about objects, see:
http://rebol.com/docs/core23/rebolcore-10.html
http://en.wikibooks.org/wiki/REBOL Programming/Language Features/Objects
http://en.wikipedia.org/wiki/Prototype-based programming

### 9.2 Ports

REBOL "ports" provide a single way to handle many types of data input and output. They enable access to a variety of data sources, and allow you to control them all in a consistent way, using standard REBOL series functions. You can open ports to POP email boxes, FTP directories, local text files, TCP network connections, keyboard input buffers, and more, and also use them to output data such as sounds and console interactions. Once a port is opened to a data source, the data contained in the port can be treated as a sequential list of items which can be traversed, arranged, searched, sorted, and otherwise organized/manipulated, all using series functions such as those covered earlier in this text (foreach, find, select, reverse, length?, head, next, back, last, tail, at, skip, extract, index?, insert, append, remove, change, poke, copy/part, clear, replace, join, intersect, difference, exclude, union, unique, empty?, write, save, etc.).

In some cases, there are other native ways to access data contained in a given port, typically with "read" and "write" functions. In such cases, port access simply provides finer control of the data (dealing with email and file data are examples of such cases). In other cases, ports provide the primary interface for accessing data in the given data source (TCP sockets and other network protocols are examples).

Ports are created using the "open" function, and are typically assigned a word label when created:

```
my-files: open ftp://user:pass@site.com/public_html/
```

After opening the above port, the files in the FTP directory can be traversed sequentially or by index, using series functions:

```
print first my-files
print length? my-files
print pick my-files ((length? my-files) - 7) ; 7th file from the end
etc ...
```

To change the marked index position in a port, re-assign the port label to the new index position:

```
my-files: head my-files
    print index? my-files
    print first my-files
my-files: next my-files
    print index? my-files
    print first my-files
my-files: at my-files 10
    print index? my-files
    print first my-files
```

To close the connection to data contained in a port, use the "close" function:

```
close my-files
```

It is of course possible to read and write directly to/from the folder in the above examples without manually opening a port:

```
print read ftp://user:pass@site.com/public_html/
write ftp://user:pass@site.com/public_html/temp.txt (read %temp.txt)
```

The difference between opening a port to the above files, and simply reading/writing them is that the port connection offers more specific access to and control of individual files. The "get-modes" and "set-modes" functions can be used to set various properties of files:

```
my-file: open %temp.txt
set-modes port [
    world-read: true
    world-write: true
    world-execute: true
]
close my-file
```

More benefits of port control are easy to understand when dealing with email accounts. All the email in a given account can be accessed by simply reading it:

```
print read pop://user:pass/site.com
```

If, for example, there are 10000 messages in the above email account, the above action could take a very long time to complete. Even to simply read one email from the above account, the entire account needs to be read:

```
print second read pop://user:pass/site.com
```

A much better solution is to open a port to the above data source:

```
my-email: open pop://user:pass/site.com
```

Once the above port is open, each of the individual emails in the given POP account can be accessed
separately, without having to download any other emails in the account:

```
print second my-email ; no download of 10000 emails required
```

And you can jump around between messages in the account:

```
my-email: head my-email
    print first my-email ; prints the 1st email in the box
my-email: next my-email
    print first my-email ; prints the 2nd email in the box
my-email: at my-email 4
    print first my-email ; prints the 5th email in the box
my-email: head my-email
    print first my-email ; prints email #1 again
; etc...
```

You can also remove email messages from the account:

```
my-email: head my-email
    remove my-email ; removes the 1st email
```

Internally, REBOL actually deals with most types of data sources as ports. The following line:

```
write/append %temp.txt "1234"
```

Is the same as:

```
temp: open %temp.txt
append temp "1234"
close temp
```

REBOL ports are objects. You can see all the properties of an open port, using the "probe" function:

```
temp: open %temp.txt
probe temp
close temp
```

From the very important example above, you can see that various useful properties of the port data can be accessed using a consistent syntax:

```
temp: open %temp.txt
print temp/date
print temp/path
print temp/size
close temp
```

The state/inBuffer and state/outBuffer are particularly important values in any port. Those items are where changes to data contained in the port are stored, until the port is closed or updated. Take a close look at this example:

```
; First, create a file:
write %temp.txt ""
; That file is now empty:
print read %temp.txt
; Open the above file as a port:
temp: open %temp.txt
; Append some text to it:
append temp "1234"
; Display the text to be saved to the file:
print temp/state/inBuffer
; The appended changes have NOT yet been saved to the file because the
; port has not yet been closed or updated:
print read %temp.txt
; Either "update" or "close" can be used to save the changes to the file:
update temp
; The "update" function has forced the appended data to be written to
; the file, but has NOT yet closed the port:
print read %temp.txt
; We can still navigate the port contents and add more data to it:
temp: head temp
insert temp "abcd"
; Display the text to be saved to the file:
print temp/state/inBuffer
; Those changes have not yet been saved to the file:
print read %temp.txt
; Closing the port will save changes to the file:
close temp
; Here are the saved changes:
print read %temp.txt
; And additional changes can no longer be made:
append temp "1q2w3e4r" ; (error)
```

Ports can be opened with a variety of refinements to help deal with data appropriately. "Help open" displays the following list:

```
/binary - Preserves contents exactly.
/string - Translates all line terminators.
/direct - Opens the port without buffering.
/seek - Opens port in seek mode without buffering.
/new - Creates a file. (Need not already exist.)
/read - Read only. Disables write operations.
/write - Write only. Disables read operations.
/no-wait - Returns immediately without waiting if no data.
/lines - Handles data as lines.
/with - Specifies alternate line termination. (Type: char string)
/allow - Specifies the protection attributes when created. (Type: block)
/mode - Block of above refinements. (Type: block)
/custom - Allows special refinements. (Type: block)
/skip - Skips a number of bytes. (Type: number)
```

Several of those options will be demonstrated in the following example applications.

### 9.2.1 Console Email Application

The following email program opens a port to a selected email account and allows the user to navigate through messages, read, send, delete, and reply to emails. It runs entirely at the command line - no VID GUI components or View graphics are required. You can store configuration information for as many email accounts as you'd like in the "accounts" block, and easily switch between them at any point in the program:

```
REBOL [Title: "Console Email"]
accounts: [
    ["pop.server" "smtp.server" "username" "password" you@site.com]
    ["pop.server2" "smtp.server2" "username" "password" you@site2.com]
    ["pop.server3" "smtp.server3" "username" "password" you@site3.com]
]
empty-lines: "^/"
loop 400 [append empty-lines "^/"] ; # of lines it takes to clear screen
cls: does [prin {^(1B)[J}]
a-line:{-------------------------------------------------------------------
select-account: does [
    cls
    print a-line
    forall accounts [
        print rejoin ["^/" index? accounts ": " last first accounts]
    ]
    print join "^/" a-line
    selected: ask "^/Select an account #: "
    if selected = "" [selected: 1]
    t: pick accounts (to-integer selected)
    system/schemes/pop/host: t/1
    system/schemes/default/host: t/2
    system/schemes/default/user: t/3
    system/schemes/default/pass: t/4
    system/user/email: t/5
]
send-email: func [/reply] [
    cls
    print rejoin [a-line "^/^/Send Email:^/^/" a-line]
    either reply [
        print join "^/^/Reply-to: " addr: form pretty/from
    ] [
        addr: ask "^/^/Recipient Email Address: "
    ]
    either reply [
        print join "^/Subject: " subject: join "re: " form pretty/subject
    ] [
```

```
        subject: ask "^/Email Subject: "
    ]
    print {^/Body (when finished, type "end" on a seperate line):^/}
    print join a-line "^/"
    body: copy ""
    get-body: does [
        body-line: ask ""
        if body-line = "end" [return]
        body: rejoin [body "^/" body-line]
        get-body
    ]
    get-body
    if reply [
        rc: ask "^/Quote original email in your reply (Y/n)? "
        if ((rc = "yes") or (rc = "y") or (rc = "")) [
            body: rejoin [
                    body
                "^/^/^/--- Quoting " form pretty/from ":^/"
                form pretty/content
                ]
        ]
    ]
    print rejoin ["^/" a-line "^/^/Sending..."]
    send/subject to-email addr body subject
    cls
    print "Sent^/"
    wait 1
]
read-email: does [
    pretty: none
    cls
    print "One moment..."
    ; THE FOLLOWING LINE OPENS A PORT TO THE SELECTED EMAIL ACCOUNT:
    mail: open to-url join "pop://" system/user/email
    cls
    while [not tail? mail] [
        print "Reading...^/"
        pretty: import-email (copy first mail)
        either find pretty/subject "***SPAM***" [
        print join "Spam found in message #" length? mail
        mail: next mail
    ] [
        print empty-lines
        cls
        prin rejoin [
                a-line
                {^/The following message is #} length? mail { from: }
                system/user/email {^/} a-line {^/^/}
                {FROM: } pretty/from {^/}
                {DATE: } pretty/date {^/}
                {SUBJECT: } pretty/subject {^/^/} a-line
            ]
            confirm: ask "^/^/Read Entire Message (Y/n): "
            if ((confirm = "Y") or (confirm = "yes") or (confirm = "")) [
                print join {^/^/} pretty/content
            ]
            print rejoin [
                {^/} a-line {^/}
                {^/[ENTER]: Go Forward (next email)^/}
                {^/ "b": Go Backward (previous email)^/}
                {^/ "r": Reply to current email^/}
                {^/ "d": Delete current email^/}
                {^/ "q": Quit this mail box^/}
                {^/ Any #: Skip forward or backward this # of messages}
                {^/^/} a-line {^/}
            ]
            switch/default mail-command: ask "Enter Command: " [
                "" [mail: next mail]
```

```
        "b" [mail: back mail]
            "r" [send-email/reply]
            "d" [
                remove mail
                    cls
                    print "Email deleted!^/"
                    wait 1
            ]
            "q" [
                    close mail
                    cls
                    print"Mail box closed^/"
                    wait 1
                    break
            ]
        ] [mail: skip mail to-integer mail-command]
            if (tail? mail) [mail: back mail]
        ]
    ]
]
; begin the program:
select-account
forever [
    cls
    print a-line
    print rejoin [
        {^/"r": Read Email^/}
        {^/"s": Send Email^/}
        {^/"c": Choose a different mail account^/}
        {^/"q": Quit^/}
    ]
    print a-line
    response: ask "^/Select a menu choice: "
    switch/default response [
            "r" [read-email]
            "s" [send-email]
            "c" [select-account]
            "q" [
                cls
                print "DONE!"
                wait . }
            quit
        ]
    ] [read-email]
]
```


### 9.2.2 Network Ports

One important use of ports is for transferring data via network connections (TCP and UDP "sockets"). When writing a network application, you must choose a specific port number through which data is to be transferred. Potential ports range from 0 to 65535, but many of those numbers are reserved for specific types of applications (email programs use port 110, web servers use port 80 by default, etc.). To avoid conflicting with other established network applications, it's best to choose a port number between 49152 and 65535 for small scripts. A list of reserved port numbers is available here.

Network applications are typically made up of two or more separate programs, each running on different computers. Any computer connected to a network or to the Internet is assigned a specific "IP address", notated in the format $\mathrm{xxx.xxx.xxx.xxx}$. The numbers are different for every machine on a network, but most home and small business machines are normally in the IP range "192.168.xxx.xxx". You can obtain the IP address of your local computer with the following REBOL code:
"Server" programs open a chosen network port and wait for one or more "client" programs to open the same port and then insert data into it. The port opened by the server program is referred to in a client program by combining the IP address of the computer on which the server runs, along with the chosen port number, each separated by a colon symbol (i.e., 192.168.1.2:55555).

The following simple set of scripts demonstrates how to use REBOL ports to transfer one line of text from a client to a server program. This example is intended to run on a single computer, for demonstration, so the word "localhost" is used to represent the IP address of the server (that's a standard convention used to refer to any computer's own local IP address). If you want to run this on two separate computers connected via a local area network, you'll need to obtain the IP address of the server machine (use the code above), and replace the word "localhost" with that number:

Here's the SERVER program. Be sure to run it before starting the client, or you will receive an error:

```
; Open network port 55555, in line mode (this mode expects full lines
; of text delineated by newline characters):
server: open/lines tcp://:55555
; Wait for a connection to the above port:
wait server
; Assign a label to the first connection made to the above port:
connection: first server
; Get the data which has been inserted into the above port object:
data: first connection
; Display the inserted data:
alert rejoin ["Text received: " data]
; Close the server
close server
```

Here's the CLIENT. Run it in a separate instance of the REBOL interpreter, after the above program has been started:

```
; Open the port created by the server above (replace "localhost" with
; an IP address if running these scripts on separate machines):
server-port: open/lines tcp://localhost:55555
; Insert some text into the port:
insert server-port "Hello Mr. Watson."
; Close the port:
close server-port
```

Typically, servers will continuously wait for data to appear in a port, and repeatedly do something with that data. The scripts below extend the above example with forever loops to continuously send, receive, and display messages transferred from client(s) to the server. This type of loop forms the basis for most peer-
to-peer and client-server network applications. Type "end" in the client program below to quit both the client and server.

Here's the server program (run it first):

```
server: open/lines tcp://:55555 ; Open a TCP network port.
print "Server started...^/"
connection: first wait server ; Label the first connection.
forever [
    data: first connection ; Get a line of data.
    print rejoin ["Text received: " data] ; Display it.
    if find data "end" [
        close server ; End the program if the
        print "Server Closed" ; client user typed "end".
        halt
    ]
]
```

Here's the client program. Run it only after the server program has been started, and in a separate instance of the REBOL interpreter (or on a separate computer):

```
server-port: open/lines tcp://localhost:55555 ; Open the server port.
forever [
    user-text: ask "Enter some text to send: "
    insert server-port user-text ; Transfer the data.
    if user-text = "end" [
        close server-port ; End the program if the
        print "Client Closed" ; user typed "end".
        halt
    ]
]
```

It's important to understand that REBOL servers like the one above can interact independently with more than one simultaneous client connection. The "connection" definition waits until a new client connects, and returns a port representing that first client connection. Once that occurs, "connection" refers to the port used to accept data transferred by the already connected client. If you want to add more simultaneous client connections during the forever loop, simply define another "first wait server". Try running the server below, then run two simultaneous instances of the above client:

```
server: open/lines tcp://:55555
print "Now start TWO clients..."
connection1: first wait server ; Label the first connection.
connection2: first wait server ; Label the second connection.
forever [
    data1: first connection1 ; Get a line of client1 data
    data2: first connection2 ; Get a line of client2 data
    print rejoin ["Client1: " data1]
    print rejoin ["Client2: " data2]
    if find datal "end" [
        close server ; End the program if the
        print "Server Closed" ; client user typed "end".
    ]
]
```

Here's an example that demonstrates how to send data back and forth (both directions), between client and server. Again, run both programs in separate instances of the REBOL interpreter, and be sure to start the server first:

```
; Server:
```

print "Server started...^/"
port: first wait open/lines tcp://:55555
forever [
user-text: ask "Enter some text to send: "
insert port user-text
if user-text = "end" [close port print "^/Server Closed^/" halt]
wait port
print rejoin ["^/Client user typed: " first port "^/"]
]
; Client:
port: open/lines tcp://localhost:55555
print "Client started...^/"
forever [
user-text: ask "Enter some text to send: "
insert port user-text
if user-text = "end" [close port print "^/Client Closed^/" halt]
wait port
print rejoin ["^/Server user typed: " first port "^/"]
]

The following short script combines many of the techniques demonstrated so far. It can act as either server or client, and can send messages (one at a time), back and forth between the server and client:

```
do [
    either find ask "Server or client? " "s" [
        port: first wait open/lines tcp://:55555 ; server
    ] [
        port: open/lines tcp://localhost:55555 ; client
    ]
    forever [
        insert port ask "Send: "
        print join "Received: "first wait port
    ]
]
```

The following script is a complete GUI network instant message application. Unlike the FTP Chat Room presented earlier, the text in this application is sent directly between two computers, across a network socket connection (users of the FTP chat room never connect directly to one another - they simply connect to a universally available third party FTP server):

```
view layout [
    btn "Set client/server" [
            ip: request-text/title/default trim {
                Server IP (leave EMPTY to run as SERVER):
                } (to-string read join dns:// read dns://)
            either ip = "" [
                port: first wait open/lines tcp://:55555 z: true ; server
            ] [
            port: open/lines rejoin [tcp:// ip ":55555"] z: true
        ]
    ]
    r: area rate 4 feel [
            engage: func [f a e] [
                    if a = 'time and value? 'z [
                        if error? try [x: first wait port] [quit]
                r/text: rejoin [form x newline r/text] show r
            ]
        ]
```

```
    ]
    f: field "Type message here..."
    btn "Send" [insert port f/text]
]
```

Here's an even more compact version (probably the shortest instant messenger program you'll ever see!):

```
view layout [ across
    q: btn "Serve"[focus g p: first wait open/lines tcp://:8 z: 1]text"OR"
    k: btn "Connect"[focus g p: open/lines rejoin[tcp:// i/text ":8"]z: 1]
    i: field form read join dns:// read dns:// return
    r: area rate 4 feel [engage: func [f a e][if a = 'time and value? 'z [
        if error? try [x: first wait p] [quit]
        r/text: rejoin [x "^/" r/text] show r
    ]]] return
    g: field "Type message here [ENTER]" [insert p value focus face]
]
```

And here's an extended version of the above script that uploads your chosen user name, WAN/LAN IP, and port numbers to an FTP server, so that that info can be shared with others online (which enables them to find and connect with you). Connecting as server uploads the user info and starts the application in server mode. Once that is done, others can click the "Servers" button to retrieve and manually enter your connection info (IP address and port), to connect as client. By using different port numbers and user names, multiple users can connect to other multiple users, anywhere on the Internet:

```
server-list: ftp://username:password@yoursite.com/public_html/im.txt ;edit
view layout [ across
    q: btn "Serve" [
        parse read http://guitarz.org/ip.cgi[thru<title>copy p to</title>]
        parse p [thru "Your IP Address is: " copy pp to end]
        write/append server-list rejoin [
            b/text " " pp " " read join dns:// read dns://" " j/text "^/"
        ]
        focus g p: first wait open/lines join tcp:// j/text z: 1
    ] text "OR"
    k: btn "Connect" [
        focus g p: open/lines rejoin [tcp:// i/text j/text] z: 1
    ]
    b: field 85 "Username"
    i: field 98 form read join dns:// read dns://
    j: field 48 ":8080" return
    r: area rate 4 feel [engage: func [f a e][if a = 'time and value? 'z [
        if error? try [x: first wait p] [quit]
        r/text: rejoin [x "^/" r/text] show r
    ]]] return
    g: field "Type message here [ENTER]" [insert p value focus face]
    tabs 181 tab btn "Servers" [print read server-list]
]
```

If you want to run scripts like these between computers connected to the Internet by broadband routers, you'll likely need to learn how to "forward" ports from your router to the IP address of the machine running your server program. In most situations where a router connects a local home/business network to the Internet, only the router device has an IP address which is visible on the Internet. The computers themselves are all assigned IP addresses that are only accessible within the local area network. Port forwarding allows you to send data coming to the IP address of the router (the IP which is visible on the Internet), on a unique port, to a specific computer inside the local area network. A full discussion of port forwarding is beyond the scope of this tutorial, but it's easy to learn how to do - just type "port forwarding" into Google. You'll need to learn how to forward ports on your particular brand and model of router.

With any client-server configuration, only the server machine needs to have an exposed IP address or an open router/firewall port. The client machine can be located behind a router or firewall, without any forwarded incoming ports.

Another option that enables network applications to work through routers is "VPN" software. Applications such as hamachi, comodo, and OpenVPN allow you to connect two separate LAN networks across the Internet, and treat all the machines as if they are connected locally (connect to any computer in the VPN using a local IP address, such as 192.168.1.xxx). VPN software also typically adds a layer of security to the data sent back and forth between the connected machines. The down side of VPN software is that data transmission can be slower than direct connection using port forwarding (the data travels through a third party server).

### 9.2.3 Peer-to-Peer Instant Messenger

The following text message example contains line by documentation of various useful coding techniques. For instructions, see the help documentation included in the code.

```
REBOL [Title: "Peer-to-Peer Instant Messenger"]
; The following line sets a flag variable, used to mark whether or not
; the two machines have already connected. It helps to more gracefully
; handle connection and shutdown actions throughout the script:
connected: false
; The code below traps the close button (just a variation of the routine
; used in the earlier listview example). It assures that all open ports
; are closed, and sends a message to the remote machine that the
; connection has been terminated. Notice that the lines in the disconnect
; message are sent in reverse order. When they're received by the other
; machine, they're printed out one at a time, each line on top of the
; previous - so it appears correctly when viewed on the other side:
insert-event-func closedown: func [face event] [
    either event/type = 'close [
        if connected [
            insert port trim {
                        AND RECONNECT.
                        YOU MUST RESTART THE APPLICATION
                        TO CONTINUE WITH ANOTHER CHAT,
                    THE REMOTE PARTY HAS DISCONNECTED.
                        ********************************************************
            }
            close port
            if mode/text = "Server Mode" [close listen]
        ]
        quit
    ] [event]
]
view/new center-face gui: layout [
    across
    at 5x2 ; this code positions the following items in the GUI
    ; The text below appears as a menu option in the upper
    ; left hand corner of the GUI. When it's clicked, the
    ; text contained in the "display" area is saved to a
    ; user selected file:
        text bold "Save Chat" [
            filename: to-file request-file/title/file/save trim {
                Save file as:} "Save" %/c/chat.txt
        write filename display/text
    ]
    ; The text below is another menu option. It displays
    ; the user's IP address when clicked. It relies on a
    ; public web server to find the external address.
    ; The "parse" command is used to extract the IP address
    ; from the page. Parse is covered in a separate
```

```
text bold "Lookup IP" [
    parse read http://guitarz.org/ip.cgi [
        thru <title> copy my-ip to </title>
    ]
    parse my-ip [
        thru "Your IP Address is: " copy stripped-ip to end
    ]
    alert to-string rejoin [
        "External: " trim/all stripped-ip " "
        "Internal: " read join dns:// read dns://
    ]
]
; The text below is a third menu option. It displays
; the help text when clicked.
text bold "Help" [
    alert {
    Enter the IP address and port number in the fields
    provided. If you will listen for others to call you,
    use the rotary button to select "Server Mode" (you
    must have an exposed IP address and/or an open port
    to accept an incoming chat). Select "Client Mode" if
    you will connect to another's chat server (you can do
    that even if you're behind an unconfigured firewall,
    router, etc.). Click "Connect" to begin the chat.
    To test the application on one machine, open two
    instances of the chat application, leave the IP set
    to "localhost" on both. Set one instance to run as
    server, and the other as client, then click connect.
    You can edit the chat text directly in the display
    area, and you can save the text to a local file.
    }
]
return
; Below are the widgets used to enter connection info.
; Notice the labels assigned to each item. Later, the
; text contained in these widgets is referred to as
; <label>/text. Take a good look at the action block
; for the rotary button too. Whenever it's clicked,
; it either hides or shows the other widgets. When in
; server mode, no connection IP address is needed - the
; application just waits for a connection on the given
; port. Hiding the IP address field spares the user some
; confusion.
lab1: h3 "IP Address:" IP: field "localhost" }10
lab2: h3 "Port:" portspec: field "9083" 50
mode: rotary 120 "Client Mode" "Server Mode" [
    either value = "Client Mode" [
        show lab1 show IP
    ] [
        hide lab1 hide IP
    ]
]
```

; Below is the connect button, and the large action block
; that does most of the work. When the button is clicked,
; it's first hidden, so that the user isn't tempted to
; open the port again (that would cause an error). Then,
; a TCP/IP port is opened - the type (server/client) is
; determined using an "either" construct. If an error
; occurs in either of the port opening operations, the
; error is trapped and the user is alerted with a message -
; that's more graceful and informative than letting the

```
; program crash with an error. Notice that the IP
; address and port info are gathered from the fields above.
; If the server mode is selected (i.e., if the "mode" button
; above isn't displaying the text "Client Mode"), then the
; the TCP ports are opened in listening mode - waiting
; for a client to connect. If the client mode is selected,
; an attempt is made to open a direct connection to the IP
; address and port selected.
cnnct: button red "Connect" [
    hide cnnct
    either mode/text = "Client Mode" [
        if error? try [
            port: open/direct/lines/no-wait to-url rejoin [
                    "tcp://" IP/text ":" portspec/text]
        ][alert "Server is not responding." return]
    ] [
        if error? try [
                listen: open/direct/lines/no-wait to-url rejoin [
                    "tcp://:" portspec/text]
                wait listen
                port: first listen
        ][alert "Server is already running." return]
    ]
    ; After the ports have been opened, the text entry field
    ; is highlighted, and the connection flag is set to true.
    ; Focusing on the text entry field provides a nice visual
    ; cue to the user that the connection has been made, but
    ; it's not required.
    focus entry
    connected: true
    ; The forever loop below continuously waits for data to
    ; appear in the open network connection. Whenever data
    ; is inserted on the other side, it's copied and
    ; appended to the current text in the display area, and
    ; then the display area is updated to show the new text.
    forever [
        wait port
        foreach msg any [copy port []] [
                display/text: rejoin [
                    ">>> "msg newline display/text]
        ]
        show display
    ]
]
; Below are the display area and text entry fields. Notice
; the labels assigned to each. The "return"s just put each
; widget on a new line in the GUI (because the layout mode
; is set to "across" above).
return display: area "" 537x500
return entry: field 428 ; the numbers are pixel sizes
; The send button below does some more important work.
; First, it checks to see if the connection has been made
; (using the flag set above). If so, it inserts the text
; contained in the "entry" field above into the open TCP/IP
; port, to be picked up by the remote machine - if the
; connection has been made, the program on the other end
; is waiting to read any data inserted into that port.
; After sending the data across the network connection,
; the text is appended to the local current text display
; area, and the display is updated:
```

```
    button "Send Text" [
        if connected [
                insert port entry/text focus entry
        display/text: rejoin [
                    "<<< " entry/text newline display/text]
        show display
        ]
    ]
]
show gui do-events ; these are required because the "/new"
    ; refinement is used above.
```


### 9.2.4 Transferring Binary Files Through TCP Network Sockets:

These 2 scripts based on http://www.rebol.net/cookbook/recipes/0058.html, by Carl Sassenrath (edited and condensed here), demonstrate how to transfer binary files directly between any two networked computers (across a TCP socket connection), using ports. Sending binary files is different from sending text in that the length of the file must be transmitted before sending the file. That must be done so that the receiving code knows when the complete file has been transmitted. The sending script below appends the file length information, and the file name, to the data being sent. The receiving script searches for that information, then receives the specified amount of binary data and saves it to a file when complete:

```
REBOL [Title: "Server/Receiver"]
p: ":8000" ; port #
print "receiving"
data: copy wait client: first port: wait open/binary/no-wait join tcp:// p
info: load to-string copy/part data start: find data #""
remove/part data next start
while [info/2 > length? data] [append data copy client]
write/binary (to-file join "transferred-" (second split-path info/1)) data
insert client "done" wait client close client close port print "Done" halt
REBOL [Title: "Client/Sender"]
ip: "localhost" p: ":8000" ; IP address and port #
print "sending"
data: read/binary file: to-file request-file
server: open/binary/no-wait rejoin [tcp:// ip p]
insert data append remold [file length? data] #""
insert server data
wait server close server print "Done" halt
```

Here's a more compact example that demonstrates how to create and send an image from one computer to another:

```
; server/receiver - run first:
if error? try [port: first wait open/binary/no-wait tcp://:8] [quit]
mark: find file: copy wait port #""
length: to-integer to-string copy/part file mark
while [length > length? remove/part file next mark] [append file port]
view layout [image load file]
; client/sender - run after server (change IP address if using on 2 pcs):
```

```
save/png %image.png to-image layout [box blue "I traveled through ports!"]
```

port: open/binary/no-wait tcp://127.0.0.1:8 ; adjust this IP address
insert file: read/binary \%image.png join l: length? file \#""
insert port file

The following program is a walkie-talkie push-to-talk type of voice over IP application. It's extremely simple it just records sound from mic to .wav file, then transfers the wave file to another IP (where the same program is running), for playback. Sender and receiver open in separate processes, and both run in forever loops to enable continuous communication back and forth. As it stands, this is a MS Windows only application. The code which handles the sound recording is discussed in more detail in the section of this tutorial about DLLs:

```
REBOL [Title: "Intercom (VOIP Messenger)"]
write %wt-receiver.r {
    REBOL []
    print join "Receiving at " read join dns:// read dns://
    if error? try[c: first t: wait open/binary/no-wait tcp://:8000][quit]
    s: open sound://
    forever [
        d: copy wait c
        if error? try [i: load to-string copy/part d start: find d #""] [
                print "^lclient closed" close t close c close s wait 1 quit
        ]
        remove/part d next start
        while [i/2 > length? d] [append d copy c]
        write/binary (to-file join "t-" (second split-path i/1))
            decompress to-binary d
        insert s load %t-r.wav wait s
    ]
}
launch %wt-receiver.r
lib: load/library %winmm.dll
mciExecute: make routine! [c [string!] return: [logic!]] lib "mciExecute"
if (ip: ask "Connect to IP (none = localhost): ") = "" [ip: "localhost"]
if error? try [s: open/binary/no-wait rejoin [tcp:// ip ":8000"]] [quit]
mciExecute "open new type waveaudio alias buffer1 buffer 4"
forever [
    x: ask "^lPress [ENTER] to start sending sound (or 'q' to quit): "
    if find x "q" [close s free lib break]
    ; if (ask "^lPress [ENTER] to send sound ('q' to quit): ") = "q"[quit]
    mciExecute "record buffer1"
    ask "^l*** YOU ARE NOW RECORDING SOUND *** Press [ENTER] to send: "
    mciExecute join "save buffer1 " to-local-file %r.wav
    mciExecute "delete buffer1 from 0"
    data: compress to-string read/binary %r.wav
    insert data append remold [%r.wav length? data] #""
    insert s data
]
```

Here's a more compact version of the above application, with hands-free operation enabled (several obfuscated versions of this script can be found at the end of this tutorial - likely the most compact VOIP programs you'll find anywhere):

```
REBOL [title: "VOIP"] do [write %ireceive.r {REBOL []
if error? try [port: first wait open/binary/no-wait tcp://:8] [quit]
wait 0 speakers: open sound://
forever [
```

```
    if error? try [mark: find wav: copy wait port #""] [quit]
    i: to-integer to-string copy/part wav mark
    while [i > length? remove/part wav next mark] [append wav port]
    insert speakers load to-binary decompress wav
]} launch %ireceive.r
lib: load/library %winmm.dll
mci: make routine! [c [string!] return: [logic!]] lib "mciExecute"
if (ip: ask "Connect to IP (none = localhost): ") = "" [ip: "localhost"]
if error? try [port: open/binary/no-wait rejoin [tcp:// ip ":8"]] [quit]
mci "open new type waveaudio alias wav"
forever [
    mci "record wav" wait 2 mci "save wav r" mci "delete wav from 0"
    insert wav: compress to-string read/binary %r join l: length? wav #""
    if l > 4000 [insert port wav] ; squelch (don't send) if too quiet
]]
```

For more information on ports, see http://www.rebol.com/docs/core23/rebolcore-14.html, http://stackoverflow.com/questions/1291127/rebol-smallest-http-server-in-the-world-why-first-wait-listenport, and http://www.rebol.net/docs/async-ports.html.

### 9.3 Parse (REBOL's Answer to Regular Expressions)

The "parse" function is used to import and convert organized chunks of external data into the block format that REBOL recognizes natively. It also provides a means of dissecting, searching, comparing, extracting, and acting upon organized information within unformatted text data (similar to the pattern matching functionality implemented by regular expressions in other languages).

The basic format for parse is:

```
parse <data> <matching rules>
```

Parse has several modes of use. The simplest mode just splits up text at common delimiters and converts those pieces into a REBOL block. To do this, just specify "none" as the matching rule. Common delimiters are spaces, commas, tabs, semicolons, and newlines. Here are some examples:

```
text1: "apple orange pear"
parsed-block1: parse text1 none
text2: "apple,orange,pear"
parsed-block2: parse text2 none
text3: "apple orange pear"
parsed-block3: parse text3 none
text4: "apple;orange;pear"
parsed-block4: parse text4 none
text5: "apple,orange pear"
parsed-block5: parse text5 none
text6: {"apple","orange","pear"}
parsed-block6: parse text6 none
text7: {
apple
orange
pear
}
parsed-block7: parse text7 none
```

To split files based on some character other than the common delimiters, you can specify the delimiter as a
rule. Just put the delimiter in quotes:

```
text: "apple*orange*pear"
parsed-block: parse text "*"
text: "apple&orange&pear"
parsed-block: parse text "&"
text: "apple & orange&pear"
parsed-block: parse text "&"
```

You can also include mixed multiple characters to be used as delimiters:

```
text: "apple&orange*pear"
parsed-block: parse text "&*"
text: "apple&orange*pear"
parsed-block: parse text "*&" ; the order doesn't matter
```

Using the "splitting" mode of parse is a great way to get formatted tables of data into your REBOL programs. Splitting the text below by carriage returns, you run into a little problem:

```
text: { First Name
    Last Name
    Street Address
    City, State, Zip}
parsed-block: parse text "^/"
; ^/ is the REBOL symbol for a carriage return
```

Spaces are included in the parsing rule by default (parse automatically splits at all empty space), so you get a block of data that's more broken up than intended:

```
["First" "Name" "Last" "Name" "Street" "Address" "City,"
    "State," "Zip"]
```

You can use the "/all" refinement to eliminate spaces from the delimiter rule. The code below:

```
text: { First Name
    Last Name
    Street Address
    City, State, Zip}
```

parsed-block: parse/all text "^/"
converts the given text to the following block:

```
[" First Name" " Last Name" " Street Address"
    " City, State, Zip"]
```

Now you can trim the extra space from each of the strings:

```
foreach item parsed-block [trim item]
```

and you get the following parsed-block, as intended:

```
["First Name" "Last Name" "Street Address" "City, State, Zip"]
```

Parse is commonly used to convert spreadsheet data into REBOL blocks. In Excel, Open Office, and other spreadsheet programs, you can export all the columns of data in a worksheet by saving it as a CSV formatted ("comma separated value") .csv text file. People often put various bits of descriptive text, labels and column headers into spreadsheets to make them more readable:


The following code turns the exported CSV spreadsheet data into a nice useable REBOL block, with group heading data added to each line:

```
; Read and parse the CSV formatted file:
filename: %filename.csv
data: copy []
lines: read/lines filename
foreach line lines [
    append/only data parse/all line ","
]
; Add headers from sections of the spreadsheet to each line item:
info: copy ""
foreach line data [
    either find "Header" line/1 [
        info: line/1
        ][
        append line info
    ]
]
; Remove the unwanted descriptive header lines:
```

```
remove-each line data [find "Header" line/1/1]
remove-each line data [
    (line/3 = "TITLE") or (line/3 = "DESCRIPTION")
]
```


## Pattern Matching Mode:

You can use parse to check whether any specific data exists within a given block. To do that, specify the rule (matching pattern) as the item you're searching for. Here's an example:

```
parse ["apple"] ["apple"]
parse ["apple" "orange"] ["apple" "orange"]
```

Both lines above evaluate to true because they match exactly. IMPORTANT: By default, as soon as parse comes across something that doesn't match, the entire expression evaluates to false, EVEN if the given rule IS found one or more times in the data. For example, the following is false:

```
parse ["apple" "orange"] ["apple"]
```

But that's just default behavior. You can control how parse responds to items that don't match. Adding the words below to a rule will return true if the given rule matches the data in the specified way:

1. "any" - the rule matches the data zero or more times
2. "some" - the rule matches the data one or more times
3. "opt" - the rule matches the data zero or one time
4. "one" - the rule matches the data exactly one time
5. an integer - the rule matches the data the given number of times
6. two integers - the rule matches the data a number of times included in the range between the two integers

The following examples are all true:

```
parse ["apple" "orange"] [any string!]
parse ["apple" "orange"] [some string!]
parse ["apple" "orange"] [1 2 string!]
```

You can create rules that include multiple match options - just separate the choices by a "|" character and enclose them in brackets. The following is true:

```
parse ["apple" "orange"] [any [string! | url! | number!]]
```

You can trigger actions to occur whenever a rule is matched. Just enclose the action(s) in parentheses:

```
parse ["apple" "orange"] [any [string!
    (alert "The block contains a string.") | url! | number!]]
```

You can skip through data, ignoring chunks until you get to, or past a given condition. The word "to" ignores data UNTIL the condition is found. The word "thru" ignores data until JUST PAST the condition is found. The following is true:

```
parse [234.1 $50 http://rebol.com "apple"] [thru string!]
```

The real value of pattern matching is that you can search for and extract data from unformatted text, in an organized way. The word "copy" is used to assign a variable to matched data. For example, the following code downloads the raw HTML from the REBOL homepage, ignores everything except what's between the HTML title tags, and displays that text:

```
parse read http://rebol.com [
    thru <title> copy parsed-text to </title> (alert parsed-text)
]
```

The following code extends the example above to provide the useful feature of displaying the external ip address of the local computer. It reads http://guitarz.org/ip.cgi, parses out the title text, and then parses that text again to return only the IP number. The local network address is also displayed, using the built in dns protocol in REBOL:

```
parse read http://guitarz.org/ip.cgi [
    thru <title> copy my-ip to </title>
]
parse my-ip [
    thru "Your IP Address is: " copy stripped-ip to end
]
alert to-string rejoin [
    "External: " trim/all stripped-ip " "
    "Internal: " read join dns:// read dns://
]
```

Here's a useful example that removes all comments from a given REBOL script (any part of a line that begins with a semicolon ";"):

```
code: read to-file request-file
parse/all code [any [
    to #";" begin: thru newline ending: (
        remove/part begin ((index? ending) - (index? begin))) :begin
    ]
]
editor code
```

For more about parse, see the following links:
http://www.codeconscious.com/rebol/parse-tutorial.html
http://www.rebol.com/docs/core23/rebolcore-15.html
http://en.wikibooks.org/wiki/REBOL Programming/Language Features/Parse
http://www.rebolforces.com/zine/rzine-1-06.html\#sect4.

### 9.4 2D Drawing, Graphics, and Animation

With REBOL's "view layout" ("VID") dialect you can easily build graphic user interfaces that include buttons, fields, text lists, images and other GUI widgets, but it's not meant to handle general purpose graphics or animation. For that purpose, REBOL includes a built-in "draw" dialect. Various drawing functions allow you to make lines, boxes, circles, arrows, and virtually any other shape. Fill patterns, color gradients, and effects of all sorts can be easily applied to drawings.

Implementing draw functions typically involves creating a 'view layout' GUI, with a box widget that's used as the viewing screen. "Effect" and "draw" functions are then added to the box definition, and a block is
passed to the draw function which contains more functions that actually perform the drawing of various shapes and other graphic elements in the box. Each draw function takes an appropriate set of arguments for the type of shape created (coordinate values, size value, etc.). Here's a basic example of the draw format:

```
view layout [box 400x400 effect [draw [line 10x39 322x211]]]
; "line" is a draw function
```

Here's the exact same example indented and broken apart onto several lines:

```
view layout [
    box 400x400 effect [
        draw [
                line 10x39 322x211
        ]
    ]
]
```

Any number of shape elements (functions) can be included in the draw block:

```
view layout [
    box 400x400 black effect [
        draw [
            line 0x400 400x50
            circle 250x250 100
            box 100x20 300x380
            curve 50x50 300x50 50x300 300x300
            spline closed 3 20x20 200x70 150x200
            polygon 20x20 200x70 150x200 50x300
        ]
    ]
]
```

Color can be added to graphics using the "pen" function. Shapes can be filled with color, with images, and with other graphic elements using the "fill-pen" function. The thickness of drawn lines is set with the "linewidth" function:

```
view layout [
    box 400x400 black effect [
        draw [
            pen red
            line 0x400 400x50
            pen white
            box 100x20 300\times380
            fill-pen green
            circle 250x250 100
            pen blue
            fill-pen orange
            line-width 5
            spline closed 3 20x20 200x70 150x200
            polygon 20x20 200x70 150x200 50x300
        ]
    ]
]
```

Gradients and other effects can be easily applied to the elements:

```
view layout [
    box 400x220 effect [
        draw [
                fill-pen 200.100.90
                polygon 20x40 200x20 380x40 200x80
                fill-pen 200.130.110
                polygon 20x40 200x80 200x200 20x100
                fill-pen 100.80.50
                polygon 200x80 380x40 380x100 200x200
        ]
        gradmul 180.180.210 60.60.90
    ]
]
```

Drawn shapes are automatically anti-aliased (lines are smoothed), but that default feature can be disabled:

```
view layout [
    box 400x400 black effect [
        draw [
            ; with default smoothing:
            circle 150x150 100
            ; without smoothing:
            anti-alias off
            circle 250x250 100
        ]
    ]
]
```


### 9.4.1 Animation

Animations can be created with draw by changing the coordinates of image elements. The fundamental process is as follows:

1. Assign a word label to the box in which the drawing takes place (the word "scrn" is used in the following examples).
2. Create a new draw block in which the characteristics of the graphic elements (position, size, etc.) are changed.
3. Assign the new block to "\{yourlabel\}/effect/draw" (i.e., "scrn/label/draw: [changed draw block]" in this case).
4. Display the changes with a "show \{yourlabel\}" function (i.e., "show scrn" in this case).

Here's a basic example that moves a circle to a new position when the button is pressed:

```
view layout [
    scrn: box 400x400 black effect [draw [circle 200x200 20]]
    btn "Move" [
        scrn/effect/draw: [circle 200x300 20] ; replace the block above
        show scrn
    ]
]
```

Variables can be assigned to positions, sizes, and/or other characteristics of draw elements, and loops can be used to create smooth animations by adjusting those elements incrementally:

```
pos: 200x50
view layout [
    scrn: box 400x400 black effect [draw [circle pos 20]]
    btn "Move Smoothly" [
        loop 50 [
```

```
        ; increment the " y" value of the coordinate:
        pos/y: pos/y + 1
        scrn/effect/draw: copy [circle pos 20]
        show scrn
        ]
    ]
]
```

Animation coordinates (and other draw properties) can also be stored in blocks:

```
pos: 200x200
coords: [70x346 368x99 143x45 80x125 237x298 200x200]
view layout [
    scrn: box 400x400 black effect [draw [circle pos 20]]
    btn "Jump Around" [
        foreach coord coords [
            scrn/effect/draw: copy [circle coord 20]
            show scrn
            wait 1
        ]
    ]
]
```

Other data sources can also serve to control movement. In the next example, user data input moves the circle around the screen. Notice the use of the "feel" function to update the screen every 10th of a second ("rate 0:0:0.1"). Since feel is used to watch, wait for, and respond to window events, you'll likely need it in many situations where animation is used, such as in games:

```
pos: 200x200
view layout [
    scrn: box 400x400 black rate 0:0:0.1 feel [
        engage: func [face action event] [
            if action = 'time [
                scrn/effect/draw: copy []
                append scrn/effect/draw [circle pos 20]
                show scrn
            ]
        ]
    ] effect [ draw [] ]
    across
    btn "Up" [pos/y: pos/y - 10]
    btn "Down" [pos/y: pos/y + 10]
    btn "Right" [pos/x: pos/x + 10]
    btn "Left" [pos/x: pos/x - 10]
]
```

Here's a very simple paint program that also uses the feel function. Whenever a mouse-down action is detected, the coordinate of the mouse event ("event/offset") is added to the draw block (i.e., a new dot is added to the screen wherever the mouse is clicked), and then the block is shown:

```
view layout [
    scrn: box black 400x400 feel [
        engage: func [face action event] [
            if find [down over] action [
                append scrn/effect/draw event/offset
                show scrn
            ]
            if action = 'up [append scrn/effect/draw 'line]
        ]
```

A useful feature of draw is the ability to easily scale and distort images simply by indicating 4 coordinate points. The image will be altered to fit into the space marked by those four points:

```
view layout [
    box 400x400 black effect [
        draw [
            image logo.gif 10x10 350x200 250x300 50x300
            ; "logo.gif" is built into the REBOL interpreter
        ]
    ]
]
```

Here's an example that incorporates the image scaling technique above with some animation. IMPORTANT: In the following example, the coordinate position calculations occur inside the draw block. Whenever such evaluations occur inside a draw block (i.e., when values are added or subtracted to a variable coordinate position, size, etc.), a "reduce" or "compose" function must be used to evaluate those values. Notice the tick mark (') next to the "image" function. Function words inside a reduced block need to be marked with that symbol to evaluate correctly:

```
pos: 300\times300
view layout [
    scrn: box pos black effect [
        draw [image logo.gif 0x0 300x0 300x300 0x300]
    ]
    btn "Animate" [
        for point 1 140 1 [
            scrn/effect/draw: copy reduce [
                'image logo.gif
                (pos - 300x300)
                (1x1 + (as-pair 300 point))
                (pos - (as-pair 1 point))
                (pos - 300x0)
            ]
            show scrn
            ]
            for point 1 300 1 [
                scrn/effect/draw: copy reduce [
                    'image logo.gif
                    (1x1 + (as-pair 1 point))
                    (pos - 0x300)
                (pos - 0x0)
                (pos - (as-pair point 1))
                ]
            show scrn
        ]
        ; no "reduce" is required below, because no calculations
        ; occur in the draw block - they're just static coords:
        scrn/effect/draw: copy [
                image logo.gif 0x0 300x0 300x300 0x300
            ]
        show scrn
    ]
]
```

Here's another example of a draw block which contains evaluated calculations, and therefore requires "reduce"d evaluation:

```
view layout [
    scrn: box 400x400 black effect [draw [line 0x0 400x400]]
    btn "Spin" [
        startpoint: 0x0
        endpoint: 400\times400
        loop 400 [
            scrn/effect/draw: copy reduce [
                'line
                startpoint: startpoint + 0x1
                endpoint: endpoint - 0x1
            ]
            show scrn
        ]
    ]
]
```

The useful little paint program at http://rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=paintplus.r consists of only 238 lines of code. Take a look at it to see how efficient REBOL's draw code is:

```
url: http://rebol.org/cgi-bin/cgiwrap/rebol/download-a-script.r?
script: "script-name=paintplus.r"
do rejoin [url script]
paint none []
```

For more information about built-in shapes, functions, and capabilities of draw, see http://www.rebol.com/docs/draw-ref.html, http://www.rebol.com/docs/draw.html, http://translate.google.com/translate? hl=en\&sl=fr\&u=http://www.rebolfrance.info/org/articles/login11/login11.htm (translated by Google), http://www.rebolforces.com/zine/rzine-1-05.html, http://www.rebolforces.com/zine/rzine-1-06.html (updated code for these two tutorials is available at http://mail.rebol.net/maillist/msgs/39100.html). A nice, short tutorial demonstrating how to build multi-player, networked games with draw graphics is available at RebolFrance (translated by Google). Also be sure to see http://www.nwlink.com/~ecotope1/reb/easy-draw.r (a clickable rebsite version is available in the REBOL Desktop -> Docs -> Easy Draw).

### 9.5 Using Animated GIF Images

Another easy way to work with animations in REBOL is with the "anim" style in GUls. Anim takes a series of still image frames, and plays them in order as an animation with a given rate. The basic format is:

```
view layout [
    speed: 10
    anim rate (speed) [%image1.gif %image2.gif etc...]
]
```

The following script will convert an animated .gif into a folder filled with individual frame images:

```
REBOL []
gif-anim: load to-file request-file
make-dir %./frames/
count: 1
for count 1 length? gif-anim 1 [
    save/png rejoin [
        %./frames/ "your_file_name-" count ".png"
    ] pick gif-anim count
]
```

This next script will convert a directory of images (such as above, or any other series of images) into an embeddable block of REBOL code. It looks for all the images named [\%your_file_name-1.* your_file_name-2.* etc...]:

```
REBOL []
system/options/binary-base: 64
file-list: read %./frames/
anim-frames-block: copy []
foreach file file-list [
    ; Unique portion of file names for your image frames go here.
    ; Leave out this check if you instead want to convert all
    ; files in the directory:
    if find to-string file "your_file_name-" [
        print file
        uncompressed: read/binary file
        compressed: compress to-string uncompressed
        append anim-frames-block compressed
    ]
]
editor anim-frames-block
```

Here's some sample output:
anim-frames-block: [64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zCHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4 d814blpycrJG8KqYk5uWnp5ukHxqjufmZWdnWxS/OsPJcODoPLtKprUcW9TPLXJT V7LdFZIZuMx/Ll/rrJCkC3NZ1ztd6SpVCG+L363EsXpCTvhmtovzVCWurr7R6jG7 rzZarKFpd8XTS77Z1/Xu7Qn+vunr6+/v725rqv6nm/Oj4Or2Ll7jvDUOa8+e6FX3 3uYjbPz0fN/RKjbeWcU+Z5do2qfN2lWaelnXfbveKwkz7ytLqu0qBK6Xed1cyfh TC58xeujhyuF422FXxQeOPybbR1nzbbP18+khtXvu/H95Ns7Gzdv5ZtfaVX64fjZ crf/d6xPvV7XmJ7PZ1/x/ueXm/nXrOfVZKyZ+DL8nt85zhWzqu8LPosvPyYZEdW8 QrJjvjdj3TOFJuXQFVEVEl0iC9L49pVJJvZcnR7XLn/w+ux64XUpizrvbF0R1PFx 4QvB3s290xLylB9tW9Cj9+vEol5NLk+5ia7vLB74GvxbETxZRklSqI+HyWNpR7ri VbkJtreOp05nF10/EeGW9C01/RqjmVrF317PZxnfPStv12qxsjBYAwBolvDW2AQA $\mathrm{A} A==$
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4 d814blpycrJG8KqYk5uWnp5ukHxqjufmZWdnW6hqBUwQfnxuvkPltxaJLSsuLOTt ZWPdIPzSaal3vZUth6nWhZUsq7NsrUqzQ9f47K17qyWmdW1T2txFsreLdW/Pydu6 rXe2mHrsYuf3j86uLn95Z1/Qf6ZnWeUGD2e38V/3WVOh9viYkfzh3Fvmb1Iap+oq P70UKH64ocH2tsisGfkvTy7nXi6nG/n11dGZzLv3RQt8On3c19zY7e8stbyDCxtf h0rLZBZuKjyYFrv6jsLdZ8xr991Gi3wueRLuGN6+zqSq7MW1700y/hHle4o/PhP8 5Xt+397f3z88Pj3ff/++v79/vGdnYbAGAJfEqNM/BAAA
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blri2cIVNC+GU2Hp6elcEX0tnsbLfPpNs++9mTE57fRcyepfJZxfFgUsdNWU s5118ihoma+8XatU6cOQVaHCca6zQh+GrYvlrWOVnvbgxrzUo/POzrz2JmpuLuu+ VuntT+9ML316T3VWuf79HXX/t/GuKTJIPBj5UW7bzB0fko75frwVGzP1ffIRa934 tpiQp8809Zq3q84pL3qwq593uZ621dus61NCJ097K/714b713tf1bAv03jfNmv/v 264 t 3 wu 2 Hn 0 r 9973 y 6uiy2aql235hJeef 35 hovexONmK8jc3rzapXLeL03r+6cXl 1fHn9+39/f3D49Pz/ffv+/v7x+fx98/v3////1NWFgZrALxatNdHBAAA
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf 4 zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blpycrJG8KqYk5uWnp5ukHxKZMWCZWdnSuW+urOSId11nkP+rx6JLS8C210n y6XO2PLyUovvXDtTCdNXV5pCl8YtnRn68tq6qOVNX6tKdW4uT+ud5sv9RTt6Xt79 Vz3a4Stu7Cq7+OitZ/i7i3tza5n4tCo+3JzWdniTz5oI1cfHNOVXt2pWqp87VaPv LZf1413C3s7pdmKys0rSL88PZGbbe+vzva1rY3+/PV32+sCubRtnnd0rkJdwj/0h 0wyemh2p644UC7fl7H778NGh3vO6fKbGX1/f2Jx9/9ze3d/fPzjczSvvv2/Pz88v

Lq+Oj7dTYLAGANdbpyswBAAA
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blpycrJG8KqYk5uWnp5ukHxqjufmZWdnWxS/unNy8/Lz8x2auWR/BTVeXOwi Khe7y2S147KAiVamXApZV5b4rnWSXbVVO3RB3OF/PN7X1G9usjnfdXdl2dpz2/IK D339VZZ3fVfZ2kdnd5uqx++t+/9tqvaMlWfXh3IrT7sZ/jHxaHim0zWtSqOnM6a9 FDtbU26cfkDPvrlNc1dm6kVTb22Lv5alaYfm5C+qu30rNPfa+tzj13Ijv+XemZzI zv9n+oq7Kye6f9+js2Fz5IFZx4PK+MR+JSy/sTn7/rm9u7+/f3C4m/m7pACDNQAX yZ/iJgQAAA==
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4 oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blpycrJG8KqYk5uWendyiezhkdy8zHems fm905LG6m7zHGqjWKRCMo7MY+h4 Z / IrYGXwMp65dq2rAl 6FrGJbG3fUKuB12DrPvVqs2gFvwlelHZ/ku3qadvSilMP7 9kqW653fWvay6ezq67rxS6r/P1qjPWPDg4Nu/N+/rvyh9/iYt7zzNs0So6enpi2M cuuRNLp3qJH/d6hN1EnY+eXS0916w0qzLq+PPP7s98yy3N2Fp5+dvTtVN781qf77 u5XTi3wfHpYVj51TnX3xfsHkeDe98qrS11catc/PK7D+/u74fnNpHv19e35+fnF5 dfz5fXt/f//w+PR8//37/v5mYGJisAYARqapGj4EAAA=
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4 d8loBjYyMaj5ToqJNHjqOV0zsq/ 156RnnjPlcq9t6Zy8+Nx8w+okFq8vywK6XDvl ZGdNeR7Uyb9oUY7X55dH2 INX7trCZbr62oIYSa+vv65mRDRHs05rrRR7GLU09+K+ v5LmD++sKuW/d3R2+YO4fbUn//G+MV+bsKpF9JzvnSKDx/vbhJ3DTkbo3j5coB2v F72z4MzWubrBbLJWL25fWuZv7/d6y4q0bdMNj6udub7mzYnGuVV+v6qK8k/sl/We $17 \mathrm{Nb} /+0 j y v 5 y t X 0 y F q / 2 L n R d f W 3 P 79 e f 515 b 73 / 9 n F R G S V P J 00 c 2 f X w S f 9685 y 1 d$ 7B9ft/fu53ei/f3/5xnVtie8f33//P79wEKATeNBA4tYxoNGDrUVD5p4zF48aBZw 00h0ZGRksAYAd264018EAAA=
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blpycrJG8KqYk5tUvVi5YialeG5edqbPtPjSnpWBy/OYDCvDvvwsXh7Q6TL5 kI1UYGbQMv65Wq2nAl 6FrApd++vIrA8HmRc4smbxni59cH294d46Vu2tOQc3OzDO cc2+ujZiZ9zjc6mvr+hFNGV+/rT31bUX9xuTTybFWllsTFzXI5uv6xO2yXe3m669 nrfIxrAzDaLqx9bc2Jx8aVZ90bWcWYZXr6xj39+W++NT4K1VuZ9LeqPfpM2cWHj8 ytmQHx/u79b9zSf3e9un5iOth/QkYnd9fHVy/ fSydbW15e8PBbYHLreJ+10yv1d1 cX5tVe2Li+94t/X7y9b9Wf5y4mx3u5919d/Orr1+s8jyovr9ZFYpjol1XGYvHjQL uGk8bBEJy3jYKpG24mGbTNmLh+0KbRqPOoTYWBisAbfrxM90BAAA
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blpycrJG8KqYk5uWnp5ukHxqjufmZWdnWxRHhRwI fu46z6Hx1xSJLSsuLOTt 1XLdFfDy0mIfTqu5t4xfOayKWMt04NRVretrAvc3yWqVrTm/InqlUuusba9Ct6aL ctQ4mL+9syt3+jHWgO+Nd/fVPXxm88p8Q8y+Gl7/q5Il667sZjp7S0drqm7UHP/T UrJ7LNc/2zFFOXudlNWyG9uzvs6yO1NgEj2 9V3RXH2/1tzfTthVv91t52+zdvcXZ zPZ/rb990KfvLF+vu+d50Xaju3b3bSutnj+fsTx4/sra6pK3N9fed2Op/2uR/OZ5 +/pQf7GKiJ37tlb905I3LVw7s//St1W7NgW8f/11+41qZr60+MxvjuH3m3jMXjxo FnDTeNgiEpbxsFUibUViGyMjgzUAhlm/D2kEAAA=
\} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys 4 d814blpycrJGcFnIAgdVr2kGybtEJDernZmpnfsqp9p48bn5tvr/ZKSuPApY4Koo Fzvry8OgZb6Sdq1Sog9DZjJlh/l6mLz2ZeDfU3c3SuClwzQm+RWsC6bqOC7JOrwo Vnv72uht1gfbeK0n6MWtKW/8pbrj2/uI7QU/F9Vmf14XMbfnolxpjWlR3GGbyXZb a3ZufLY619b5H8+vnNRL8z7K6ciWbnG80B7Y3SZrrZF7bVN+ee6q6uKr9/ZFM8/X qfnx7s6xYPGrs+7oPXrWzex83qes 6svaa+v/n90rtUp9fX9ve7j/ux8fP3x61rjY vLZ6b+iNdzsPre/915a86itjv21cXGXk5p+Wx+fVM3K9CK15v7MtwZ1L74RCAp+b xsMWkbCMh60SaSsetsmUvXjYrtCm8ahDZVrGo06NPFEBBmsAOJHArHoEAAA= \} 64\#\{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4a8uKBYvd+6Wd i/54bFp8YjKf9yqTzk2ph6ZqxZ4S4dj87Mw00+J7IjM3Pz/Xa1v674jElecXJrom yq3NKFbwWC4/PSiE68FB5llMay/1aJkuClobLhqyV2pa9vUp8SeZBLjL1t7czDM7 S9ViukrMlpCNYj2V5YlB03x/7/uzu3RpQqsjL5tdjYFhyIF8yfehWT82Rmz3VxXf 9rvi0+VJs8zdv8lsLYo/NK2b699pqS93r20wLu/lrTbNvbYt3/rcWmv9x5f2prb7 1VZbvHxwrPO1n94u8+IzB/XV+/VsTEpfX15pn+9Xbf316b2J1cHP+6psKhc/43zk d99Cs/qrXW17eW3N17Jfp1aff17zb2/Rjz8/v8uWMf1aGt/IobbiQROP2YsHzQJu

```
Gg9bRMIyHrZKpK142CZT9uJhu0KbxqMO1Wk7EhOYrAGyBMCKdgQAAA==
} 64#{
eJxz93SzsEwMZwhn+M4AAg1g3ACmGsCsBjDnPxj/B1P/waz/YM4oGAXDBij+ZAHT
OiAClCfYOf4zMHLIeGxYcLCZQ1gr5sSGhYfbBZS95nhsXHSOW8I4686JjYuP9ys4
d814blpycrJG8KqYk5uWnp5ukHxqjufmZb79XEWvrlROfnRuvn21F4tXSOOFNptu
JttVBisuzfURtJsrdfXBleWhnHFLZ5VqX18V18lnImW6JmwT/yamD1ofHG9tZbi0
TLV6ytrbOwqeHkrNCtePaiypntX7u+z9rTml70IxWiZrbhy2kbbm45IsTDrevTDu
GM/PgptrkzWj360qefhi9nLH+b09VUa3Z62zPN+zNkLt7fVt+eK21tHf8w40Jv7S
Oxv148Pxg73y1898t4h4Pnvh9rh5c9S+XjZbH/5+757K7y/22bc716+Lzn168ln4
db/1917kfwvbOH+6/zzLD8ez7p/X9/u1/d+fiEq2+Joe3owHjRxqKx408Zi9eNAs
4KbxsEUkLONhq0SaqACDNQAYMLy/ZgQAAA==
}]
```

And here's an example of how to write the files in that block back to the hard drive and display them in a GUI:

```
; Write files:
count: 1
make-dir %./frames/
for count 1 length? anim-frames-block 1 [
        write/binary rejoin [
            %./frames/ "frame-" count ".gif"
        ] to-binary decompress pick anim-frames-block count
]
; Create file list, with frames in numerical order:
file-list: read %./frames/
animation-frames: copy []
for count 1 length? file-list 1 [
    append animation-frames rejoin [
        %./frames/ "frame-" count ".gif"
    ]
]
; Display that file list as an animation:
view layout [
    anim: anim rate 10 frames animation-frames
]
```

Here's an example that combines the above animated GIF files with normal GUI animation:

```
view center-face layout [
    size 625x415
    backcolor black
    anim: anim rate 10 frames load animation-frames
    btn "Run Animation" [
        for counter 0 31 1 [
            anim/offset: anim/offset + (as-pair counter 0)
            show anim wait . }0
        ]
        for counter 0 24 1 [
            anim/offset: anim/offset + (as-pair 0 counter)
            show anim wait . }0
        ]
        for counter 0 31 1 [
            anim/offset: anim/offset + (as-pair (negate counter) 0)
            show anim wait . }0
        ]
        for counter 0 24 1 [
            anim/offset: anim/offset + (as-pair 0 (negate counter))
```


### 9.6 3D Graphics with r3D

The "r3D" modeling engine by Andrew Hoadley is built entirely from native REBOL 2D draw functions. It demonstrates the significantly powerful potential of draw. The examples below show some of what you can accomplish with r3D:
do http://www.rebol.net/demos/BF02D682713522AA/i-rebot.r do http://www.rebol.net/demos/BF02D682713522AA/histogram.r do http://www.rebol.net/demos/BF02D682713522AA/objective.r

The r3D engine is small. Here's the entire module in compressed, embeddable format (this is all just standard REBOL code compressed into a more compact format). To enable 3D graphics in your REBOL programs, just include this text in your code (paste it, or "do" it from a file). If you'd like to read and learn from the pure REBOL code that makes up this module, see the examples above (the r3D module is included in those examples as regular text code):
do to-string decompress 64\#\{
eJzdPGtT28iWn+Nf0cOXsTMYkGXznL1bBMzEtQSnjPMAipqSpTboRpa8kmwwv37P Od0tdethOzNTu1VLJUTqPu9xP5VR/8Pwmj002NhPA37KdmL7cqfBzhfpcxTD63no xfyFfYwcL+Ar6PnK48SPwlNm7R3sHTQeG43GGbuI5qvYf3pOWdNtsc7BweEuMzER 6jOPZ36C2MxP2DOP+WTFnmInTLm3y6Yx5yyaMvfZiZ/4Lksj50QrNgd+gBBNUscP /fCJOcwFbgiZPgOZJJqmL07MGTBwQo85SRK5vgMkmRe5ixkPUydFllM/4Alrps+c 7dxKpJ0W8fG4EzA/ZNinutiLDyZYpCzmSRr7LtLYBR5+6AYLDwVRAIE/8yUPJEB2 SJDsIgE1UNhdNos8f4r/ctJtvpgEfvK8yzwfiU8WKTQm2OjyELCELvtRzBIeBEjD B91J5VzCXdIX+MzRrqm0FHF+eY5mpjZgqekiDoEpJxwvAsshH+D6b+6m2IYIOygI ohdUz41Cz0etklN03hg6nUm05KSRcHYYpSCwEAN9Mc8dLLuSZwfkn3BpNuANZnY0 1WIUIEkhBnzwAfCZRzExLWq7R0J87LPb4dX42/mozwa37PNo+HVw2b+EOL2F951d 9m0w/jj8MmYAMTq/Gd+x4RU7v7lj/zW4udxl/e+fR/3bWzYcscGnz9eDPrQNbi6u v1wObv5gHwAPmNwMx+x68GkwBrrjIfGU1Ab9W6T3qT+6+Aiv5x8G14Px3S67Goxv kOwVOD1nn89H48HFl+vzEfv8ZfR5eNsHCS4F5ZvBzdUIePU/9W/Ge8Ab2lj/K7yw $24 / n 19 f E 7 f w L 6 D A i K S+G n+9 G g z 8+j t n H 4 f V 1 H x o / 9 E G 48 w / X f c E N V L u 4 P h 982 m W X$ 55/O/wABgQ90DIHQiCCljN8+9qkJWJ7Dn4vxYHiDylwMb8YjeN0FXUfjDPXb4LYP OTwa3KJlrkZD4IB2BQw03g0m/fDmpi/ooNVN5wAQvn+57efSXPbPr4HaLcqgA+9R DWn/1R+qP1BDwpSCJra99syBrHrdi1mbiUeK0SXEOQRc4E9iJ141zpCrG30oFZCH 0ynUoxDyYDWXqQaFKZ1G8YxSO2k0kLDvAYYfrk5ZA2qm9gPVkB3kf40+bNP7S506 QGWnAsByi2Jgqs 9BG38JJXu6CF0mpNm5EOo4TINQJsB6BT1LB6sAZvg88kFhjy1C H0w3jWXNcB2oUs4OEfTYg8ddf+YEvzyyHQ/LCIJg2XJCyG9ZNYo021Bfw19TqF4p 86m2vPE4Yr/8stN4NO1GLzH3FkDsQTeSVL/WkOq9115rAZDKPmiH/z7SIIZmJZcH YMAao6p+LHDCqMJK3w0rZVSgXZjWCSIwDRoKAvHVTwTWXQ3WXQlrpWHd12Ddl7De JJa0eJWRv5eto ${ }^{\text {rvvgg13vz5IH1WUJq4T1JmS+tYYUfRHYmyCaYLDpg51L2Tm960M }}$ uo7C3VbG3ZZCjaG/F2xTMtqdBlBp0ftNMW6YO45gFsK/GwY3jKoEhKrnB06CwiYK 5QCegGKc1ElwiIYWN0ogsYMFTwgLmpG4eGDfqQ1ARKt4gNZSqCmRdfG155JqG116 brYF51aNKTLRZJuOW4tQJ1CFPe8Me94V7fk3DXqXGfROM+hdZtA706Cyu6R811Kp rdLMbCtCS0PftUqOuFtjyWqrmmVVGPLeMKSeaf+AHe8zO95rdrzP7HhfZcd7Xe/7 lqmJoW0OnZEuab7RPEU3bIWgno3IhDLE254 fc1qVGHa9hAka/jxMgsj9gVXsK816 bIbTAViD4CCdoWIlmwY4lxf1bzFnBewvczVtmjkrMZGnZVlOgr+6fA6rDyeGeT0P cLAHIQS9fSAD0/pXrI9sRb/f8LeqRPRySlO2EGdasCjiiE2dr1Wd+ObGUZLM4wh8 maLInkRYbYWAFhICNczZh2jdtzJS41EIKZ+LgSFxOjlOR8PprMOxcxxbw7GrcbSY 2Fi85BwR4hQd1BYDmBEloulPBWL6/IwWaDZ5dMZTmEgyXEHa4HNYTePqDlwqgkIk oCLzZxr9GUTRjz+dNKdmxJX+OyD0QEHXP2aBLFx5u5jALAccV8WmqMg/FVUQUiD0 /1ZUFbTYt346xooUOj8dcUUK9t+Nv1n3ddY1om5m5WEx61QGQMyTRZDmMy180xUb Pg8CEFZk3HGf2YPDJsxl3iORzYR15nMOQ4TAzJ1gjnQOew8C7Fst9htrTsRLj15c 8XJCL54Es1s5biWhjk7oUCdkHRiUuq1qArZO4MggYBkEejUEujqBY4NAxyBwqBF4 NJR61EyuBhrw4dI2fZi7cLnGg9lcM+WzOTSZPiz6tc6xZb9Kcuscu9T8upSucemZ rOzV66/mIGKNYu2/sCRiLzgVCXDAW8LiP5+WpPwZFoGghj+HXrE6wDKFVag5dRKo m9LUfrhsv5wqkZti6SkVAcc1asNWwVggPRHZDNrZHtReAwoyqglTuojDqqhoo3Hs rIzYWPIYN/2SQvGfddcFCiLx120yXkBqXDYlfSYriiCxH3Vfl7Qj9dxoBlWQt4vV i9aqUP1TY6hk1ALzKBiNAg5+ZxbrvnYleHVtE1PUWbcdcJi9wa+n9Pk/NQYqEn3a

AoWxF8ffMGI8BAiKfpIb58RqQ0rnB2iSOPsPdqAniVJY28kyY98PfdyIxSGO9rKF RWnniHaH/RgURDFWar+c5C25LtcFBrOiNjBIRjAnF2QyXRxJuKyCVaWCLDOG9BAp jEIIFrTn6I5MbhVMRN1nnYyDPn6c5TmNiJAPSz9aJIrfRDSH/BWkDTieLmiSCQNk gx+b++4PPW4EY01Kyo7lpz7VaH+nMhq3GD7PWIYOcVoIykxalS0zqDOz/R78PcFn SBqoJrP9Q3w5wF+Avo+tR/iCsBYCY+sxviCwdZitUaC0wMzxp+QGf4GfIFmxLGGV 97imS/SDjoywID9Fe3t75SWjQEcPizg9Vi6S01TsNhXGyopS56NA8YcUey+UXQd0 ICltINLdgN+r67fW45+w7fjbG/A38d+Ev0k/+7HstkpnZUGQO6zRbJIL94UsYp4l WrrUcqS19KjluNVi7QyvU8KzS3iHCq9RQOtpQEclNKmfyc8qIR6XEE/K/OwaNF1w 6Q+TX7dGUAOxkyGWXJUROiwROqkjdGRI0CshSsNUyH5UJYIhhuDQKfnLLvmrW2H3 Tik+7FJ8IF6jgGeVDG+XDNGtiCurZHe7bAeTYbcGsVO2s8nRrpGOUzazybFXQpSC VWDaBsvDEuZJnaw2sazI9LxAJxyPl7WkZzUlWmh6XFNWZN6rwKkG6mxBoq5uyiCv 6bXX4lpb8K2tt1vwXY+7XqNehXfKPmm6kTjxSFrFoiyn3PlYXVOlrW4pDa1eKQ9h WVqRUN1S5huohxlqsVZbdimlrIqiVOBqlXGPy7gnFVztWsxuOa0KXLu1EnfLmUW4 m+q2Va5XlbR6FaXbqqhZlUr0N1ZvaRSr7DG9ZEhZDqpkMUqLgitFk2UUuJM61JOy cyyD6VFZXmWAssAnBtOjsnDKyOVR6MQMOqsMZ9cJfGAOV1ZZ414JVelgWvikXuKy w0Diqmru4d7wzA/hmfrg/ZQ1Zf1RdUGMGHmkNGUFyvo7pX7b6LdL/V2jv9vK1664 xqd7Y8vIx+tfeNYhl30cNnASusmRCStvAfBUrcDqNx9etVL3UL3h0ASg90iNtYob DIWVXL4EVHsOXpTKnWRzR0XbMV3+zI6pEmlpkTuWarMT3jvivaPebfFut9TKTd/X /uvSNKrkedAlAM+2dQk6rcqCooNYCsXKhK5FsTI92zpXq5XtdOobCXoFk3YQ+zKm BX7eBcl/L5yYt+MoSiFCmkshl3KHkEo5Q6iJhsmcce555g0KaMCbKBGbgF4ObUVO IClDPJvjPm6wiFW+K2 7XYXMaNlmoq02 zBay2AMR9Fmd0jqnTpFJFP+Wz7TbnBaiV 7Wo5bOP2fFNslDgClUwhWiayxdifrtglUUdEpqWyg60JuNvk/L81WPtnDfZJ7nGZ BlOtQHiyYmGtuRx1oywz1y6jK73yRL/STKF+4P9/Zaj3LNxkmkva5zcNI9r+slnC KGzT/be/aR8cwtbZyJ8y2vHdwz3fzzFexFOig+AkgZPi9n/KvR2lvSONAbTVgEjn wf+o1VHwNXYXls90V3+650JG5wprYn5A6wh95d0FdNcqWrAXPwjYE4zQZvfEcX8Q IdqPz2s/E1JL/zaZ2lFvaRZQjngwLmbJY4YKuGwkxJFgnOhWj2GkPIwPBLMOxJZk 6082WD6ozTEs1mzKSotmh3FMnsYx8ziOyOi9mntl36PJsnCOuKxliatP7C7womZW w+bsL1waxsu/hWvD4HQ/5HsxgxyHdzxG8MDxohnvCzdG1GJo8hLFgWcGqbhBa7bB hOrf8sZMATZcOsmt/wYxgZPuyo1xmjyK2S0+dTz8oIAH4rcQACqPEz4FPFlXITIg s1nIOxA79iIB8u172Wse0gKIvBcp1W9k7iKZiMiQILTbDLm4pzkF7a4CNLhRgN+d 5Nh2TvkTol+QNPopiym+YPKNpMpRz/Lr30LCsjpEhBiKGLg6mTsunnfh7d5ldq9Z qq6oEI2vgHrKCueggiueoOC/BTS8rgUWFyAdXSjs8cNpRJHo+GHCOoyCg0IyVAd+ u8xpEawscIkYf1r4SQeICdOTe4CfJjw1eA6AspD0Qi3arqD5RtLItBECbmEs5wlk ZIvElxdftZjWTpYyS3W8sp3ySM6Ri6NJFqWELVKu441VazvxZ7igU61A0mcK6wml 4kkvjGcwCs+htCdRLKxVTAzs2I+5CKY8q4zwV82aqHm9msIgg2wXEMeqHxbmmnln zg9xvhot0gCvJyZ0Bw/vEdCHNVBz0menlEeX9LUMkmNFQxUPvH+FVhimcgFg6LX2 cJX/qHHH8U+nOnES7jHwIQ1Bn/5AuCQbmSGNNnLU+D02atB+VZao6c8M1dkEYG8C 6NaOg9lyuyoftrnKIEJtzQkmxdYSswsWy7BGXtpsmc7mFv2GV3fOAvy8LclvyFTV 6YxMzROZqgVSmIJnjYSlrzHEB18wAyRUH7LpVR3eI4kMf2mdiolbho7dUNNyiE4l RO4yHOQrAOxGMfzyWpbjop1EwUjUyg0taBkQnSIEGDjnn40689PyJT3NFWXIfO4I TcUw3qc7QGo2ZQBIjVQlfgOPtaPYy/qlv09Z2zqAH+1iJ8zXaWvjX11MPOTQ1PNo wHZqYTslWLsW1jZgZQ7lcatQdItmuaQu1hSDPZvrlYv1LRVrI7my0YV7X7fOs6y+ bzN7gsJ/gYWfPaQL4F49p8KFkKrjSxGSIjkiKMKQIG60CEWovq3LVRgtIy/CVaHr LmLcGFV1NB9wxEaprPlEXYhJj6esqanxHtYPPbmnOTWqkzSAnE9pJULNItTcggSH xVzmvw1lw33mkLK+/KBW5CbnHn1JCstbXB1RI5TMAIqJnmfYLhJHJr4mspAjA1UC S8A8eEwwKbww/m/MMljdn2octZEAZKdu9jved8pzU+iXDbeKZ91dJoosvPRHt5Hy Flo2Trg2cwAz0FUgX36JYHDUI8uM1ULWGSGohDOlV64TkUluMD+gEyrqlR/gzLpP YhKBEuZSeqMqJQXLEkqV7NnCX6bOb8xJ2piPtMrFVay5UWtao+AuSqcshwxjYC5C IRUPwOVgz 9po12ZeDd5LxFYFklHhdQIZbGF9rW8aXUeO1x5eXZmX7KdTz0mdTZcf E5mR4WL2lV7h4Uq19D0oxgQm83IxIxxwFXqV2lTFnr2yGSxE3nAm1MCth8Y7yAsp Bbjh93+xX0FG6Hj3Tiyedz5QeNMWVQprCobd+J38jrZtQfOnh0z5d0r004y0GEyh XS50VLut2jlqkbd3649bloKysfMniGbzoHfZUKbG0mSGX56oFmqi2D11Pclozh1h 7NzKxT0s 4X/hkPz+AdBIo $7 \mathrm{bcmGNNyhXlV}+J R c w p a+J m t N t H B U r c l r b c t a H X 0 K b 80$ huqz9TiGCIG4qZwpzNRtWYRZ1cCsNJi3Gpg3k9nvmcMAKvddgV0dlMmwDopY6s5X 2aNGv8w4KqOuongMGYWZJ2uiYVN9vieLLLVTndRTh+7q0uYirat25R1yHFDpaNLz 6PIrPGJdh1SUAkLSsqaKTk0YqHYdteH4riJihUL5+ZoFHv474QU/9TRQyH+SkhGm +XV8sEohZpFOhXHKFVnfYNWKa1PFZTuLEjqk/Zm9Q9oyxEovZgaO2mti1IH/P8aI T6CO+jilCZMOhiUHOJ3OnuhTYg9mUBPczXmOXnB/AUJ14sPIG/vgR7x1HkCcnQmi iTpcWEAQ7bFbDhx5EL3AwIrRxl+dEPdAoikSw2iSXy1IZNy4RylHtpdvX56xmwi/ bcfGZDHH/2kD5vugkNrP2cuCWPy/B9AYR4sncfebtsVxnANX0jBHWzdnjQYq1Za7 fvKi9lm2AKTXvNY+0BGDZeyS5+3tqo72+p46WupvJY9iR3t9T94hA07oKEILJv4h qIoj6QuuH18gZtXExVCc9dihKQ68d4yWDrQcFVqOmG202NByXGg5z12jpQstvUJL D/jpLcdA57DQcljAsoC/XWixM1606vsfGt6vyUFIAAA=
\}

Here's a simple example that demonstrates the basic syntax and use of r3D. Be sure to do the code above before running this example:

```
Transx: Transy: Transz: 300.0 ; Set some camera
Lookatx: Lookaty: Lookatz: 100.0 ; positions to
; start with.
do update: does [ ; This "update" function is where
    world: copy [] ; everything is defined.
    append world reduce [ ; Add your 3D objects inside this "append".
        reduce [cube-model (r3d-scale 100.0 150.0 125.0) red]
    ] ; A red 'cube' 100x150x125 pixels is added.
    camera: r3d-position-object
        reduce [Transx Transy Transz]
        reduce [Lookatx Lookaty Lookatz]
        [0.0 0.0 1.0]
        RenderTriangles: render world camera r3d-perspective 250.0 400x360
        probe RenderTriangles ; This line demonstrates what's going on
]
                            ; under the hood. You can eliminate it.
view layout [
    scrn: box 400x360 black effect [draw RenderTriangles] ; basic draw
    across return
    slider 60x16 [Transx: (value * 600 - 300.0) update show scrn]
    slider 60x16 [Transy: (value * 600 - 300.0) update show scrn]
    slider 60x16 [Transz: (value * 600) update show scrn]
    slider 60x16 [Lookatx: (value * 400 - 200.0) update show scrn]
    slider 60x16 [Lookaty: (value * 400 - 200.0) update show scrn]
    slider 60x16 [Lookatz: (value * 200 ) update show scrn]
]
```

R3D works by rendering 3D images to native REBOL 2D draw functions, which are contained in the "RenderTriangles" block above. R3D provides basic shape structures and a simple language interface to create and view those images in a REBOL application. It automatically adjusts lighting and other characteristics of images as they're viewed from different perspectives. To see how the rendering of images is converted into simple REBOL draw functions, watch the output of the "probe RenderTriangles" line in the REBOL interpreter as you adjust the sliders above. It displays the list of draw commands used to create each image in the moving 3D world.

In the example above, slider widgets are used to adjust values in the animation. Those values could just as easily be controlled by loops or other forms of data input. In the example below, the values are adjusted by keystrokes assigned to empty text widgets (use the "asdfghqwerty" keys to move the cube):

```
Transx: Transy: Transz: 2.0
Lookatx: Lookaty: Lookatz: 1.0
do update: does [
    world: copy []
    append world reduce [
        reduce [cube-model (r3d-scale 100.0 150.0 125.0) red]
    ]
    Rendered: render world
        r3d-position-object
        reduce [Transx Transy Transz]
        reduce [Lookatx Lookaty Lookatz]
        [0.0 0.0 1.0]
        r3d-perspective 360.0 400x360
]
view layout [
        across
        text "" #"a" [Transx: (Transx + 10) update show scrn]
        text "" #"s" [Transx: (Transx - 10) update show scrn]
        text "" #"d" [Transy: (Transy + 10) update show scrn]
        text "" #"f" [Transy: (Transy - 10) update show scrn]
        text "" #"g" [Transz: (Transz + 10) update show scrn]
        text "" #"h" [Transz: (Transz - 10) update show scrn]
        text "" #"q" [Lookatx: (Lookatx + 10) update show scrn]
        text "" #"w" [Lookatx: (Lookatx - 10) update show scrn]
        text "" #"e" [Lookaty: (Lookaty + 10) update show scrn]
```

```
        text "" #"r" [Lookaty: (Lookaty - 10) update show scrn]
        text "" #"t" [Lookatz: (Lookatz + 10) update show scrn]
        text "" #"y" [Lookatz: (Lookatz - 10) update show scrn]
        at 20x20
        scrn: box 400x360 black effect [draw Rendered]
```

]

The r3D module can work with models saved in native .R3d format, and the "OFF" format (established by the GeomView program at http://www.geom.uiuc.edu/projects/visualization/. See http://local.wasp.uwa.edu.au/~pbourke/dataformats/oogl/\#OFF for a description of the OFF file format). A number of OFF example objects are available at http://www.mpi-sb.mpg.de/~kettner/proj/obj3d/.

To understand how to create/import and manipulate more complex 3D shapes, examine the way objects are designed inside the "update" function in each of Andrew's three examples. Here's a simplified variation of Andrew's objective.r example that loads .off models from the hard drive. Be sure to do the r3D module code above before running this example, and then try downloading and loading some of the example .off files at the web site above:

```
RenderTriangles: []
view layout [
    scrn: box 400x360 black effect [draw RenderTriangles]
    across return
    slider 60x16 [Transx: (value * 600 - 300.0) update show scrn]
    slider 60x16 [Transy: (value * 600 - 300.0) update show scrn]
    slider 60x16 [Transz: (value * 600) update show scrn]
    slider 60x16 [Lookatx: (value * 400 - 200.0) update show scrn]
    slider 60x16 [Lookaty: (value * 400 - 200.0) update show scrn]
    slider 60x16 [Lookatz: (value * 200 ) update show scrn]
    return btn "Load Model" [
        model: r3d-load-OFF load to-file request-file
        modelsize: 1.0
        if model/3 [modelsize: model/3]
        if modelsize < 1.0 [ modelsize: 1.0 ]
        defaultScale: 200.0 / modelsize
        objectScaleX: objectScaleY: objectScaleZ: defaultscale
        objectRotateX: objectRotateY: objectRotateZ: 0.0
        objectTranslateX: objectTranslateY: objectTranslateZ: 0.0
        Transx: Transy: Transz: 300.0
        Lookatx: Lookaty: Lookatz: 200.0
        modelWorld: r3d-compose-m4 reduce [
            r3d-scale objectScaleX objectScaleY objectScaleZ
            r3d-translate
                objectTranslateX objectTranslateY objectTranslateZ
                r3d-rotatex objectRotateX
                r3d-rotatey objectRotateY
                r3d-rotatez objectRotateZ
        ]
        r3d-object: reduce [model modelWorld red]
        do update: does [
            world: copy []
            append world reduce [r3d-object]
            camera: r3d-position-object
                reduce [Transx Transy Transz]
                reduce [Lookatx Lookaty Lookatz]
                [0.0 0.0 1.0]
            RenderTriangles:
                render world camera r3d-perspective 250.0 400x360
        ]
        update show scrn
    ]
]
```

Like most REBOL solutions, r3D is a brilliantly simple, compact, and powerful design that doesn't require any external toolkits. It's pure REBOL, and it's really amazing!

The following short script is a compacted version of Gregory Pecheret's "ebuc-cube" (from http://www.rebol.net/demos/download.html). It demonstrates some simple 3d techniques using only native REBOL draw functions (no 3rd party library required). It's relatively easy to understand, manipulate, and use to create your own basic 3D graphics:

```
z: 10 h: z * 12 j: negate h c: as-pair z * 5 z * 5 l: z * 4 w: z * 20
img: to-image layout [box effect [draw [pen logo.gif circle c l]]]
q: make object! [x: 0 y: 0 z: 0]
cube: [[h h j] [h h h] [h j j] [h j h] [j h j] [j h h] [j j j] [j j h]]
view center-face layout [
    f: box 400x400 rate 0 feel [engage: func [f a e] [
        b: copy [] q/x:q/x + 5 q/y: q/y + 8 q/z: q/z + 3
        repeat n 8 [
            p: reduce pick cube n ; point
            zx: (p/1 * cosine q/z) - (p/2 * sine q/z) - p/1
            zy: (p/1 * sine q/z) + (p/2 * cosine q/z) - p/2
            yx: (p/1 + zx * cosine q/y) - (p/3 * sine q/y) - p/1 - zx
            yz: (p/1 + zx * sine q/y) + (p/3 * cosine q/y) - p/3
            xy: (p/2 + zy * cosine q/x) - (p/3 + yz * sine q/x) - p/2 - zy
            append b as-pair (p/1 + yx + zx + w) (p/2 + zy + xy + w)
        ]
        f/effect: [draw [
            fill-pen 255.0.0.100 polygon b/6 b/2 b/4 b/8
            image img b/6 b/5 b/1 b/2
            fill-pen 255.159.215.100 polygon b/2 b/1 b/3 b/4
            fill-pen 54.232.255.100 polygon b/1 b/5 b/7 b/3
            fill-pen 0.0.255.100 polygon b/5 b/6 b/8 b/7
            fill-pen 248.255.54.100 polygon b/8 b/4 b/3 b/7
        ]]
        show f
    ]]
]
```

Here's a version that reshapes and moves the 3D cube in, out and around the screen:

```
g: 12 i: 5 h: i * g j: negate h w: 0 v2: v1: 1 ; sizes/positions
img: to-image layout [box 200.200.200.50 center logo.gif]
q: make object! [x: 0 y: 0 z: 0]
cube: [[h h j] [h h h] [h j j] [h j h] [j h j] [j h h] [j j j] [j j h]]
view center-face layout/tight [
    f: box 500x450 rate 0 feel [engage: func [f a e] [
        b: copy [] q/x: q/x + 3 q/y: q/y + 3 ; q/z: q/z + 3 ; spinning
        repeat n 8 [
            if w > 500 [v1: 0] ; w: xy pos v1: xy direction
            if w< 0 [v1: 1]
            either v1 = 1 [w: w + 1] [w: w - 1]
            if j > (g * i * 2) [v2: 0] ; j: z pos (size) v2: z direction
            if j < g [v2: 1]
            either v2 = 1 [h: h - 1] [h: h + 1] j: negate h
            p: reduce pick cube n ; point
            zx: p/1 * cosine q/z - (p/2 * sine q/z) - p/1
            zy: p/1 * sine q/z + (p/2 * cosine q/z) - p/2
            yx: (p/1 + zx * cosine q/y) - (p/3 * sine q/y) - p/1 - zx
            yz: (p/1 + zx * sine q/y) + (p/3 * cosine q/y) - p/3
            xy: (p/2 + zy * cosine q/x) - (p/3 + yz * sine q/x) - p/2 - zy
            append b as-pair (p/1 + yx + zx + w) (p/2 + zy + xy + w)
        ]
        f/effect: [draw [
            image img b/6 b/5 b/1 b/2
                fill-pen 255.0.0.50 polygon b/6 b/2 b/4 b/8
                fill-pen 255.159.215.50 polygon b/2 b/1 b/3 b/4
                fill-pen 54.232.255.50 polygon b/1 b/5 b/7 b/3
```

And here's a little 3D game, with sound, based on the above code:

## REBOL [title: "Little 3D Game"]

beep-sound: load to-binary decompress 64\#\{
eJwBUQKu/VJJRkZJAgAAVOFWRWZ tdCAQAAAAAQABABErAAARKwAAAQAIAGRhdGE1 AgAA0d3f1cGadFQ+T2Z9jn11SjM8T2uNsM/j7Midc05PWGh4eXVrXE5DQEZumsTn 4M2yk3hiVU9fcX+GcFU8KkNmj7rR3+HYroJbPUpfdoqAbldBPOZWbpW62OvRrohk WlleaHB2dW9bRzo1WYWy3OHbyrKObVNCVGp/jXpgRC48Vnievtfm6MCUaUVLWW1/ fXNkUkdCRIN7ps3r3cSkgm1fWFhmdH2AaVA6LElwnMja4dzNpHtXPUxje45/aVA5 PUtif6TG3uvMpHtXU1lkcnd2cGVURT0+ZJC84+HUvaGCZ1NIWm6AinVaQCtAX4Wu yt3k37aJYEBKXXOHf3FdSEJET2KJsdPr1reUcGJbW2FsdX12YUs5MFF7qdPe3tO + mHNUP1Bnfo59ZEkyPFFukbTR5OvGm3BMTV1pentlaVpMQ0FJcZ3I6uHMsJB2Y1ZR YXJ/hW5UOypEaJK90+Dg1qyBWjxKYHeLgG1WPz9HWXKYvNnr0KyFYVhzX2pydnVu Wkc7N1yHtN3h2sivjGxTRFZrgI15X0MtPVh7osHZ5ua+kmdES1tvgn5zY1BGQOhW fqj069vBoX9rXllaaHV9fmhPOi1Lcp/K2+DayaF4Vj1NY3uNfmhONjxLZIKnyODr YqJ4VFFYZHN3dm5iUUM9QGaTv+Th0rqdf2VTSltvgIl0WT4rQGCIssze5N60iF8/ Sl10h39vW0ZBRFFljLPU69W1kG1gWlxiYHkWb1ECAAA=
\}
alert \{
Try to click the bouncing REBOLs as many times as possible in
30 seconds. The speed increases with each click!
\}
do game: [
speaker: open sound://

img1: to-image layout [backcolor brown box red center logo.gif]
img2: to-image layout [backcolor aqua box yellow center logo.gif]
img3: to-image layout [backcolor green box tan center logo.gif]
cube: [[h h j][h h h] [h j j][h j h][j h j][j h h][j j j][j j h]]
view center-face layout/tight [
$f$ : box white $550 \times 550$ rate 15 feel [engage: func [f a e] [ if $a=$ 'time [
b : copy [] $\mathrm{x}: \mathrm{x}+3 \mathrm{y}: \mathrm{y}+3 \mathrm{z} ; \mathrm{z}: \mathbf{z}+3$ repeat n 8 [
if $w>500$ [v1: 0] if $w<50$ [v1: 1]
either v1 = 1 [w: w + 1] [w: w - 1]
if j > ( $\mathrm{g}^{*} \mathrm{i} * 1.4$ ) [v2: 0] if j < 1 [v2: 1]
either v2 $=1[h: h-1][h: h+1] \quad j$ : negate $h$
$p$ : reduce pick cube $n$
zx: $p / 1$ * cosine $z-(p / 2$ * sine $z)-p / 1$
$z y: p / 1$ * sine $z+(p / 2 *$ cosine $z)-p / 2$
$y x:(p / 1+z x * \operatorname{cosine} y)-(p / 3 * \operatorname{sine} y)-p / 1-z x$
$y z:(p / 1+z x *$ sine $y)+(p / 3 *$ cosine $y)-p / 3$
$x y:(p / 2+z y * \operatorname{cosine} x)-(p / 3+y z *$ sine $x)-p / 2-z y$
append $b$ as-pair $(p / 1+y x+z x+w)(p / 2+z y+x y+w)$

## ]

f/effect: [draw [
image img1 b/6 b/2 b/4 b/8
image img2 $\mathrm{b} / 6 \mathrm{~b} / 5 \mathrm{~b} / 1 \mathrm{~b} / 2$
image img $3 \mathrm{~b} / 1 \mathrm{~b} / 5 \mathrm{~b} / 7 \mathrm{~b} / 3$

## ]]

show f
if now/time - o/time > :00:20 [
close speaker
either true $=$ request [
join "Time's Up! Final Score: " sc "Again" "Quit"
] [do game] [quit]

```
        ]
        if a = 'down [
            xblock: copy [] yblock: copy []
            repeat n 8 [
                append xblock first pick b n
                    append yblock second pick b n
            ]
            if all [
                    e/offset/1 >= first minimum-of xblock
                    e/offset/1 <= first maximum-of xblock
                    e/offset/2 >= first minimum-of yblock
                    e/offset/2 <= first maximum-of yblock
            ][
                    insert speaker beep-sound wait speaker
                    sc: sc + 1
            t1/text: join "Score: " sc
            show t1
            if (modulo sc 3) = 0 [f/rate: f/rate + 1]
            show f
            ]
        ]
        ]]
        at 200x0 t1: text brown "Click the bouncing REBOLs!"
    ]
]
```


### 9.7 Multitasking

"Threads" are a feature of modern operating systems that allow multiple pieces of code to run concurrently, without waiting for the others to complete. Without threads, individual portions of code must be evaluated in consecutive order. Unfortunately, REBOL does not implement a formal mechanism for threading at the OS level, but does contain built-in support for asynchronous network port and services activity. See http://www.rebol.net/docs/async-ports.html, http://www.rebol.net/docs/async-examples.html, http://www.rebol.net/rebservices/services-start.html, and http://www.rebol.net/rebservices/quick-start.html for more information.

The following technique provides an alternate way to evaluate other types of code in a multitasking manner:

1. Assign a rate of 0 to a GUI item in a 'view layout' block.
2. Assign a "feel" detection to that item, and put the actions you want performed simultaneously inside the block that gets evaluated every time a 'time event occurs.
3. Stop and start the evaluation of concurrently active portions of code by assigning a rate of "none" or 0 , respectively, to the associated GUI item.

The following is an example of a webcam viewer which creates a video stream by repeatedly downloading and displaying images from a given webcam URL. To create a moving video effect, the process of downloading each image must run without stopping (i.e., in some sort of unending "forever" loop). But for a user to control the stop/start of the video flow (by clicking a button, for example), the interpreter must be able to check for user events that occur outside the forever loop. By running the repeated download using the technique outlined above, the program can continue to respond to other events while continuously looping the download code:

```
webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
    btn "Start Video" [
            webcam/rate: 0
            webcam/image: load webcam-url
            show webcam
    ]
    btn "Stop Video" [webcam/rate: none show webcam]
    return
    webcam: image load webcam-url 320x240 rate 0 feel [
        engage: func [face action event][
            if action = 'time [
                face/image: load webcam-url show face
```

        ]
    ]
    Here's an example in which two webcam video updates are treated as separate processes. Both can be stopped and started as needed:

```
webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
    across
    btn "Start Camera 1" [
        webcam/rate: 0
        webcam/image: load webcam-url
        show webcam
    ]
    btn "Stop Camera 1" [webcam/rate: none show webcam]
    btn "Start Camera 2" [
        webcam2/rate: 0
        webcam2/image: load webcam-url
        show webcam2
    ]
    btn "Stop Camera 2" [webcam2/rate: none show webcam2]
    return
    webcam: image load webcam-url 320x240 rate 0 feel [
        engage: func [face action event][
            if action = 'time [
                face/image: load webcam-url show face
            ]
        ]
    ]
    webcam2: image load webcam-url 320x240 rate 0 feel [
        engage: func [face action event][
            if action = 'time [
                face/image: load webcam-url show face
            ]
        ]
    ]
]
```

Unfortunately, this technique is not asynchronous. Each piece of event code is actually executed consecutively, in an alternating pattern, instead of simultaneously. Although the effect is similar (even indistinguishable) in many cases, the evaluation of code is not concurrent. For example, the following example adds a time display to the webcam viewer. You'll see that the clock is not updated every second. That's because the image download code and the clock code run alternately. The image download must be completed before the clock's 'time action can be evaluated. Try stopping the video to see the difference:

```
webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
    btn "Start Video" [
        webcam/rate: 0
        webcam/image: load webcam-url
        show webcam
    ]
    btn "Stop Video" [webcam/rate: none show webcam]
    return
    webcam: image load webcam-url 320x240 rate 0 feel [
        engage: func [face action event][
            if action = 'time [
                face/image: load webcam-url show face
            ]
        ]
    ]
```

```
    clock: field to-string now/time/precise rate 0 feel [
    engage: func [face action event][
        if action = 'time [
                face/text: to-string now/time/precise show face
        ]
        ]
    ]
]
```

One solution to achieving truly asynchronous activity is to simply write the code for one process into a separate file and run it in a separate REBOL interpreter process using the "launch" function:

```
write %async.r {
    REBOL []
    view layout [
        clock: field to-string now/time/precise rate 0 feel [
            engage: func [face action event][
                if action = 'time [
                face/text: to-string now/time/precise show face
                    ]
                ]
        ]
    ]
}
launch %async.r
; REBOL will NOT wait for the evaluation of code in async.r
; to complete before going on:
webcam-url: http://209.165.153.2/axis-cgi/jpg/image.cgi
view layout [
    btn "Start Video" [
        webcam/rate: 0
        webcam/image: load webcam-url
        show webcam
    ]
    btn "Stop Video" [webcam/rate: none show webcam]
    return
    webcam: image load webcam-url 320x240 rate 0 feel [
        engage: func [face action event][
            if action = 'time [
                face/image: load webcam-url show face
            ]
        ]
    ]
]
```

The technique above simply creates two totally separate REBOL programs from within a single code file. If such programs need to interact, share data, or respond to interactive activity states, they can communicate via tcp network port, or by reading/writing data via a shared storage device.

### 9.8 Using DLLs and Shared Code Files in REBOL

"DIl"s in Windows, "So" files in Linux, and "Dylib" on Macs are libraries of functions that can be shared among different programming languages. Shared code libraries are used to extend the capabilities of a language with new functions. They allow you to accomplish goals which aren't possible (or which are otherwise complicated) using the native functions built into the language. Most of the executable code, and all the potential capabilities, of most operating systems is contained in such files. Third party code libraries are also available to make easy work of complex tasks such as multimedia programming, 3d game programming, specialized hardware control, etc. To use Dlls and shared code files in REBOL, you'll need to download version 2.76 or later of the REBOL interpreter (rebview.exe). If you're using any of the beta versions from http://www.rebol.net/builds/, use either rebview.exe or rebcmdview.exe to run the examples in this section.

Using the format below, you can access and use the functions contained in most DLLs, as if they're native REBOL functions:

```
lib: load/library %TheNameOfYour.DLL
; "TheFunctionNameInsideTheDll" is loaded from the Dll and converted
; into a new REBOL function called "your-rebol-function-name":
your-rebol-function-name: make routine! [
    return-value: [data-type!]
    first-parameter [data-type!]
    another-parameter [data-type!]
    more-parameters [and-their-data-types!]
        .
] lib "TheFunctionNameInsideTheDll"
; When the new REBOL function is used, it actually runs the function
; inside the Dll:
your-rebol-function-name parameter1 parameter2 ...
free lib
```

The first line opens access to the functions contained in the specified DII. The following lines convert the function contained in the DII to a format that can be used in REBOL. To make the conversion, a REBOL function is labeled and defined (i.e, "your-rebol-function-name" above), and a block containing the labels and types of parameters used and values returned from the function must be provided ("[return: [integer!]]" and "first-parameter [data-type!] another-parameter [data-type!] more-parameters [and-their-data-types!]" above). The name of the function, as labeled in the DII, must also be provided immediately after the parameter block ("TheFunctionNamelnsideTheDII" above). The second to last line above actually executes the new REBOL function, using any appropriate parameters you choose. When you're done using functions from the DII, the last line is used to free up the DII so that it's closed by the operating system.

Here are some examples:

```
REBOL []
; The "kernel32.dll" is a standard dll in all Windows installations:
lib: load/library %kernel32.dll
; The "beep" function is contained in the kernel32.dll library.
; We'll create a new REBOL function called "play-sound" that
; actually executes the "beep" function in kernel32.dll. The
; "beep" function takes two integer parameters (pitch and
; duration values), and returns an integer value:
play-sound: make routine! [
    return: [integer!] pitch [integer!] duration [integer!]
] lib "Beep"
; (Beep returns a value of zero if the function does not complete
; successfully. Otherwise it returns a nonzero number).
; Now we can use the "play-sound" function AS IF IT'S A NATIVE
; REBOL FUNCTION:
for hertz 37 3987 50 [
    print rejoin ["The pitch is now " hertz " hertz."]
    play-sound hertz 50
]
free lib
```

The following example demonstrates how to record sounds (with the microphone attached to your computer) using the Windows MCI API. When complete, the recorded sound is played back using a native REBOL sound port:

```
; Various mci functions are included in the winmm.dll library.
; We'll create a new REBOL function called "mciExecute" that
; allows us to run MCI functions in winmm.dll. This function
; function takes one string parameter (a text string written
; in MCI function syntax), and returns an integer value (true
; if the function is successful, false if it fails):
lib: load/library %winmm.dll
mciExecute: make routine! [
    command [string!]
    return: [logic!]
] lib "mciExecute"
; Get a file name from the user, which will be used to save the
; recorded sound:
file: to-local-file to-file request-file/save/title/file "Save as:" {
    } %rebol-recording.wav
; Open an MCI buffer and begin the recording:
mciExecute "open new type waveaudio alias buffer1 buffer 6"
mciExecute "record buffer1"
ask "RECORDING STARTED (press [ENTER] when done)...^/"
; Stop recording and save the sound to the wave file selected above:
mciExecute "stop buffer1"
mciExecute join "save buffer1 " file
; Close the DLL:
free lib
print "Recording complete. Here's how it sounds:^/"
; Play back the sound:
insert port: open sound:// load to-rebol-file file wait port close port
print "DONE.^/"
halt
```

The next example demonstrates how to play AVI video files, again using the Windows API "mciExecute" from winmm.dll. A demo video is downloaded from the Internet and played two times - once with default settings, and a second time at a given location on screen at twice the original recorded speed. The video codec in the demo video is MS-CRAM (Microsoft Video 1), and the audio format is PCM. For more information about mciExecute commands, Google "multimedia command strings" and see http://msdn.microsoft.com/en-us/library/dd743572(VS.85).aspx:

```
; These lines open the winmm.dll and define the "mciExecute" function
; in REBOL:
```

lib: load/library \%winmm.dll
mciExecute: make routine! [c [string!] return: [logic!]] lib "mciExecute"

```
; These lines download a demo video:
if not exists? %test.avi [
    flash "Downloading test video..."
    write/binary %test.avi read/binary http://re-bol.com/test.avi
    unview
]
video: to-local-file %test.avi
; The lines run the mciExecute function with the commands needed to
; play the video:
mciExecute rejoin ["OPEN " video " TYPE AVIVIDEO ALIAS thevideo"]
mciExecute "PLAY thevideo WAIT"
mciExecute "CLOSE thevideo"
mciExecute rejoin ["OPEN " video " TYPE AVIVIDEO ALIAS thevideo"]
mciExecute "PUT thevideo WINDOW AT 200 200 0 0" ; at 200x200
mciExecute "SET thevideo SPEED 2000" ; play twice a fast
mciExecute "PLAY thevideo WAIT"
mciExecute "CLOSE thevideo"
; These lines clean up:
free lib
quit
```

The next example uses the "dictionary.dll" from
http://www.reelmedia.org/pureproject/archive411/dll/Dictionary.zip to perform a spell check on text entered at the REBOL command line. There are two functions in the dll that are required to perform a spell check "Dictionary_Load" and "Dictionary_Check":

```
REBOL []
check-me: ask "Enter a word to be spell-checked: "
lib: load/library %Dictionary.dll
; Two new REBOL functions are created, which actually run the
; Dictionary_Load and Dictionary_Check functions in the DLL:
load-dic: make routine! [
    a [string!]
    return: [none]
] lib "Dictionary_Load"
check-word: make routine! [
    a [string!]
    b [integer!]
    return: [integer!]
] lib "Dictionary_Check"
; This line runs the Dictionary_Load function from the DLL:
load-dic ""
    This line runs the Dictionary_Check function in the DLL, on
; whatever text was entered into the "check-me" variable above:
response: check-word check-me 0
; The Dictionary_Check function returns 0 if there are no errors:
either response = 0 [
    print "No spelling errors found."
] [
```

```
    print "That word is not in the dictionary."
]
free lib
halt
```

The following example plays an mp3 sound file using the DIl at http://musiclessonz.com/mp3.dll. Of course, that DII could be compressed and embedded in the code to eliminate the necessity of downloading the file:

```
REBOL []
write/binary %mp3.dll read/binary http://musiclessonz.com/mp3.dll
lib: load/library %mp3.dll
; the "playfile" function is loaded from the Dll, and converted
; to a new REBOL "play-mp3" function:
play-mp3: make routine! [a [string!] return: [none]] lib "playfile"
; Then an mp3 file name is requested from the user, which is played
; by the "playfile" function in the Dll:
file: to-local-file to-string request-file
play-mp3 file
print "Done playing, Press [Esc] to quit this program: "
free lib
```

The next example uses the "AU3_MouseMove" function from the Dll version of Autolt, to move the mouse around the screen. Autolt contains a wide variety of functions to programatically push buttons, type text, select menu items, choose items from lists, control the mouse, etc. in any existing program window, as if those actions had been performed by a user clicking and typing on screen. Learning the other functions in the Autolt language can be very helpful in customizing and automating existing Windows applications:

```
REBOL []
if not exists? %AutoItDLL.dll [
    write/binary %AutoItDLL.dll
    read/binary http://musiclessonz.com/rebol_tutorial/AutoItDLL.dll
]
lib: load/library %AutoItDLL.dll
move-mouse: make routine! [
    return: [integer!] x [integer!] y [integer!] z [integer!]
] lib "AUTOIT_MouseMove"
print "Press the [Enter] key to see your mouse move around the screen."
print "It will move to the top corner, and then down diagonally to"
ask "position 200x200: "
for position 0 200 5 [
    move-mouse position position 10
        ; "10" refers to the speed of the mouse movement
]
free lib
print "^/Done.^/"
halt
```

```
REBOL []
; First, load the necessary dll:
user32.dll: load/library %user32.dll
; Then define the Windows API functions you'll need:
get-focus: make routine! [return: [int]] user32.dll "GetFocus"
set-caption: make routine! [
    hwnd [int]
    a [string!]
    return: [int]
] user32.dll "SetWindowTextA"
; Next, create your GUI - be sure to use 'view/new', so that it doesn't
; appear immediately (start the GUI later with 'do-events', after you've
; changed the title bar below):
view/new center-face layout [
    backcolor white
    text bold "Notice that there's no 'Rebol - ' in the title bar above."
    text "New title text:"
    across
    f: field "Tada!"
    btn "Change Title" [
        ; These functions change the text in the title bar:
        hwnd: get-focus
        set-caption hwnd f/text
    ]
    btn "Exit" [
        ; Be sure to close the dll when you're done:
        free user32.dll
        quit
    ]
]
; Once you've created your GUI, run the Dll functions to replace the
; default text in the title bar:
hwnd: get-focus
set-caption hwnd "My Title"
; Finally, start your GUI:
do-events
```

Here's a slightly more versatile version of the above script. You can add it to the top of any existing GUI script, and it will remove the default "REBOL -" text from all GUI title bars, including alerts and requestors:

```
title-text: "My Program"
if system/version/4 = 3 [
    user32.dll: load/library %user32.dll
    get-tb-focus: make routine! [return: [int]] user32.dll "GetFocus"
    set-caption: make routine! [
        hwnd [int]
        a [string!]
        return: [int]
    ] user32.dll "SetWindowTextA"
    show-old: :show
    show: func [face] [
            show-old [face]
            hwnd: get-tb-focus
            set-caption hwnd title-text
```

The following application demonstrates how to use the Windows API to view video from a local web cam, to save snapshots in BMP format, and to change the REBOL GUI window title:

```
REBOL []
; First, open the Dlls that contain the Windows API functions we want
; to use (to view webcam video, and to change window titles):
avicap32.dll: load/library %avicap32.dll
user32.dll: load/library %user32.dll
; Create REBOL function prototypes required to change window titles:
; (These functions are found in user32.dll, built in to Windows.)
get-focus: make routine! [return: [int]] user32.dll "GetFocus"
set-caption: make routine! [
    hwnd [int] a [string!] return: [int]
] user32.dll "SetWindowTextA"
; Create REBOL function prototypes required to view the webcam:
; (also built in to Windows)
find-window-by-class: make routine! [
    ClassName [string!] WindowName [integer!] return: [integer!]
] user32.dll "FindWindowA"
sendmessage: make routine! [
    hWnd [integer!] vall [integer!] val2 [integer!] val3 [integer!]
    return: [integer!]
] user32.dll "SendMessageA"
sendmessage-file: make routine! [
    hWnd [integer!] vall [integer!] val2 [integer!] val3 [string!]
    return: [integer!]
] user32.dll "SendMessageA"
cap: make routine! [
    cap [string!] child-val1 [integer!] val2 [integer!] val3 [integer!]
    width [integer!] height [integer!] handle [integer!]
    val4 [integer!] return: [integer!]
] avicap32.dll "capCreateCaptureWindowA"
; Create the REBOL GUI window:
view/new center-face layout/tight [
    image 320x240
    across
    btn "Take Snapshot" [
        ; Run the dll functions that take a snapshot:
        sendmessage cap-result 1085 0 0
        sendmessage-file cap-result 1049 0 "scrshot.bmp"
    ]
    btn "Exit" [
        ; Run the dll functions that stop the video:
        sendmessage cap-result 1205 0 0
        sendmessage cap-result 1035 0 0
        free user32.dll
        quit
    ]
]
; Run the Dll functions that reset our REBOL GUI window title:
; (eliminates "REBOL - " in the title bar)
hwnd-set-title: get-focus
set-caption hwnd-set-title "Web Camera"
```

```
; Run the Dll functions that show the video:
hwnd: find-window-by-class "REBOLWind" 0
cap-result: cap "cap" 1342177280 0 0 320 240 hwnd 0
sendmessage cap-result 1034 0 0
sendmessage cap-result 1077 1 0
sendmessage cap-result 1075 1 0
sendmessage cap-result 1074 1 0
sendmessage cap-result 1076 1 0
; start the GUI:
do-events
```

For more information about DLLs and the Windows API, see:
http://rebol.com/docs/library.html
http://en.wikipedia.org/wiki/Dynamic Link Library
http://www.math.grin.edu/~shirema1/docs/DLLsinREBOL.html
http://www.borland.com/devsupport/borlandcpp/patches/BC52HLP1.ZIP
http://www.allapi.net/downloads/apiguide/agsetup.exe
http://www.activevb.de/rubriken/apiviewer/index-apiviewereng.html
http://msdn.microsoft.com/library/

Remember, whenever you use any DII or code created by another programmer, be absolutely sure to check, and follow, the licensing terms by which it's distributed.

### 9.9 Web Programming and the CGI Interface

In "CGI" web applications, HTML forms on a web site act as the user interface (GUI) for scripts that run on a web server. Users typically type text into fields, select choices from drop down lists, click check boxes, and otherwise enter data into form widgets on a web page, and then click a "submit" button when done. The submitted data is transferred to, and processed by, a script that you've stored at a specified URL (Internet address) on your web server. Data output from the script is then sent back to the user's browser and displayed on screen as a dynamically created web page. CGI programs of that sort, running on web sites, are among the most common types of computer application in contemporary use. PHP, Python, Java, PERL, and ASP are popular languages used to accomplish similar Internet programming tasks, but if you know REBOL, you don't need to learn them. REBOL's CGI interface makes Internet programming very easy.

In order to create REBOL CGI programs, you need an available web server. A web server is a computer attached to the Internet, which constantly runs a program that stores and sends out web page text and data, when requested from an Internet browser running on another computer. The most popular web serving application is Apache. Most small web sites are typically run on shared web server hosting accounts, rented from a data center for a few dollars per month (see http://www.lunarpages.com - they're REBOL friendly). While setting up a web server account, you can register an available domain name (i.e, www. yourwebsitename.com). When web site visitors type your ".com" domain address into their browser, they see files that you've created and saved into a publicly accessible file folder on your web server computer.

In order for REBOL CGI scripts to run, the REBOL interpreter must be installed on your web server. To do that, download from rebol.com the correct version of the REBOL interpreter for the operating system on which your web server runs (most often some type of Linux). Upload it to your user path on your web server, and set the permissions to allow it to be executed (typically "755"). Ask your web site host if you don't understand what that means. http://rebol.com/docs/cgi1.html\#section-2.2 has some basic information about how to install REBOL on your server. If you don't have an online web server account, you can download a full featured free Apache web server package that will run on your local Windows PC, from http://www.uniformserver.com.

### 9.9.1 HTML

In order to create any sort of CGI application, you need to understand a bit about HTML. HTML is the layout language used to format text and GUl elements on all web pages. HTML is not a programming language - it doesn't have facilities to process or manipulate data. It's simply a markup format that allows you to shape the visual appearance of text, images, and other items on pages viewed in a browser.

In HTML, items on a web page are enclosed between starting and ending "tags":
<STARTING TAG>Some item to be included on a web page</ENDING TAG>

There are tags to effect the layout in every possible way. To bold some text, for example, surround it in opening and closing "strong" tags:
<STRONG>some bolded text</STRONG>

The code above appears on a web page as: some bolded text.

To italicize text, surround it in < i > and < / i > tags:

```
<i>some italicized text</i>
```

That appears on a web page as: some italicized text.

To create a table with three rows of data, do the following:

```
<TABLE border=1>
    <TR><TD>First Row</TD></TR>
    <TR><TD>Second Row</TD></TR>
    <TR><TD>Third Row</TD></TR>
</TABLE>
```

Notice that every

```
<opening tag>
```

in HTML code is followed by a corresponding

```
</closing tag>
```

Some tags surround all of the page, some tags surround portions of the page, and they're often nested inside one another to create more complex designs.

A minimal format to create a web page is shown below. Notice that the title is nested between "head" tags, and the entire document is nested within "HTML" tags. The page content seen by the user is surrounded by "body" tags:

```
<HTML>
    <HEAD>
        <TITLE>Page title</TITLE>
    </HEAD>
    <BODY>
        A bunch of text and <i>HTML formatting</i> goes here...
    </BODY>
</HTML>
```

If you save the above code to a text file called "yourpage.html", upload it to your web server, and surf to http://yourwebserver.com/yourpage.html , you'll see in your browser a page entitled "Page title", with the text "A bunch of text and HTML formatting goes here...". All web pages work that way - this tutorial is in fact just an HTML document stored on the author's web server account. Click View -> Source in your browser, and you'll see the HTML tags that were used to format this document.

### 9.9.2 HTML Forms and Server Scripts - the Basic CGI Model

The following HTML example contains a "form" tag inside the standard HTML head and body layout. Inside the form tags are a text input field tag, and a submit button tag:

```
<HTML>
    <HEAD><TITLE>Data Entry Form</TITLE></HEAD>
    <BODY>
            <FORM ACTION="http://yourwebserver.com/your_rebol_script.cgi">
                <INPUT TYPE="TEXT" NAME="username" SIZE="25">
            <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM>
    </BODY>
</HTML>
```

Forms can contain tags for a variety of input types: multi-line text areas, drop down selection boxes, check boxes, etc. See http://www.w3schools.com/html/html forms.asp for more information about form tags.

You can use the data entered into any form by pointing the action address to the URL at which a specific REBOL script is located. For example, 'FORM ACTION="http://yourwebserver.com/your_rebol_script.cgi"' in the above form could point to the URL of the following CGI script, which is saved as a text file on your web server. When a web site visitor clicks the submit button in the above form, the data is sent to the following program, which in turn does some processing, and prints output directly to the user's web browser. NOTE: Remember that in REBOL curly brackets are the same as quotes. Curly brackets are used in all the following examples, because they allow for multiline content and they help improve readability by clearly showing where strings begin and end:

```
#!/home/your_user_path/rebol/rebol -cs
REBOL []
print {content-type: text/html^/}
; the line above is the same as: print "content-type: text/html^/"
submitted: decode-cgi system/options/cgi/query-string
print {<HTML><HEAD><TITLE>Page title</TITLE></HEAD><BODY>}
print rejoin [{Hello } second submitted {!}]
print {</BODY></HTML>}
```

In order for the above code to actually run on your web server, a working REBOL interpreter must be installed in the path designated by "/home/your_user_path/rebol/rebol -cs".

The first 4 lines of the above script are basically stock code. Include them at the top of every REBOL CGI script. Notice the "decode-cgi" line - it's the key to retrieving data submitted by HTML forms. In the code above, the decoded data is assigned the variable name "submitted". The submitted form data can be manipulated however desired, and output is then returned to the user via the "print" function. That's important to understand: all data "print"ed by a REBOL CGI program appears directly in the user's web browser (i.e., to the web visitor who entered data into the HTML form). The printed data is typically laid out with HTML formatting, so that it appears as a nicely formed web page in the user's browser.

Any normal REBOL code can be included in a CGI script - you can perform any type of data storage, retrieval, organization, and manipulation that can occur in any other REBOL program. The CGI interface just allows your REBOL code to run online on your web server, and for data to be input/output via web pages which are also stored on the web server, accessible by any visitor's browser.

### 9.9.3 A Standard CGI Template to Memorize

Most short CGI programs typically print an initial HTML form to obtain data from the user. In the initial
printed form, the action address typically points back to the same URL address as the script itself. The script examines the submitted data, and if it's empty (i.e., no data has been submitted), the program prints the initial HTML form. Otherwise, it manipulates the submitted data in way(s) you choose and then prints some output to the user's web browser in the form of a new HTML page. Here's a basic example of that process, using the code above:

```
#!/home/your_user_path/rebol/rebol -cs
REBOL []
print {content-type: text/html^/}
submitted: decode-cgi system/options/cgi/query-string
; The 4 lines above are the standard REBOL CGI headers.
; The line below prints the standard HTML, head and body
; tags to the visitor's browser:
print {<HTML><HEAD><TITLE>Page title</TITLE></HEAD><BODY>}
; Next, determine if any data has been submitted.
; Print the initial form if empty. Otherwise, process
; and print out some HTML using the submitted data.
; Finally, print the standard closing "body" and "html"
; tags, which were opened above:
either empty? submitted [
    print {
        <FORM ACTION="http://yourwebserver.com/this_rebol_script.cgi">
        <INPUT TYPE="TEXT" NAME="username" SIZE="25">
        <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM>
        </BODY></HTML>
    }
] [
    print rejoin [{Hello } second submitted {!}]
    print {</BODY></HTML>}
]
```

Using the above standard outline, you can include any required HTML form(s), along with all executable code and data required to make a complete CGI program, all in one script file. Memorize it.

### 9.9.4 Examples

Here's a REBOL CGI form-mail program that prints an initial form, then sends an email to a given address containing the user-submitted data:

```
#!/home/youruserpath/rebol/rebol -cs
REBOL []
print {content-type: text/html^/}
submitted: decode-cgi system/options/cgi/query-string
; the following account info is required to send email:
set-net [from_address@website.com smtp.website.com]
; print a more complicated HTML header:
print read %template_header.html
; if some form data has been submitted to the script:
if not empty? submitted [
    sent-message: rejoin [
            newline {INFO SUBMITTED BY WEB FORM} newline newline
            {Time Stamp: } (now + 3:00) newline
            {Name: } submitted/2 newline
```

```
        {Email: } submitted/4 newline
        {Message: } submitted/6 newline
    ]
    send/subject to_address@website.com sent-message "FORM SUBMISSION"
    html: copy {}
    foreach [var value] submitted [
        repend html [<TR><TD> mold var </TD><TD> mold value </TD></TR>]
    ]
    print {<font size=5>Thank You!</font> <br><br>
        The following information has been sent: <BR><BR>}
    print rejoin [{Time Stamp: } now + 3:00]
    print {<BR><BR><table>}
    print html
    print {</table>}
    ; print a more complicated HTML footer:
    print read %template_footer.html
    quit
]
; if no form data has been submitted, print the initial form:
print {
    <CENTER><TABLE><TR><TD>
    <BR><strong>Please enter your info below:</strong><BR><BR>
    <FORM ACTION="http://yourwebserver.com/this_rebol_script.cgi">
    Name: <BR> <INPUT TYPE="TEXT" NAME="name"><\overline{BR}><BR\overline{}
    Email: <BR> <INPUT TYPE="TEXT" NAME="email"><BR><BR>
    Message: <BR>
    <TEXTAREA cols=75 name=message rows=5></TEXTAREA> <BR><BR>
    <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
    </FORM>
    </TD></TR></TABLE></CENTER>
}
print read %template_footer.html
```

The template_header.html file used in the above example can include the standard required HTML outline, along with any formatting tags and static content that you'd like, in order to present a nicely designed page. A basic layout may include something similar to the following:

```
<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.O Transitional//EN">
<HTML><HEAD><TITLE>Page Title</TITLE>
<META http-equiv=Content-Type content="text/html;
    charset=windows-1252">
</HEAD>
<BODY bgColor=#000000>
<TABLE align=center background="" border=0
    cellPadding=20 cellSpacing=2 height="100%" width="85%">
<TR>
<TD background="" bgColor=white vAlign=top>
```

The footer closes any tables or tags opened in the header, and may include any static content that appears after the CGI script (copyright info, logos, etc.):

```
</TD>
</TR>
</TABLE>
<TABLE align=center background="" border=0
    cellPadding=20 cellSpacing=2 width="95%">
<TR>
<TD background="" cellPadding=2 bgColor=#000000 height=5>
<P align=center><FONT color=white size=1>Copyright © 2009
```

Yoursite.com. All rights reserved.</FONT>
</P>
</TD>
</TR>
</TABLE>
</BODY>
</HTML>

The following example demonstrates how to automatically build lists of days, months, times, and data read from a file, using dynamic loops (foreach, for, etc.). The items are selectable from drop down lists in the printed HTML form:

```
#!/home/youruserpath/rebol/rebol -cs
REBOL []
print {content-type: text/html^/}
submitted: decode-cgi system/options/cgi/query-string
print {<HTML><HEAD><TITLE>Dropdown Lists</TITLE></HEAD><BODY>}
if not empty? submitted [
    print rejoin [{NAME SELECTED: } submitted/2 {<BR><BR>}]
    selected: rejoin [
        {TIME/DATE SELECTED: }
        submitted/4 { } submitted/6 {, } submitted/8
    ]
    print selected
    quit
]
; If no data has been submitted, print the initial form:
print {<FORM ACTION="http://yourwebserver.com/your_rebol_script.cgi">
    SELECT A NAME: <BR> <BR>}
names: read/lines %users.txt
print {<select NAME="names">}
foreach name names [prin rejoin [{<option>} name]]
print {</option> </select> <br> <br>}
print { SELECT A DATE AND TIME: }
print rejoin [{(today's date is } now/date {)} <BR><BR>]
print {<select NAME="month">}
foreach m system/locale/months [prin rejoin [{<option>} m]]
print {</option> </select>}
print {<select NAME="date">}
for daysinmonth 1 31 1 [prin rejoin [{<option>} daysinmonth]]
print {</option> </select>}
print {<select NAME="time">
for time 10:00am 12:30pm :30 [prin rejoin [{<option>} time]]
for time 1:00 10:00 :30 [prin rejoin [{<option>} time]]
print {</option> </select> <br> <br>}
print {<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit"></FORM>}
```

The "users.txt" file used in the above example may look something like this:

```
nick
john
jim
bob
```

Here's a simple CGI program that displays all photos in the current folder on a web site, using a foreach loop:

```
#! /home/path/public html/rebol/rebol -cs
REBOL [title: "Photo Viewer"]
print {content-type: text/html^/}
print {<HTML><HEAD><TITLE>Photos</TITLE></HEAD><BODY>}
print read %template_header.html
folder: read %.
count: 0
foreach file folder [
    foreach ext [".jpg" ".gif" ".png" ".bmp"] [
        if find file ext [
                print [<BR> <CENTER>]
                print rejoin [{<img src="} file {">}]
                print [</CENTER>]
                count: count + 1
        ]
    ]
]
print {<BR>}
print rejoin [{Total Images: } count]
print read %template_footer.html
```

Notice that there's no "submitted: decode-cgi system/options/cgi/query-string" code in the above example. That's because the above script doesn't make use of any data submitted from a form.

Here's a simple but powerful script that allows you to type REBOL code into an HTML text area, and have that code execute directly on your web server. The results of the code are then displayed in your browser. This essentially functions as a remote console for the REBOL interpreter on your server. You can use it to run REBOL code, or to call shell programs directly on your web site - very powerful! DO NOT run this on your web server if you're concerned at all about security!:

```
#! /home/path/public_html/rebol/rebol276 -cs
REBOL [Title: "CGI Remote Console"]
print {content-type: text/html^/}
print {<HTML><HEAD><TITLE>Console</TITLE></HEAD><BODY>}
submitted: decode-cgi system/options/cgi/query-string
; If no data has been submitted, print form to request user/pass:
if ((submitted/2 = none) or (submitted/4 = none)) [
    print {
        <STRONG>W A R N I N G - Private Server, Login Required:</STRONG>
        <BR><BR>
        <FORM ACTION="./console.cgi">
        Username: <INPUT TYPE=text SIZE="50" NAME="name"><BR><BR>
        Password: <INPUT TYPE=text SIZE="50" NAME="pass"><BR><BR>
        <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM>
    }
    quit
]
; If code has been submitted, print the output:
entry-form: [
    print {
        <CENTER><FORM METHOD="get" ACTION="./console.cgi">
        <INPUT TYPE=hidden NAME=submit_confirm VALUE="command-submitted">
        <TEXTAREA COLS="100" ROWS="10" NAME="contents"></TEXTAREA><BR><BR>
        <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM></CENTER></BODY></HTML>
```

```
if submitted/2 = "command-submitted" [
    write %commands.txt join "REBOL[]^/" submitted/4
    ; The "call" function requires REBOL version 2.76:
    call/output/error
        {/home/path/public_html/rebol/rebol276 -qs commands.txt}
        %conso.txt %conse.txt
    do entry-form
    print rejoin [
        {<CENTER>Output: <BR><BR>}
        {<TABLE WIDTH=80% BORDER="1" CELLPADDING="10"><TR><TD><PRE>}
        read %conso.txt
        {</PRE></TD></TR></TABLE><BR><BR>}
        {Errors: <BR><BR>}
        read %conse.txt
        {</CENTER>}
    ]
    quit
]
```

; Otherwise, check submitted user/pass, then print form for code entry:
username: submitted/2 password: submitted/4
either (username = "user") and (password = "pass") [
; if user/pass is ok, go on
] [
print "Incorrect Username/Password." quit
]
do entry-form

Upload the script to your server, rename it "console.cgi", set it to executable, and change the path to your REBOL interpreter (2 places in the script). Then try running the following example code:

```
print 352 + 836
? system/locale/months
call "ls -al"
```

Here's an example that allows users to check attendance at various weekly events, and add/remove their names from each of the events. It stores all the user information in a flat file (simple text file) named "jams.db":

```
#! /home/path/public_html/rebol/rebol -cs
REBOL [title: "event.cgi"]
print {content-type: text/html^/}
print {<HTML><HEAD><TITLE>Event Sign-Up</TITLE></HEAD><BODY>}
jams: load %jam.db
a-line: [] loop 65 [append a-line "-"]
a-line: trim to-string a-line
print {
        <hr> <font size=5>" Sign up for an event:"</font> <hr><BR>
        <FORM ACTION="http://yourwebsite.com/cgi-bin/event.cgi">
        Student Name:
        <input type=text size="50" name="student"><BR><BR>
        ADD yourself to this event:
        <select NAME="add"><option>""<option>"all"
}
foreach jam jams [prin rejoin [{<option>} jam/1]]
```

```
print {
    </option> </select> <BR> <BR>
    REMOVE yourself from this event:
    <select NAME="remove"><option>""<option>"all"
}
foreach jam jams [prin rejoin [{<option>} jam/1]]
print {
    </option> </select> <BR> <BR>
    <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
    </FORM>
}
print-all: does [
    print [<br><hr><font size=5>]
    print " Currently scheduled events, and current attendance:"
    print [</font><br>]
    foreach jam jams [
        print rejoin [a-line {<BR>} jam/1 {BR} a-line {<BR>}]
        for person 2 (length? jam) 1 [
            print jam/:person
            print {<BR>}
        ]
        print {<BR>}
    ]
    print {</BODY></HTML>}
]
submitted: decode-cgi system/options/cgi/query-string
if submitted/2 <> none [
    if ((submitted/4 = "") and (submitted/6 = "")) [
        print {
                <strong> Please try again. You must choose an event.</strong>
        }
        print-all
        quit
    ]
    if ((submitted/4 <> "") and (submitted/6 <> "")) [
        print {
            <strong> Please try again. Choose add OR remove.</strong>
        }
        print-all
        quit
    ]
    if submitted/4 = "all" [
        foreach jam jams [append jam submitted/2]
        save %jam.db jams
        print {
            <strong> Your name has been added to every event:</strong>
        }
        print-all
        quit
    ]
    if submitted/6 = "all" [
    foreach jam jams [
        if find jam submitted/2 [
                remove-each name jam [name = submitted/2]
                save %jam.db jams
        ]
    ]
    print {
        <strong> Your name has been removed from all events:</strong>
    }
    print-all
    quit
    ]
    foreach jam jams [
        if (find jam submitted/4) [
```

```
        append jam submitted/2
        save %jam.db jams
        print {
                <strong> Your name has been added to the selected event:
                </strong>
            }
            print-all
            quit
        ]
    ]
    found: false
    foreach jam jams [
        if (find jam submitted/6) [
                if (find jam submitted/2) [
                remove-each name jam [name = submitted/2]
                save %jam.db jams
                print {
                    <strong>
                    Your name has been removed from the selected event:
                    </strong>
                }
                print-all
                quit
                found: true
            ]
        ]
    ]
    if found <> true [
        print {
                <strong> That name is not found in the specified event!"
                </strong>
    }
    print-all
    quit
    ]
]
print-all
```

Here is a sample of the "jam.db" data file used in the above example:

```
["Sunday September 16, 4:00 pm - Jam CLASS"
    "Nick Antonaccio" "Ryan Gaughan" "Mark Carson"]
["Sunday September 23, 4:00 pm - Jam CLASS"
    "Nick Antonaccio" "Ryan Gaughan" "Mark Carson"]
["Sunday September 30, 4:00 pm - Jam CLASS"
    "Nick Antonaccio" "Ryan Gaughan" "Mark Carson"]
```

Here's a simple web site bulletin board program:

```
#! /home/path/public_html/rebol/rebol -cs
REBOL [title: "Jam"]
print {content-type: text/html^/}
print read %template_header.html
; print {<HTML><HEAD><TITLE>Bulletin Board</TITLE></HEAD><BODY>}
bbs: load %bb.db
print {
    <center><table border=1 cellpadding=10 width=600><tr><td>
    <center><strong><font size=4>
    Please REFRESH this page to see new messages.
    </font></strong></center>
```

```
print-all: does [
    print {<br><hr><font size=5> Posted Messages: </font> <br><hr>}
    foreach bb (reverse bbs) [
        print rejoin [
            {<BR>Date/Time: } bb/2 { }
            {"Name: } bb/1 {<BR><BR>} bb/3 {<BR><BR><HR>}
        ]
    ]
]
submitted: decode-cgi system/options/cgi/query-string
if submitted/2 <> none [
    entry: copy []
    append entry submitted/2
    append entry to-string (now + 3:00)
    append entry submitted/4
    append/only bbs entry
    save %bb.db bbs
    print {<BR><strong>Your message has been added: </strong><BR>}
]
print-all
print {
    <font size=5> Post A New Public Message:</font><hr>
    <FORM ACTION="http://website.com/bb/bb.cgi">
    <br> Your Name: <br>
    <input type=text size="50" name="student"><BR><BR>
    Your Message: <br>
    <textarea name=message rows=5 cols=50></textarea><BR><BR>
    <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Post Message">
    </FORM>
    </td></tr></table></center>
}
print read %template_footer.html
```

Here's an example data file for the program above:

```
[
    [
        "Nick Antonaccio"
        "8-Nov-2006/4:55:59-8:00"
        {
            WELCOME TO OUR PUBLIC BULLETIN BOARD.
            Please keep the posts clean cut and on topic.
            Thanks and have fun!
        }
    ]
]
```

The default format for REBOL CGI data is "GET". Data submitted by the GET method in an HTML form is displayed in the URL bar of the user's browser. If you don't want users to see that data displayed, or if the amount of submitted data is larger then can be contained in the URL bar of a browser, the "POST" method should be used. To work with the POST method, the action in your HTML form should be:

```
<FORM METHOD="post" ACTION="./your_script.cgi">
```

You must also use the "read-cgi" function below to decode the submitted POST data in your REBOL script. This example creates a password protected online text editor, with an automatic backup feature:

```
#!/home/path/public_html/rebol/rebol -cs
REBOL []
print {content-type: text/html^/}
print {<HTML><HEAD><TITLE>Edit Text Document</TITLE></HEAD><BODY>}
; submitted: decode-cgi system/options/cgi/query-string
; We can't use the normal line above to decode, because
; we're using the POST method to submit data (because data
; from the textarea may get too big for the GET method).
; Use the following standard function to process data from
; a POST method instead:
read-cgi: func [/local data buffer][
    switch system/options/cgi/request-method [
        "POST" [
            data: make string! 1020
            buffer: make string! 16380
            while [positive? read-io system/ports/input buffer 16380][
                append data buffer
                clear buffer
                ]
            ]
            "GET" [data: system/options/cgi/query-string]
    ]
    data
]
submitted: decode-cgi read-cgi
; if document.txt has been edited and submitted:
if submitted/2 = "save" [
    ; save newly edited document:
    write to-file rejoin ["./" submitted/6 "/document.txt"] submitted/4
    print ["Document Saved."]
    print rejoin [
        {<META HTTP-EQUIV="REFRESH" CONTENT="0;
            URL=http://website.com/folder/}
        submitted/6 {">}
    ]
    quit
]
if user is just opening page (i.e., no data has been submitted
yet), request user/pass:
if ((submitted/2 = none) or (submitted/4 = none)) [
    print {
        <strong>W A R N I N G - Private Server, Login Required:
        </strong><BR><BR>
        <FORM ACTION="./edit.cgi">
        Username: <input type=text size="50" name="name"><BR><BR>
        Password: <input type=text size="50" name="pass"><BR><BR>
        <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM>
    }
    quit
]
; check user/pass against those in userlist.txt,
; end program if incorrect:
userlist: load %userlist.txt
folder: submitted/2
password: submitted/4
response: false
```

```
foreach user userlist [
    if ((first user) = folder) and (password = (second user)) [
        response: true
    ]
]
if response = false [print {Incorrect Username/Password.} quit]
; if user/pass is ok, go on...
; backup (before changes are made):
cur-time: to-string replace/all to-string now/time {:} {-}
document_text: read to-file rejoin [{./} folder {/document.txt}]
write to-file rejoin [
    {./} folder {/} now/date {_} cur-time {.txt}] document_text
; note the POST method in the HTML form:
prin {
    <strong>Be sure to SUBMIT when done:</strong><BR><BR>
    <FORM method="post" ACTION="./edit.cgi">
    <INPUT TYPE=hidden NAME=submit_confirm VALUE="save">
    <textarea cols="100" rows="15" name="contents">
}
The following line is what we want to do, but it won't work for
HTML documents which contain <textarea>s
print document_text
; The following line fixes the problem:
;
prin replace/all document_text {</textarea>} {&lt\/textarea&gt;}
print {</textarea><BR><BR>}
print rejoin [{<INPUT TYPE=hidden NAME=folder VALUE="} folder {">}]
print {<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">}
print {</FORM>}
print {</BODY></HTML>}
```

The following is a generic form handler that can be used to save GET or POST data to a text file. It's a useful replacement for generic form mailers, and makes the data much more accessible later by other scripts:

```
#!/home/path/public_html/rebol/rebol -cs
REBOL []
print {content-type: text/html^/}
read-cgi: func [/local data buffer][
    switch system/options/cgi/request-method [
        "POST" [
            data: make string! 1020
            buffer: make string! 16380
            while [positive? read-io system/ports/input buffer 16380][
                    append data buffer
                clear buffer
        ]
        ]
        "GET" [data: system/options/cgi/query-string]
    ]
    data
]
submitted: decode-cgi read-cgi
print {
    <HTML><HEAD><TITLE>Your Form Has Been Submitted</TITLE></HEAD>
    <BODY><CENTER><TABLE border=0 cellPadding=10 width="80%"><TR><TD>
```

```
}
entry: rejoin [{[^/ "Time Stamp:" } {"} form (now + 3:00) {"^/}]
foreach [title value] submitted [
    entry: rejoin [entry { } {"} mold title {" } mold value {^/}]
]
append entry {]^/}
write/append %submitted_forms.txt entry
html: copy ""
foreach [title value] submitted [
    repend html [
        <TR><TD width=20%> mold title </TD><TD> mold value </TD></TR>
    ]
]
print rejoin [
    {
        <FONT size=5>Thank You! The following information has been
        submitted: </FONT><BR><BR>Time Stamp:
    }
    now + 3:00 {<BR><BR><TABLE border=1 cellPadding=10 width="100%">}
    html {</TABLE><BR>}
    {
        To correct any errors or to submit forms for additional people,
        please click the [BACK] button in your browser, make any
        changes, and resubmit the form. You'll hear from us shortly.
        Thank you!<BR><BR><CENTER><FONT size=1>
        Copyright © 2009 This Web Site. All rights reserved.</FONT>
        </CENTER></TD></TR></CENTER></BODY></HTML>
    }
]
quit
```

Here's a basic form example that could be processed by the above script. You can add as many text, textareas, and other form items as desired, and the script will save all the submitted data (the action link in the form below assumes that the script above is saved in the text file named "form.cgi"):

```
<FORM action="form.cgi">
    Name:<BR><INPUT type="TEXT" name="name"><BR><BR>
    Email:<BR><INPUT type="TEXT" name="email"><BR><BR>
    Message:<BR>
        <TEXTAREA cols="75" rows="5" name="message">
        </TEXTAREA><BR><BR>
    <INPUT type="SUBMIT" name="Submit" value="Submit">
</FORM>
```

The script below can be used on a desktop PC to easily view all the forms submitted at the script above. It provides nice GUI navigation, message count, sort by any data column, etc.:

```
REBOL [title: "CGI form submission viewer"]
sort-column: 4 ; even numered cols contain data (2nd col is time stamp)
signups: load http://yoursite.com/submitted_forms.txt
do create-list: [
    name-list: copy []
    foreach item signups [append name-list (pick item sort-column)]
]
view center-face layout [
    the-list: text-list 600x150 data name-list [
            foreach item signups [
                if (pick item sort-column) = value [
```

```
        dt: copy ""
        foreach [label data] item [
        dt: rejoin [
        dt newline label " " data
        ]
        ]
        a/text: dt
        show a
        ]
    ]
    ]
    a: area 600x300 across
    btn "Sort by..." [
        sort-column: to-integer request-text/title/default {
            Data column to list:} "4"
        do create-list
        the-list/data: name-list
        show the-list
    ]
    tab text join (form length? signups) " entries."
]
```

Here's another script that removes the title columns and reduces the form data into a usable format. Possibilities with managing form data like this are endless:

```
submissions: load http://yoursite.com/submitted_forms.txt
do create-list: [
    data: copy []
    foreach block submissions [append/only data (extract/index block 2 4)]
    datastring: copy {}
    foreach block data [
        datastring: join datastring "[^/"
        foreach item block [datastring: rejoin [datastring item newline]]
        datastring: join datastring "]^/^/"
    ]
    editor datastring
]
```

The following example demonstrates how to upload files to your web server using the decode-multipart-form-data function by Andreas Bolka:

```
#! /home/path/public_html/rebol/rebol -cs
REBOL [Title: "HTTP File Upload"]
print {content-type: text/html^/}
print {<HTML><HEAD><TITLE>File Upload</TITLE></HEAD>}
print {<BODY><br><br><center><table width=95% border=1>}
print {<tr><td width=100%><br><center>}
read-cgi: func [/local data buffer][
    switch system/options/cgi/request-method [
        "POST" [
            data: make string! 1020
            buffer: make string! 16380
            while [positive? read-io system/ports/input buffer 16380][
                append data buffer
                clear buffer
            ]
        ]
        "GET" [data: system/options/cgi/query-string]
    ]
        data
]
```

```
if submitted/2 = none [
    print {
        <FORM ACTION="./upload.cgi"
        METHOD="post" ENCTYPE="multipart/form-data">
            <strong>Upload File:</strong><br><br>
            <INPUT TYPE="file" NAME="photo"> <br><br>
            <INPUT TYPE="submit" NAME="Submit" VALUE="Upload">
        </FORM>
        <br></center></td></tr></table></BODY></HTML>
    }
    quit
]
decode-multipart-form-data: func [
    p-content-type
    p-post-data
    /local list ct bd delim-beg delim-end non-cr non-lf non-crlf mime-part
] [
    list: copy []
    if not found? find p-content-type "multipart/form-data" [return list]
    ct: copy p-content-type
    bd: join "--" copy find/tail ct "boundary="
    delim-beg: join bd crlf
    delim-end: join crlf bd
    non-cr: complement charset reduce [ cr ]
    non-lf: complement charset reduce [ newline ]
    non-crlf: [ non-cr | cr non-lf ]
    mime-part: [
        ( ct-dispo: content: none ct-type: "text/plain" )
        delim-beg ; mime-part start delimiter
        "content-disposition: " copy ct-dispo any non-crlf crlf
        opt [ "content-type: " copy ct-type any non-crlf crlf ]
        crlf ; content delimiter
        copy content
        to delim-end crlf ; mime-part end delimiter
        ( handle-mime-part ct-dispo ct-type content )
    ]
    handle-mime-part: func [
        p-ct-dispo
        p-ct-type
        p-content
        /local tmp name value val-p
    ] [
        p-ct-dispo: parse p-ct-dispo {;="}
        name: to-set-word (select p-ct-dispo "name")
        either (none? tmp: select p-ct-dispo "filename")
            and (found? find p-ct-type "text/plain") [
            value: content
        ] [
            value: make object! [
                filename: copy tmp
                type: copy p-ct-type
                content: either none? p-content [none][copy p-content]
            ]
        ]
        either val-p: find list name
            [change/only next val-p compose [(first next val-p) (value)]]
            [append list compose [(to-set-word name) (value)]]
    ]
    use [ct-dispo ct-type content] [
        parse/all p-post-data [some mime-part "--" crlf]
    ]
    list
]
```

```
; the submitted multipart object:
cgi-object: construct decode-multipart-form-data
    system/options/cgi/content-type copy submitted
; Write file to server using the original filename, and notify the user:
the-file: last split-path to-file copy cgi-object/photo/filename
write/binary the-file cgi-object/photo/content
print {
    <strong>UPLOAD COMPLETE</strong><br><br>
    <strong>Files currently in this folder:</strong><br><br>
}
folder: sort read %.
foreach file folder [
    print [rejoin [{<a href="./} file {">} file {</a><br>}]]
]
print {<br></td></tr></table></BODY></HTML>}
    Alternatively, you could forward to a different page when done:
    wait 3
    refresh-me: {
    <head><title></title>
    <META HTTP-EQUIV="REFRESH" CONTENT="O; URL=./index.cgi"></head>
}
print refresh-me
```

This variation of the upload script allows you to select the directory to which files are uploaded:

```
#! /home/path/public_html/rebol/rebol -cs
REBOL [Title: "HTTP File Upload"]
print {content-type: text/html^/}
print {<HTML><HEAD><TITLE>File Upload</TITLE></HEAD>}
print {<BODY><br><br><center><table width=95% border=1>}
print {<tr><td width=100%><br><center>}
read-cgi: func [/local data buffer][
    switch system/options/cgi/request-method [
        "POST" [
            data: make string! 1020
            buffer: make string! 16380
            while [positive? read-io system/ports/input buffer 16380][
                    append data buffer
                        clear buffer
            ]
        ]
        "GET" [data: system/options/cgi/query-string]
    ]
    data
]
submitted: read-cgi
if submitted/2 = none [
    print {
        <FORM ACTION="./upload.cgi"
        METHOD="post" ENCTYPE="multipart/form-data">
            <strong>Upload File:</strong><br><br>
            <INPUT TYPE="file" NAME="photo"> <br><br>
            <INPUT TYPE="text" NAME="path" SIZE="35"
                VALUE="/home/path/public_html/">
            <INPUT TYPE="submit" NAME="Su\overline{bmit" VALUE="Upload">}
        </FORM>
        <br></center></td></tr></table></BODY></HTML>
    }
```

quit

```
decode-multipart-form-data: func [
    p-content-type
    p-post-data
    /local list ct bd delim-beg delim-end non-cr non-lf non-crlf mime-part
] [
    list: copy []
    if not found? find p-content-type "multipart/form-data" [return list]
    ct: copy p-content-type
    bd: join "--" copy find/tail ct "boundary="
    delim-beg: join bd crlf
    delim-end: join crlf bd
    non-cr: complement charset reduce [ cr ]
    non-lf: complement charset reduce [ newline ]
    non-crlf: [ non-cr | cr non-lf ]
    mime-part: [
        ( ct-dispo: content: none ct-type: "text/plain" )
        delim-beg ; mime-part start delimiter
        "content-disposition: " copy ct-dispo any non-crlf crlf
        opt [ "content-type: " copy ct-type any non-crlf crlf ]
        crlf ; content delimiter
        copy content
        to delim-end crlf ; mime-part end delimiter
        ( handle-mime-part ct-dispo ct-type content )
    ]
    handle-mime-part: func [
        p-ct-dispo
        p-ct-type
        p-content
        /local tmp name value val-p
    ] [
    p-ct-dispo: parse p-ct-dispo {;="}
    name: to-set-word (select p-ct-dispo "name")
    either (none? tmp: select p-ct-dispo "filename")
            and (found? find p-ct-type "text/plain") [
        value: content
    ] [
        value: make object! [
                filename: copy tmp
                type: copy p-ct-type
                content: either none? p-content [none][copy p-content]
            ]
        ]
        either val-p: find list name
            [change/only next val-p compose [(first next val-p) (value)]]
            [append list compose [(to-set-word name) (value)]]
    ]
    use [ct-dispo ct-type content] [
        parse/all p-post-data [some mime-part "--" crlf]
    ]
    list
]
cgi-object: construct decode-multipart-form-data
    system/options/cgi/content-type copy submitted
the-file: last split-path to-file copy cgi-object/photo/filename
write/binary the-file cgi-object/photo/content
print {
    <strong>UPLOAD COMPLETE</strong><br><br>
    <strong>Files currently in this folder:</strong><br><br>
}
folder: sort read to-file cgi-object/path
current-folder: rejoin at
foreach file folder [
    print [rejoin [
```

```
        {<a href="http://site.com/"} (at cgi-object/path 28) file {">}
        ; convert path to URL
        file "</a><br>"
    ]]
]
print {<br></td></tr></table></BODY></HTML>}
```

Here's a script that demonstrates how to push download a file to the user's browser:

```
#!/home/path/public_html/rebol/rebol -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
root-path: "/home/path"
; if no data has been submitted, request file name:
if ((submitted/2 = none) or (submitted/4 = none)) [
    print "content-type: text/html^/"
    print [<STRONG>"W A R N I N G - "]
    print ["Private Server, Login Required:"</STRONG><BR><BR>]
    print [<FORM ACTION="./download.cgi">]
    print [" Username: " <INPUT TYPE=text SIZE="50" NAME="name"><BR><BR>]
    print [" Password: " <INPUT TYPE=text SIZE="50" NAME="pass"><BR><BR>]
    print [" File: "<BR><BR>]
    print [<INPUT TYPE=text SIZE="50" NAME="file" VALUE="/public_html/">]
    print [<BR><BR>]
    print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
    print [</FORM>]
    quit
]
; check user/pass, end program if incorrect:
username: submitted/2 password: submitted/4
either (username = "user") and (password = "pass) [
    ; if user/pass is ok, go on
] [
    print "content-type: text/html^/"
    print "Incorrect Username/Password." quit
]
print rejoin [
    "Content-Type: application/x-unknown"
    newline
    "Content-Length: '
    (size? to-file join root-path submitted/6)
    newline
    "Content-Disposition: attachment; filename="
    (second split-path to-file submitted/6)
    newline
]
data: read/binary to-file join root-path submitted/6
data-length: size? to-file join root-path submitted/6
write-io system/ports/output data data-length
```


### 9.9.5 A Complete Web Server Management Application

This final script makes use of several previous examples, and some additional code, to form a complete web server management application. It allows you to list directory contents, upload, download, edit, and search for files, execute OS commands (chmod, Is, mv, cp, etc. - any command available on your web server's operating system), and run REBOL commands directly on your server. Edited files are automatically backed up into an "edit_history" folder on the server before being saved. No configuration is required for most web servers. Just save this script as "web-tool.cgi", upload it and the REBOL interpreter
into the same folder as your web site's index.html file, set permissions (chmod) to 755 , then go to http://yourwebsite/web-tool.cgi.

THIS SCRIPT CAN POSE A MAJOR SECURITY THREAT TO YOUR SERVER. It can potentially enable anyone to gain control of your web server and everything it contains. DO NOT install it on your server if you're at all concerned about security, or if you don't know how to secure your server yourself.

The first line of this script must point to the location of the REBOL interpreter on your web server, and you must use a version of REBOL which supports the "call" function (version 2.76 is recommended). By default, the REBOL interpreter should be uploaded to the same path as this script, that folder should be publicly accessible, and you must upload the correct version of REBOL for the operating system on which your server runs. IN THIS EXAMPLE, THE REBOL INTERPRETER HAS BEEN RENAMED "REBOL276".

```
#! ./rebol276 -cs
REBOL [Title: "REBOL CGI Web Site Manager"]
; Upload this script to the same path as index.html on your server, then
; upload the REBOL interpreter to the path above (the same path as the
; script, by default). CHMOD IT AND THIS SCRIPT TO 755. Then, to run the
; program, go to www.yoursite.com/this-script.cgi .
; YOU CAN EDIT THESE VARIABLES, _IF_ NECESSARY (change the quoted values):
; The user name you want to use to log in:
    set-username: "username"
; The password you want to use to log in:
    set-password: "password"
; Do NOT edit these variables, unless you really know what you're doing:
doc-path: to-string what-dir
script-subfolder: find/match what-dir doc-path
if script-subfolder = none [script-subfolder: ""]
; Get submitted data:
selection: decode-cgi system/options/cgi/query-string
read-cgi: func [/local data buffer][
    switch system/options/cgi/request-method [
        "POST" [
            data: make string! 1020
            buffer: make string! 16380
            while [positive? read-io system/ports/input buffer 16380][
                append data buffer
                clear buffer
            ]
        ]
        "GET" [data: system/options/cgi/query-string]
    ]
    the-data: data
    data
]
submitted: read-cgi
submitted-block: decode-cgi the-data
```

```
; This section should be first because it prints a different header
; for a push download (not "content-type: text/html^/"):
if selection/2 = "download-confirm" [
    print rejoin [
        "Content-Type: application/x-unknown"
        newline
        "Content-Length: "
        (size? to-file selection/4)
        newline
        "Content-Disposition: attachment; filename="
        (second split-path to-file selection/4)
        newline
    ]
    data: read/binary to-file selection/4
    data-length: size? to-file selection/4
    write-io system/ports/output data data-length
    quit
]
; Print the normal HTML headers, for use by the rest of the script:
print "content-type: text/html^/"
print {<HTML><HEAD><TITLE>Web Site Manager</TITLE></HEAD><BODY>}
; If search has been called (via link on main form):
if selection/2 = "confirm-search" [
    print rejoin [
        {<center><a href="./}
        (second split-path system/options/script) {?name=} set-username
        {&pass=} set-password {">Back to Web Site Manager</a></center>}
    ]
    print {<center><table border="1" cellpadding="10" width=80%><tr><td>}
    print [<CENTER><TABLE><TR><TD>]
    print rejoin [
        {<FORM ACTION="./} (second split-path system/options/script)
        {"> Text to search for: <BR> <INPUT TYPE="TEXT" SIZE="50"}
        {NAME="phrase"><BR><BR>Folder to search in: <BR>}
        {<INPUT TYPE="TEXT" SIZE="50" NAME="folder" VALUE="} what-dir
        {" ><BR><BR><INPUT TYPE=hidden NAME=perform-search }
        {VALUE="perform-search"><INPUT TYPE="SUBMIT" NAME="Submit" }
        {VALUE="Submit"></FORM></TD></TR></TABLE></CENTER>}
        {</td></tr></table></center></BODY></HTML>}
    ]
    quit
]
```

; If edited file text has been submitted:
if submitted-block/2 = "save" [
; Save newly edited document:
write (to-file submitted-block/6) submitted-block/4
print \{<center><strong>Document Saved:</strong>
<br><br><table border="1" width=80\% cellpadding="10"><tr><td>\}
prin [<center><textarea cols="100" rows="15" name="contents">]
    prin replace/all read (
    to-file (replace/all submitted-block/6 "\%2F" "/")
    ) "</textarea>" "<\/textarea>"
print [</textarea>//center>]

```
    print rejoin [
    {</td></tr></table><br><a href="./}
    (second split-path system/options/script) {?name=} set-username
    {&pass=} set-password {">Back to Web Site Manager</a></center>}
    {</BODY></HTML>}
    ]
    quit
]
; If upload link has been clicked, print file upload form:
if selection/2 = "upload-confirm" [
    print rejoin [
        {<center><a href="./}
        (second split-path system/options/script) {?name=} set-username
        {&pass=} set-password {">Back to Web Site Manager</a></center>}
    ]
    print {<center><table border="1" cellpadding="10" width=80%><tr><td>}
    print {<center>}
    ; If just the link was clicked - no data submitted yet:
    if selection/4 = none [
        print rejoin [
            {<FORM ACTION="./} (second split-path system/options/script)
            {" METHOD="post" ENCTYPE="multipart/form-data">
                <strong>Upload File:</strong><br><br>
                <INPUT TYPE=hidden NAME=upload-confirm
                VALUE="upload-confirm">
                <INPUT TYPE="file" NAME="photo"> <br><br>
                Folder: <INPUT TYPE="text" NAME="path" SIZE="35"
                    VALUE="} what-dir {">
                <INPUT TYPE="submit" NAME="Submit" VALUE="Upload">
            </FORM>
            <br></center></td></tr></table></center></BODY></HTML>}
        ]
        quit
    ]
]
```

; If upload data has been submitted:
if (submitted/2 = \#"-") and (submitted/4 = \#"-") [
; This function is by Andreas Bolka:
decode-multipart-form-data: func [
p-content-type
p-post-data
/local list ct bd delim-beg delim-end non-cr
non-lf non-crlf mime-part
] [
list: copy []
if not found? find p-content-type "multipart/form-data" [
return list
]
ct: copy p-content-type
bd: join "--" copy find/tail ct "boundary="
delim-beg: join bd crlf
delim-end: join crlf bd
non-cr: complement charset reduce [ cr ]
non-lf: complement charset reduce [ newline ]
non-crlf: [ non-cr | cr non-lf ]
mime-part: [

```
            ( ct-dispo: content: none ct-type: "text/plain" )
            delim-beg ; mime-part start delimiter
            "content-disposition: " copy ct-dispo any non-crlf crlf
            opt [ "content-type: " copy ct-type any non-crlf crlf ]
            crlf ; content delimiter
            copy content
            to delim-end crlf ; mime-part end delimiter
            ( handle-mime-part ct-dispo ct-type content )
    ]
    handle-mime-part: func [
        p-ct-dispo
        p-ct-type
        p-content
        /local tmp name value val-p
    ] [
        p-ct-dispo: parse p-ct-dispo {;="}
        name: to-set-word (select p-ct-dispo "name")
        either (none? tmp: select p-ct-dispo "filename")
                and (found? find p-ct-type "text/plain") [
            value: content
        ] [
            value: make object! [
                filename: copy tmp
                type: copy p-ct-type
                content: either none? p-content [none][copy p-content]
            ]
        ]
        either val-p: find list name
            [
                change/only next val-p compose [
                    (first next val-p) (value)
                ]
            ]
            [append list compose [(to-set-word name) (value)]]
    ]
    use [ct-dispo ct-type content] [
        parse/all p-post-data [some mime-part "--" crlf]
    ]
    list
]
; After the following line, "probe cgi-object" will display all parts
; of the submitted multipart object:
cgi-object: construct decode-multipart-form-data
    system/options/cgi/content-type copy submitted
; Write file to server using the original filename, and notify the
; user:
the-file: last split-path to-file copy cgi-object/photo/filename
write/binary
    to-file join cgi-object/path the-file
    cgi-object/photo/content
print rejoin [
    {<center><a href="./}
    (second split-path system/options/script) {?name=} set-username
    {&pass=} set-password {">Back to Web Site Manager</a></center>}
]
print {
    <center><table border="1" width=80% cellpadding="10"><tr><td>
    <strong>UPLOAD COMPLETE</strong><br><br></center>
    <strong>Files currently in this folder:</strong><br><br>
}
change-dir to-file cgi-object/path
folder: sort read what-dir
foreach file folder [
    print [
```

```
            rejoin [
            {<a href="./} (second split-path system/options/script)
            {?editor-confirm=editor-confirm&thefile=}
            what-dir file {">(edit)</a> }
            {<a href="./} (second split-path system/options/script)
            {?download-confirm=download-confirm&thefile=}
            what-dir file {">} "(download)</a> "
            {<a href="./} (find/match what-dir doc-path) file
            {">} file {</a><br>}
            ]
        ]
    ]
    print {</td></tr></table></center></BODY></HTML>}
    quit
]
; If no data has been submitted, print form to request user/pass:
if ((selection/2 = none) or (selection/4 = none)) [
    print rejoin [{
        <STRONG>W A R N I N G - Private Server, Login Required:</STRONG>
        <BR><BR>
        <FORM ACTION="./} (second split-path system/options/script) {">
        Username: <INPUT TYPE=text SIZE="50" NAME="name"><BR><BR>
        Password: <INPUT TYPE=text SIZE="50" NAME="pass"><BR><BR>
        <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM></BODY></HTML>
    }]
    quit
]
; If a folder name has been submitted, print file list:
if ((selection/2 = "command-submitted") and (
    selection/4 = "call {^/^/^/^/}")
) [
    print rejoin [
            {<center><a href="./}
            (second split-path system/options/script) {?name=} set-username
            {&pass=} set-password {">Back to Web Site Manager</a></center>}
    ]
    print {<center><table border="1" cellpadding="10" width=80%><tr><td>}
    print {<strong>Files currently in this folder:</strong><br><br>}
    change-dir to-file selection/6
    folder: sort read what-dir
    foreach file folder [
        print rejoin [
            {<a href="./} (second split-path system/options/script)
            {?editor-confirm=editor-confirm&thefile=}
                what-dir file {">} "(edit)</a> "
                {<a href="./} (second split-path system/options/script)
                {?download-confirm=download-confirm&thefile=}
                what-dir file {">} "(download)</a> "
                {<a href="./} (find/match what-dir doc-path) file {">} file
                {</a><br>}
        ]
    ]
    print {</td></tr></table></center></BODY></HTML>}
    quit
]
```

; If editor has been called (via a constructed link):

```
if selection/2 = "editor-confirm" [
    ; backup (before changes are made):
    cur-time: to-string replace/all to-string now/time ":" "-"
    document_text: read to-file selection/4
    if not exists? to-file rejoin [
    doc-path script-subfolder "edit_history/"
    ] [
    make-dir to-file rejoin [
        doc-path script-subfolder "edit_history/"
    ]
    ]
    write to-file rejoin [
    doc-path script-subfolder "edit_history/"
    to-string (second split-path to-file selection/4)
    "--" now/date "_" cur-time ".txt"
    ] document_text
    ; note the POST method in the HTML form:
    print rejoin [
        {<center><strong>Be sure to SUBMIT when done:</strong>}
        {<BR><BR><FORM method="post" ACTION="./}
        (second split-path system/options/script) {">}
        {<INPUT TYPE=hidden NAME=submit_confirm VALUE="save">}
        {<textarea cols="100" rows="15" name="contents">}
        (replace/all document text "</textarea>" "<\/textarea>")
        {</textarea><BR><BR><INPUT TYPE=hidden NAME=path VALUE="}
        selection/4
        {"><INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
        </FORM></center></BODY></HTML>}
    ]
    quit
]
; If search criteria has been entered:
if selection/6 = "perform-search" [
    phrase: selection/2
    start-folder: to-file selection/4
    change-dir start-folder
    ; found-list: ""
    recurse: func [current-folder] [
        foreach item (read current-folder) [
                if not dir? item [
                if error? try [
                        if find (read to-file item) phrase [
                                    print rejoin [
                                    {<a href="./}
                                    (second split-path system/options/script)
                                    {?editor-confirm=editor-confirm&theitem=}
                                    what-dir item {">(edit)</a> }
                                    {<a href="./}
                                    (second split-path system/options/script)
                                    {?download-confirm=download-confirm&theitem=}
                                    what-dir item {">(download)</a> "}
                                    phrase {" found in: }
                                    {<a href="./} (find/match what-dir doc-path)
                                    item {">} item {</a><BR>}
                                    ]
                            ; found-list: rejoin [
                                found-list newline what-dir item
                                    ]
```

```
                    ]
                    ] [print rejoin ["error reading " item]]
            ]
        ]
        foreach item (read current-folder) [
        if dir? item [
            change-dir item
            recurse %.\
            change-dir %..\
        ]
    ]
    ]
    print rejoin [
        {<center><a href="./}
        (second split-path system/options/script) {?name=} set-username
        {&pass=} set-password {">Back to Web Site Manager</a></center>}
    ]
    print {<center><table border="1" cellpadding="10" width=80%><tr><td>}
print rejoin [
    {<strong>SEARCHING for "} phrase {" in } start-folder
    {</strong><BR><BR>}
    ]
recurse %.\
print {<BR><strong>DONE</strong><BR>}
print {</td></tr></table></center></BODY></HTML>}
; save %found.txt found-list
quit
]
; This is the main entry form, used below:
entry-form: [
    print rejoin [
        {<CENTER><strong>current path: </strong>} what-dir
        {<FORM METHOD="get" ACTION="./}
        (second split-path system/options/script) {">}{<INPUT TYPE=hidden}
        { NAME=submit_confirm VALUE="command-submitted">}
        {<TEXTAREA COLS="100" ROWS="10" NAME="contents">}
        {call {^/^/^/^/}</textarea><BR><BR>}
        {List Files: <INPUT TYPE=text SIZE="35" NAME="name" VALUE="}
        what-dir {"><INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">}
            { <A HREF="./} (second split-path system/options/script)
        {?upload-confirm=upload-confirm">upload</A> } ; leave spaces
        {<A HREF="./} (second split-path system/options/script)
        {?confirm-search=confirm-search">search</A>}
        {</FORM><BR></CENTER>}
    ]
]
; If code has been submitted, print the output, along with an entry form):
if ((selection/2 = "command-submitted") and (
selection/4 <> "call {^/^/^/^/}") and ((to-file selection/6) = what-dir))[
    write %commands.txt join "REBOL[]^/" selection/4
    ; The "call" function requires REBOL version 2.76:
    call/output/error
        "./rebol276 -qs commands.txt"
        %conso.txt %conse.txt
    do entry-form
    print rejoin [
            {<CENTER>Output: <BR><BR>}
            {<TABLE WIDTH=80% BORDER="1" CELLPADDING="10"><TR><TD><PRE>}
            read %conso.txt
```

```
            {</PRE></TD></TR></TABLE><BR><BR>}
            {Errors: <BR><BR>}
            read %conse.txt
            {</CENTER></BODY></HTML>}
    ]
    quit
]
;---------------------------------------------------------------------------------
if ((selection/2 = "command-submitted") and (
    selection/4 <> "call {^/^/^/^/}") and (
    (to-file selection/6) <> what-dir)
) [
    print rejoin [
        {<center><a href="./}
        (second split-path system/options/script) {?name=} set-username
        {&pass=} set-password {">Back to Web Site Manager</a></center>}
    ]
    print {
        <center><table border="1" cellpadding="10" width=80%><tr><td>
                <center>
        You must EITHER enter a command, OR enter a file path to list.<BR>
        Please go back and try again (refresh the page if needed).
                </center>
        </td></tr></center></BODY></HTML>
    }
    quit
]
; Otherwise, check submitted user/pass, then print form for code entry:
username: selection/2 password: selection/4
either (username = set-username) and (password = set-password) [
    ; if user/pass is ok, go on
] [
    print "Incorrect Username/Password. </BODY></HTML>" quit
]
do entry-form
print {</BODY></HTML>}
```

Be sure to see the following links for more insight about REBOL CGI programming:
http://rebol.com/docs/cgi1.html
http://rebol.com/docs/cgi2.html
http://rebol.com/docs/cgi-bbs.html
http://www.rebol.net/cookbook/recipes/0045.html

To create web sites using a PHP-like version of REBOL that runs in a web server written entirely in REBOL, see:
http://cheyenne-server.org (binaries are available for Windows, Mac, and Linux).
http://cheyenne-server.org/docs/rsp-api.html - documentation for the "RSP" (REBOL server pages) API.

### 9.10 WAP - Cell Phone Browser CGI Apps

Most cell phone service providers offer data options which allow users to access information on the Internet. If you use a "smart phone", your data package likely allows you to access normal web pages using a browser program that runs on your phone (with varying degrees of rendering success). Most average cell phones, however, come only with a "WAP" browser that allows you to access only very light mobile versions of web sites, and provides information in a format specifically accessible only by cell phones. Using WAP mobile sites, you can check email in Google, Yahoo, and other accounts, read news, get weather and traffic reports, manage Ebay transactions, etc. WAP versions of sites, accessible on normal cell phones are not renditions of the normal HTML sites created or interpreted by your phone, but are
instead entirely separate versions of each site, created and managed on the web server by the web site creators, and simply accessed by WAP phone browsers.

You can create your own WAP CGI applications, to be accessed by any phone with a WAP browser, using REBOL. WAP scripts are just as easy to ceate as normal CGI web scripts. Instead of HTML, however, you simply need to format the output of your scripts using WAP ("Wireless Application Protocal") syntax. Reference information about WAP tags ("WML") can be found at
http://www.w3schools.com/WAP/wml_reference.asp
Here's a basic WAP CGI script which demonstrates the stock code required in all your REBOL WAP scripts. The first 5 lines should be memorized. You'll need to copy them verbatim to the beginning of every WAP script you create. The last lines demonstrate some other important WAP tags. Notice that the wml tag basically replaces the html tag from normal HTML. Every WAP page also contains card tags, which basically replace the head and body tags in normal HTML. This script prints the current time in a WAP browser. Remember to set the permissions of (chmod) any WAP CGI script to 755 :

```
#!./rebol276 -cs
REBOL []
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
; The lines above are standard headers for any WAP CGI script. The
; lines below print out the standard tags needed to print text on a
; WAP page. Included inside the wml, card and p (paragraph) tags is
; one line that prints the current time:
print {<wml><card id="1" title="Current Time"><p>}
print now
print {</p></card></wml>}
quit
```

The following nearly identical script converts text data output by another script on the web site to WAP format, so that it can be read on small cell phone browsers. Because WAP syntax is a bit more strict than HTML, some HTML tags must be removed (replaced) from the source script output. You must be careful to strip out unnecessary tags and characters in text formatted for display in cell phones. Most WAP browsers will simply display an error if they encounter improperly formatted content:

```
#!./rebol276 -cs
REBOL []
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
print {<wml><card id="1" title="Wap Page"><p>}
prin replace/all (read http://site.com/page.cgi) {</BODY> </HTML>} {}
print {</p></card></wml>}
quit
```

Here's a bit more useful version of the above script which allows users to specify the file to be converted, right in the URL of WAP page (i.e., if this script is at site.com/wap.cgi, and the user wants to read page.txt in their WAP browser, then the URL would be "http://site.com/wap.cgi?page.txt"):

```
#!./rebol276 -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
```

```
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
print {<wml><card id="1" title="Wap Page"><p>}
; The line below joins the web site URL with the submitted page,
; reads it, and parses it, up to some indicated marker text, so
; that only the text before the marker text is displayed:
parse read join http://site.com/ submitted/2 [
    thru submitted/2 copy p to "some marker text"
]
prin p
print {</p></card></wml>}
quit
```

Here's a version of the above script that lets users select a document to be converted and displayed. This code makes use of select and option tags, which work like HTML dropdown boxes in forms. It also demonstrates how to use anchor, go and postfield tags to submit form data. These work like the "action" in HTML forms. Variable labels for information entered by the user are preceded by a dollar symbol ("\$"), and the variable name is enclosed in parentheses (i.e., the $\$(\mathrm{doc})$ variable below is submitted to the wap.cgi program). The anchor tag creates a clickable link that makes the action occur:

```
#!./rebol -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
; If no data has been submitted, do this by default:
if submitted/2 = none [
    ; Print some standard tags:
    print {<wml><card id="1" title="Select Doc"><p>}
    ; Get a list of subfolders and display them in a dropdown box:
    folders: copy []
    foreach folder read %./docs/ [
        if find to-string folder {/} [append folders to-string folder]
    ]
    print {Doc: <select name="doc">}
    foreach folder folders [
        folder: replace/all folder {/} {}
        print rejoin [{<option value="} folder {">} folder {</option>}]
    ]
    print {</select>
    ; Create a link to submit the chosen folder, then close the tags
    ; from above:
    <anchor>
        <go method="get" href="wap.cgi">
            <postfield name="doc" value="$(doc)"/>
        </go>
        Submit
    </anchor>}
    print {</p></card></wml>}
    quit
]
```

; If some data has been submitted, read the selected doc:

```
print rejoin [{<wml><card id="1" title="} submitted/2 {"><p>}]
parse read join http://site.com/docs/ submitted/2 [
    thru submitted/2 copy p to "end of file"
]
prin p
print {</p></card></wml>}
quit
```

This script breaks up the selected text document into small (130 byte) chunks so that it can be navigated more quickly. Each separate card is displayed as a different page in the WAP browswer, and anchor links are provided to navigate forward and backword between the cards. For the user, paging through data in this way tends to be much faster than scrolling through long results line by line:

```
#!./rebol276 -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
count: 0
p: read http://site.com/folder.txt
print {<wml>}
forskip p 130 [
    ; Create a counter, to appear as each card title, then print links
    ; to go forward and backward between the cards:
    count: count + 1
    print rejoin [{<card id="} count {" title="page-} count {"><p>}]
    print rejoin [
        {<anchor>Next<go href="#} (count + 1) {"/></anchor>}
    ]
    print rejoin [{<anchor>Back<prev/></anchor>}]
    ; Print 130 characters in each card:
    print copy/part p 130
    print {</p></card>}
]
print {</wml>}
quit
```

This next script combines the techniques explained so far, and allows the user to select a file on the web server, using a dropdown box, and displays the selected file in 130 byte pages:

```
#!./rebol276 -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
if submitted/2 = none [
    print {<wml><card id="1" title="Select Teacher"><p>}
        ; print {Name: <input name="name" size="12"/>}
        folders: copy []
        foreach folder read %./Teachers/ [
            if find to-string folder {/} [append folders to-string folder]
```

```
    ]
    print {Teacher: <select name="teacher">}
    foreach folder folders [
        folder: replace/all folder {/} {}
        print rejoin [
        {<option value="} folder {">} folder {</option>}
        ]
    ]
    print {</select>
    <anchor>
    <go method="get" href="wap.cgi">
        <postfield name="teacher" value="$(teacher)"/>
    </go>
    Submit
    </anchor>}
    print {</p></card></wml>}
    quit
]
count: 0
parse read join http://site.com/folder/ submitted/2 [
    thru submitted/2 copy p to "past students"
]
print {<wml>}
forskip p 130 [
    count: count + 1
    print rejoin [
        {<card id="} count {" title="} submitted/2 "-" count {"><p>}
    ]
    print rejoin [
        {<anchor>Next<go href="#} (count + 1) {"/></anchor>}
    ]
    print rejoin [{<anchor>Back<prev/></anchor>}]
    print copy/part p 130
    print {</p></card>}
]
print {</wml>}
quit
```

Finally, this script allows users to select a file, and enter some text to be saved in that file, using the input tag:

```
#!./rebol276 -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
if submitted/2 = none [
    print {<wml><card id="1" title="Select Teacher"><p>}
    print {Insert Text: <input name="thetext" size="12"/>}
    folders: copy []
    foreach folder read %./Teachers/ [
        if find to-string folder {/} [
            append folders to-string folder
        ]
    ]
    print {Teacher: <select name="teacher">}
    foreach folder folders [
        folder: replace/all folder {/} {}
        print rejoin [
                {<option value="} folder {">} folder {</option>}
        ]
```

```
    ]
    print {</select>
    <anchor>
        <go method="get" href="wapinsert.cgi">
        <postfield name="teacher" value="$(teacher)"/>
        <postfield name="thetext" value="$(thetext)"/>
    </go>
    Submit
    </anchor>}
    print {</p></card></wml>}
    quit
]
chosen-file: rejoin [%./Teachers/ submitted/2 "/schedule.txt"]
adjusted-file: read/lines chosen-file
insert next next next next adjusted-file submitted/4
write/lines chosen-file adjusted-file
count: 0
parse read join http://site.com/folders/ submitted/2 [
    thru submitted/2 copy p to "past students"
]
print {<wml>}
forskip p 130 [
    count: count + 1
    print rejoin [
        {<card id="} count {" title="} submitted/2 "-" count {"><p>}
    ]
    print rejoin [
        {<anchor>Next<go href="#} (count + 1) {"/></anchor>}
    ]
    print rejoin [{<anchor>Back<prev/></anchor>}]
    print copy/part p }13
    print {</p></card>}
]
print {</wml>}
quit
```

This script allows users to read email messages from any POP server, on their cell phone:

```
#!./rebol276 -cs
REBOL []
submitted: decode-cgi system/options/cgi/query-string
prin {Content-type: text/vnd.wap.wml^/^/}
prin {<?xml version="1.0" encoding="iso-8859-1"?>^/}
prin {<!DOCTYPE wml PUBLIC "-//WAPFORUM//DTD WML 1.1//EN"
"http://www.wapforum.org/DTD/wml_1.1.xml">^/}
accounts: [
    ["pop.server" "smtp.server" "username" "password" you@site.com]
    ["pop.server2" "smtp.server2" "username" "password" you@site2.com]
    ["pop.server3" "smtp.server3" "username" "password" you@site3.com]
]
if ((submitted/2 = none) or (submitted/2 = none)) [
    print {<wml><card id="1" title="Select Account"><p>}
    print {Account: <select name="account">}
    forall accounts [
        print rejoin [
                {<option value="} index? accounts {">}
                last first accounts {</option>}
        ]
    ]
    print {</select>
    <select name="readorsend">
```

```
            <option value="readselect">Read</option>
            <option value="sendinput">Send</option>
    </select>
    <anchor>
        <go method="get" href="wapmail.cgi">
            <postfield name="account" value="$(account)"/>
            <postfield name="readorsend" value="$(readorsend) "/>
        </go>
        Submit
    </anchor>}
    print {</p></card></wml>}
    quit
]
if submitted/4 = "readselect" [
    t: pick accounts (to-integer submitted/2)
    system/schemes/pop/host: t/1
    system/schemes/default/host: t/2
    system/schemes/default/user: t/3
    system/schemes/default/pass: t/4
    system/user/email: t/5
    prin {<wml><card id="1" title="Choose Message"><p>}
    prin rejoin [{<setvar name="account" value="} submitted/2 {"/>}]
    prin {<select name="chosenmessage">}
    mail: read to-url join "pop://" system/user/email
    foreach message mail [
        pretty: import-email message
        if (find pretty/subject "***SPAM***") = none [
            replace/all pretty/subject {"} {}
            replace/all pretty/subject {&} {}
            prin rejoin [
                    {<option value="}
                    pretty/subject
                    {">}
                    pretty/subject
                    {</option>}
            ]
        ]
    ]
    print {</select>
    <anchor>
        <go method="get" href="wapmail.cgi">
            <postfield name="subroutine" value="display"/>
            <postfield name="chosenmessage" value="$ (chosenmessage)"/>
            <postfield name="account" value="$(account)"/>
        </go>
        Submit
    </anchor>
    </p></card></wml>}
    quit
]
if submitted/2 = "display" [
    t: pick accounts (to-integer submitted/6)
    system/schemes/pop/host: t/1
    system/schemes/default/host: t/2
    system/schemes/default/user: t/3
    system/schemes/default/pass: t/4
    system/user/email: t/5
    prin {<wml><card id="1" title="Display Message"><p>}
    mail: read to-url join "pop://" system/user/email
    foreach message mail [
        pretty: import-email message
        if pretty/subject = submitted/4 [
            replace/all pretty/content {"} {}
            replace/all pretty/content {&} {}
            replace/all pretty/content {3d} {}
            ; prin pretty/content
```

```
                ; The line above often causes errors - we need to strip
            ; out HTML tags:
            strip: copy ""
            foreach item (load/markup pretty/content) [
                if ((type? item) = string!) [strip: join strip item]
            ]
            prin strip
        ]
    ]
    print {</p></card></wml>}
    quit
]
```

Creating WAP versions of your REBOL CGI scripts is a fantastic way to provide even more universal access to your important data.

### 9.11 REBOL as a Browser Plugin

REBOL interpreters exist not only for an enormous variety of operating systems, but also as plugins for several popular browsers (Internet Explorer and many Mozilla variations, including Opera). That means that you can embed the REBOL interpreter directly into a web page, and have complete, complex REBOL programs run right inside pages of your web site (in a way similar to Flash and Java, and useful like Javascript code). This provides a nice alternative to CGI programming for any type of application that runs appropriately in the stand-alone view.exe interpreter (i.e., for games, multimedia applications, and rich graphic/GUI applications of all types). Since the browser plugin runs typical REBOL code in the same way as the downloadable view.exe interpreter, you can run code directly on your web pages, without making any changes.

To use the plugin on a web page, just include the necessary object code on your page, as in the following example. Be sure to change the URL of the script you want to run, the size of the window you want to create, and other parameters as needed. You can download the rebolb7.cab file, upload it to your own site, and run it from there, if you prefer (be aware that there are several different versions:
"http://www.rebol.com/plugin/rebolb5.cab\#Version=0,5,0,0",
"http://www.rebol.com/plugin/rebolb6.cab\#Version=0,6,0,0", and
"http://www.rebol.com/plugin/rebolb7.cab\#Version=1,0,0,0" - use version 7 unless you have a specific reason not to). If you use your own copy, be sure to change the URL of the cab file in the following example:

```
<HTML><HEAD><TITLE>REBOL Plugin Test</TITLE></HEAD><BODY><CENTER>
<OBJECT ID="REBOL" CLASSID="CLSID:9DDFB297-9ED8-421d-B2AC-372A0F36E6C5"
    CODEBASE="http://www.rebol.com/plugin/rebolb7.cab#Version=1,0,0,0"
    WIDTH="500" HEIGHT="400">
    <PARAM NAME="LaunchURL" VALUE="http://yoursite.com/test_plugin.r">
    <PARAM NAME="BgColor" VALUE="#FFFFFF">
    <PARAM NAME="Version" VALUE="#FFFFFF">
    <PARAM NAME="BgColor" VALUE="#FFFFFF">
</OBJECT>
</CENTER></BODY></HTML>
```

Here's an example script that could be run at the "http://yoursite.com/test_plugin.r" link referenced in the code above. You can replace this with any valid REBOL code, and have it run directly in your browser:

```
REBOL []
view layout [
    size 500x400
    btn "Click me" [alert "Plugin is working!"]
]
```

in Internet Explorer on MS Windows. In order to use the plugin in Mozilla based browsers (Firefox, Opera, etc.), the following code must be pasted into your HTML page:

```
<HTML><HEAD><TITLE>REBOL Plugin Test</TITLE></HEAD><BODY><CENTER>
<OBJECT ID="REBOL_IE" CLASSID="CLSID:9DDFB297-9ED8-421d-B2AC-372A0F36E6C5"
    CODEBASE="htt\overline{p}://re-bol.com/rebolb7.cab#Version=1,0,0,0"
    WIDTH="500" HEIGHT="400" BORDER="1" ALT="REBOL/Plugin">
    <PARAM NAME="bgcolor" value="#ffffff">
    <PARAM NAME="version" value="1.2.0">
    <PARAM NAME="LaunchURL" value="http://re-bol.com/test_plugin.r">
    <embed name="REBOL_MOz" type="application/x-rebol-plugin-v1"
        WIDTH="500" HEIGHT="400" BORDER="1" ALT="REBOL/Plugin"
        bgcolor="#fffffff"
        version="1.2.0"
        LaunchURL="http://re-bol.com/test_plugin.r"
    >
    </embed>
</OBJECT>
<script language="javascript" type="text/javascript">
var plugin_name = "REBOL/Plugin for Mozilla";
function install_rebol_plugin_mozilla() {
    if (navigator}.user\overline{A}gent.tōLowerCase().indexOf("msie") == -1) {\,
        if (InstallTrigger) {
            xpi={'REBOL/Plugin for Mozilla':'http://re-bol.com/mozb2.xpi'};
            InstallTrigger.install(xpi, installation_complete);
        }
    }
}
function installation_complete(url, status) {
    if (status == 0) location.reload();
}
function is_mozilla_plugin_installed() {
    if (window.navigator.plugins) {
        for (var i = 0; i < window.navigator.plugins.length; i++) {
            if (window.navigator.plugins[i].name == plugin_name)
            return true;
        }
    }
    return false;
}
if (!is_mozilla_plugin_installed()) install_rebol_plugin_mozilla();
</script>
</CENTER></BODY></HTML>
```

You can see the above script working at http://re-bol.com/test plugin mozilla.html.
For more information about the REBOL plugins, see http://www.rebol.com/plugin/install.html and http://home.comcast.net/~rebolore/plugin-guide.pdf.

### 9.12 Using Databases

Databases manage all the difficult details of searching, sorting, and otherwise manipulating large amounts of data, quickly and safely in a multiuser environment. MySQL is a free, open source database system used in many web sites and software projects. ODBC is a common interface that allows programmers to connect to many other types of databases. The most recent releases of REBOL, along with all commercial versions, have built-in native access to MySQL, ODBC, and other database formats. You can also download a free MySQL protocol module that runs in every free version of REBOL, from http://softinnov.org/rebol/mysql.shtml. A free module for the postgre database system is also available at that site.

To explore database concepts and techniques in this section, we'll use the open source MySQL module above because it provides access to a powerful and popular database solution which works even in old and

Most web hosting accounts come with MySQL already installed. See your web host account instructions to learn how to access it (you need a web address, database name, user name, and password). To get a free, simple-to-install web server package for Windows that includes MySQL, go to http://www.uniformserver.com. That program enables you to easily install a web server with MySQL preconfigured on your local computer. It's useful if you don't have access to a web server on the Internet, or if you want to create multiuser applications which use MySQL on a local network.

To use the REBOL MySQL module above, unpack the compressed "rip" file available at the link above. This step only needs to be done the first time you use the package on a given computer:

```
do mysql-107.rip
```

Every time you access a MySQL database, you need to "do" the module that was unpacked in the step above:

```
do %mysql-r107/mysql-protocol.r
; At the time of this writing, 1.07 was the most current version of
; the mysql module. Update the numbers in the previous two lines
; of code to reflect the current version number you've downloaded.
```

Next, enter the database info (location, username, and password), as in the instructions at http://softinnov.org/rebol/mysql-usage.html:
db : open mysql://username:password@yourwebsite.com/yourdatabasename

In MySQL and other databases, data is stored in "tables". Tables are made up of columns of related information. A "Contacts" table, for example, may contain name, address, phone, and birthday columns. Each entry in the database can be thought of as a row containing info in each of those column fields:

| name | address |  | phone | birthday |
| :---: | :---: | :---: | :---: | :---: |
| John Smith | 123 | Toleen Lane | 555-1234 | 1972-02-01 |
| Paul Thompson | 234 | Georgetown Place | 555-2345 | 1972-02-01 |
| Jim Persee | 345 | Portman Pike | 555-3456 | 1929-07-02 |
| George Jones |  | Topforge Court |  | 1989-12-23 |
| Tim Paulson |  |  | 555-5678 | 2001-05-16 |

"SQL" statements let you work with data stored in the table. Some SQL statements are used to create, destroy, and fill columns with data:

```
CREATE TABLE table_name ; create a new table of information
DROP TABLE table name ; delete a table
INSERT INTO tabl\overline{e_name VALUES (value1, value2,....)}
INSERT INTO Contacts
    VALUES ('Billy Powell', '5 Binlow Dr.', '555-6789', '1968-04-19')
INSERT INTO Contacts (name, phone)
    VALUES ('Robert Ingram', '555-7890')
```

The SELECT statement is used to retrieve information from columns in a given table:

```
SELECT column_name(s) FROM table_name
SELECT * FROM Contacts
SELECT name,address FROM Contacts
SELECT DISTINCT birthday FROM Contacts ; returns no duplicate entries
; To perform searches, use WHERE. Enclose search text in single
; quotes and use the following operators:
; =, <>, >, <, >=, <=, BETWEEN, LIKE (use "%" for wildcards)
SELECT * FROM Contacts WHERE name='John Smith'
SELECT * FROM Contacts WHERE name LIKE 'J%'
SELECT * FROM Contacts WHERE birthday LIKE '%72%' OR phone LIKE '%34'
SELECT * FROM Contacts
    WHERE birthday NOT BETWEEN '1900-01-01' AND '2010-01-01'
; IN lets you specify a list of data to match within a column:
SELECT * FROM Contacts WHERE phone IN ('555-1234','555-2345')
SELECT * FROM Contacts ORDER BY name ; sort results alphabetically
SELECT name, birthday FROM Contacts ORDER BY birthday, name DESC
```

Other SQL statements:

```
UPDATE Contacts SET address = '643 Pine Valley Rd.'
    WHERE name = 'Robert Ingram' ; alter or add to existing data
DELETE FROM Contacts WHERE name = 'John Smith'
DELETE * FROM Contacts
ALTER TABLE - change the column structure of a table
CREATE INDEX - create a search key
DROP INDEX - delete a search key
```

To integrate SQL statements in your REBOL code, enclose them as follows:

```
insert db {SQL command}
```

To retrieve the result set created by an inserted command, use:

```
copy db
```

You can use the data results of any query just as you would any other data contained in REBOL blocks. To retrieve only the first result of any command, for example, use:

```
first db
```

When you're done using the database, close the connection:

```
close db
```

Here's a complete example that opens a database connection, creates a new "Contacts" table, inserts data into the table, makes some changes to the table, and then retrieves and prints all the contents of the table, and closes the connection:

## REBOL []

do \%mysql-protocol.r

```
db: open mysql://root:root@localhost/Contacts
; insert db {drop table Contacts} ; erase the old table if it exists
insert db {create table Contacts (
    name varchar(100),
    address text,
    phone varchar(12),
    birthday date
) }
insert db {INSERT into Contacts VALUES
    ('John Doe', '1 Street Lane', '555-9876', '1967-10-10'),
    ('John Smith', '123 Toleen Lane', '555-1234', '1972-02-01'),
    ('Paul Thompson', '234 Georgetown Pl.', '555-2345', '1972-02-01'),
    ('Jim Persee', '345 Portman Pike', '555-3456', '1929-07-02'),
    ('George Jones', '456 Topforge Court', '', '1989-12-23'),
    ('Tim Paulson', '', '555-5678', '2001-05-16')
}
insert db "DELETE from Contacts WHERE birthday = '1967-10-10'"
insert db "SELECT * from Contacts"
results: copy db
probe results
close db
halt
```

Here's a shorter coding format that can be used to work with database tables quickly and easily:

```
read join mysql://user:pass@host/DB? "SELECT * from DB"
```

For example:

```
foreach row read rejoin [mysql://root:root@localhost/Contacts?
    "SELECT * from Contacts"] [print row]
```

Here's a GUI example:

```
results: read rejoin [
    mysql://root:root@localhost/Contacts? "SELECT * from Contacts"]
view layout [
    text-list 100\times400 data results [
        string: rejoin [
            "NAME: " value/1 newline
            "ADDRESS: " value/2 newline
            "PHONE: " value/3 newline
            "BIRTHDAY: " value/4
        ]
        view/new layout [
            area string
        ]
    ]
]
```

For a more detailed explanation about how to set up MYSQL, how to us the SQL language syntax, and other related topics, see http://musiclessonz.com/rebol tutorial.html\#section-27.

To use SQLite in REBOL, see http://www.dobeash.com/sqlite.html.

To use ODBC in REBOL, see http://www.rebol.com/docs/database.html.

For a useful open source SQL database system created entirely in native REBOL, see

The following additional database management systems ("DBMS"s) are also available for REBOL:

http://www.tretbase.com/forum/index.php<br>http://www.fys.ku.dk/~niclasen/nicomdb/<br>http://www.rebol.net/cookbook/recipes/0012.html<br>http://www.cs.unm.edu/~whip/<br>http://www.garret.ru/dybase.html<br>http://www.rebol.org/view-script.r?script=sql-protocol.r<br>http://www.rebol.org/view-script.r?script=db.r

Be sure to search rebol.org for more information and code related to databases.

### 9.13 Menus

One oddity about Rebol's GUI dialect is that it doesn't incorporate a native way to create standard menus. Users typically click buttons or text choices directly in REBOL GUIs to make selections. The "request-list" function and the GUI "choice" widget are short and simple substitutes which provide menu-like functionality. The menu example shown earlier in this tutorial can also be useful, but it doesn't look or operate in the typical way users expect. The popular REBOL GUI tool called RebGUI has a simple facility for creating basic menus, which can be useful.

For full blown menus with all the bells and whistles, animated icons, appropriate look-and-feel for various operating systems, and every possible display option, a module has been created to easily provide that capability: http://www.rebol.org/library/scripts/menu-system.r. Here's a minimal example demonstrating it's use:

```
do-thru http://www.rebol.org/library/scripts/menu-system.r
menu-data: [edit: item "Menu" menu [item "Item1" item "Item2"]]
simple-style: [item style action [alert item/body/text]]
view center-face layout/size [
    at 2x2 menu-bar menu menu-data menu-style simple-style
] 400x500
```

Here's a typical example that demonstrates the basic syntax for common menu layouts:

```
REBOL []
; You can download the menu-system.r script to your hard drive:
if not exists? %menu-system.r [write %menu-system.r (
    read http://www.rebol.org/library/scripts/menu-system.r)]
; If you're packaging your program into an .exe file, be sure to
; include the menu-system.r script in your package:
do %menu-system.r
; Here's how to create a menu layout:
; The "menu-data" block contains all the top level menus.
; Items in each of those menus go into separate "menu" blocks.
; Submenus are simply items with their own additional "menu" blocks.
; Use "---" for separator lines:
menu-data: [
    file: item "File" menu [item "Open" item "Save" item "Quit"]
    edit: item "Edit" menu [
            item "Item 1"
            item "Item 2" <ctrl-q>
            --
            item "Submenu..." menu [
```

```
            item "Submenu Item 1"
            item "Submenu Item 2"
            item "Submenu Item 3" menu [
                    item "Sub-Submenu Item 1"
                    item "Sub-Submenu Item 2"
                ]
        ]
        ---
        item "Item 3"
    ]
    icons: item "Icons" menu [
        item "Icon Item 1" icons [help.gif stop.gif]
        item "Icon Item 2" icons [info.gif exclamation.gif]
    ]
]
; Each menu selection can now run any code you want.
; Just use the "switch" structure below:
basic-style: [item style action [
    switch item/body/text [
        ; put any code you want, in each block:
        case "Open" [
            the-file: request-file
            alert rejoin ["You opened: " the-file]
        ]
        case "Save" [
            the-file: request-file/save
            alert rejoin ["You saved to: " the-file]
        ]
        case "Quit" [
            if (request/confirm "Really Quit?") = true [quit]
        ]
        case "Item 1" [alert "Item 1 selected"]
        case "Item 2" [alert "Item 2 selected"]
        case "Item 3" [alert "Item 3 selected"]
        case "Submenu Item 1" [alert "Submenu Item 1 selected"]
        case "Submenu Item 2" [alert "Submenu Item 2 selected"]
        case "Submenu Item 3" [alert "Submenu Item 3 selected"]
        case "Sub-Submenu Item 1" [alert "Sub-Submenu Item 1 selected"]
        case "Sub-Submenu Item 2" [alert "Sub-Submenu Item 2 selected"]
        case "Icon Item 1" [alert "Icon Item 1 selected"]
        case "Icon Item 2" [alert "Icon Item 2 selected"]
    ]
]]
; The following lines need to be added to eliminate a potential problem
; closing down:
evt-close: func [face event] [either event/type = 'close [quit] [event]]
insert-event-func :evt-close
; Now put the menu in your GUI, as follows:
view center-face layout [
    size 400x500
    ; use this stock code:
    at 2x2 menu-bar menu menu-data menu-style basic-style
]
```

The demo at http://www.rebol.org/library/scripts/menu-system-demo.r shows off many more advanced features of the module.

Below is an intermediate example with explanations of the most important features. It also includes some stock code to display menus with a standard MS Windows style (OS specific appearance). The menu module has been compressed and embedded directly into the script, using "compress read http://www.rebol.org/library/scripts/menu-system.r" (so that the module does not need to be downloaded or

REBOL [Title: "Menu Example"]
; The following line imports the compressed menu module.
do decompress \#\{
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; Note that there are two menus in the following ; block. The "file" menu is indented and spread ; across several lines. The edit menu is all on ; one line. Notice that you can place action blocks ; after each menu item, to be performed whenever the ; menu item is selected - as with the [print "You ; chose Item 1"] block below:
menu-data: [
file: item "File"
menu [
new: item "Item 1" [print "You chose Item 1"]
open: item "Item 2" ; icons [1.png 2.png]
---
recent: item "Look In Here..."
menu [
item "WIN A PRIZE!"
item "Try door number two"
]
---
exit: item <Ctrl-Q> "Exit"
]
edit: item "Edit" menu [item "copy" item "paste"]
]
; Most of the style definition below is totally optional. It's designed to look like a native Microsoft menu. The example at
http://www.rebol.org/library/scripts/menu-system-demo.r contains many more examples of menu styles and options.
; The only part that's required in the example below is ; the action block in the "item style" section. Everything ; else serves only to adjust the cosmetic appearance of the ; menu:
winxp-menu: layout-menu/style copy menu-data xp-style: [
menu style edge [size: \(1 \times 1\) color: 178.180.191 effect: none] color white
spacing 2x2 effect none
item style
font [name: "Tahoma" size: 11 colors: reduce [
black black silver silver]]
colors [none 187.183.199]
effects none edge [size: 1x1 colors: reduce [none 178.180.191]
effects: []]
action [
; Change the lines below to fit your needs. ; You can use the action block of each item ; in the switch structure to run your own ; functions. "item/body/text" refers to the ; selected menu item. This does the exact same
```

```
    ; thing as including a code block for each item
    ; in the menu definition above (i.e., you can
    put the [quit] block after the "exit" item
    ; above, and it will perform the same way -
    just like the "[print "You chose Item 1"]"
    block after the "new" item above).
        switch/default item/body/text [
            "exit" [quit]
            "WIN A PRIZE!" [alert "You win!"]
            "Try door number two" [alert "Bad choice :("]
        ] [print item/body/text] ; default thing to do
        ]
]
; The following function traps the GUI close event. This
; must be included whenever the menu module is used, or a
; portion of the application will continue to run after being
; shut down.
evt-close: func [face event] [
    either event/type = 'close [quit] [event]
]
insert-event-func :evt-close
; And finally, here's the user interface:
window: layout [
    size 400x500
    ; The line below shows the winxp style menu:
    at 2x2 app-menu: menu-bar menu menu-data menu-style xp-style
    ; THE LINE BELOW SHOWS THE SAME MENU, WHENEVER THE BUTTON
    ; IS CLICKED:
    at 150x200 btn "Menu Button" [
    show-menu/offset window winxp-menu
    0x1 * face/size + face/offset - 1x0
    ]
]
view center-face window
```


### 9.14 Multi Column GUI Text Lists (Data Grids)

REBOL's built-in "text-list" GUI widget is very simple to use, but it can only display one column of data:

```
view layout [text-list data (system/locale/months)]
```

REBOL does have a built-in "list" widget for multiple column "data grid" displays, but it's a bit more complex to use than the text-list widget. Earlier in this text, Henrik Mikael Kristensen's listview module was introduced as a simple solution for creating multiple column data grid displays. It works well, but requires you to include a third party module. With a little knowledge and practice, you'll find that REBOL's built-in list widget can be very powerful and easy to use. In it's simplest form, the native list widget takes a size parameter, and 2 additional block parameters:

```
list (size) [GUI widget layout block] data [block(s) of data to display]
```

The "(size)" parameter is an XxY pair indicating the pixel size of the overall list widget. The "[GUI widget layout block]" is a layout of standard VID widgets used to display each row of data in the grid. The GUI elements in this block are replicated to display each consecutive row of data in the grid. The GUI layout block typically contains the word "across" (because these widgets are used to display rows of data), and it typically includes size parameters for each widget. The "data" block is made up of rows of information to be displayed in the grid. Each row of data is contained in a separate interior block:

```
view layout [
    list 220x100 [across text 100 text 100] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
    ]
]
```

The GUI block can contain other standard facet modifiers such as colors and spacing:

```
view layout [
    list 200x100 [across space 0 text red 100 text blue 100] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
    ]
]
```

The GUI block does not need to be comprised of only text fields. You can display the rows of data on widgets of any type:

```
view layout [
    list 304x100 [across space 0 button 150 button 150] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
    ]
]
```

IMPORTANT: You can make widgets in the list perform actions, just like in any other "view layout" code:

```
view layout [
    list 304x100 [
        across space 0
        button 150 [alert face/text] ; When clicked, alert the text
        button 150 [alert face/text] ; contained on the button's face.
    ] data [
            ["row 1, column 1" "row 1, column 2"]
            ["row 2, column 1" "row 2, column 2"]
            ["row 3, column 1" "row 3, column 2"]
            ["row 4, column 1" "row 4, column 2"]
    ]
]
```

This means that creating user editable cells is very simple - just reassign the text of the clicked face, then update the display:

```
view layout [
    list 304x92 [
        across space 0
        btn 150 [face/text: request-text/default face/text show face]
        btn 150 [face/text: request-text/default face/text show face]
    ] data [
            ["row 1, column 1" "row 1, column 2"]
            ["row 2, column 1" "row 2, column 2"]
            ["row 3, column 1" "row 3, column 2"]
            ["row 4, column 1" "row 4, column 2"]
    ]
]
```

Unintentional visual artifacts can be caused by the caret (cursor) in text widgets. To eliminate them, simply focus and unfocus the widget after updating the display:

```
view gui: layout [
    list 304x84 [
        across space 0
        text 150 [
            face/text: request-text/default face/text
            show gui focus face unfocus face
        ]
        text 150 [
            face/text: request-text/default face/text
            show gui focus face unfocus face
        ]
    ] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
    ]
]
```

Notice that the number of rows contained in the data block does not affect the number of rows displayed. The list always shows as many rows as will fit in the overall pixel size of the widget (we'll attend to this issue later...):

```
view layout [
    list 304x100 [across space 0 button 150 button 150] data [
        ["row 1, column 1" "row 1, column 2"]
    ]
]
view layout [
    list 304x100 [across space 0 button 150 button 150] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
        ["row 5, column 1" "row 5, column 2"]
        ["row 6, column 1" "row 6, column 2"]
        ["row 7, column 1" "row 7, column 2"]
    ]
]
```

You can resize lists to stretch and fit resizable GUI windows:

```
insert-event-func [
    either event/type = 'resize [
        li/size: gui/size - 40x40
        t1/size: t2/size: as-pair (round (li/size/1 / 2)) 19
        show li unview view gui
        none
    ][event]
]
view/options gui: layout [
    li: list 220x110 [across t1: text 100 t2: text 100] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
    ]
] [resize]
```

Here's one way to stretch and/or shrink all the cells to fit inside a resizable list:

```
gui-size: 220x110 li-size: 100x19
gui-block: [
    li: list li-size [
        across
        text first (li-size / 2) ; (1/2 the width of the list widget)
        text first (li-size / 2)
    ] data [
        ["row 1, column 1" "row 1, column 2"]
        ["row 2, column 1" "row 2, column 2"]
        ["row 3, column 1" "row 3, column 2"]
        ["row 4, column 1" "row 4, column 2"]
    ]
]
insert-event-func [
    either event/type = 'resize [
        li-size: gui/size - 40x40
        unview
        view/options gui: layout gui-block [resize]
        none
    ][event]
]
view/options gui: layout gui-block [resize]
```

Of course, you can assign a label to any properly formatted data block, and display it later in a list widget:

```
x: [
    ["row 1, column 1" "row 1, column 2"]
    ["row 2, column 1" "row 2, column 2"]
    ["row 3, column 1" "row 3, column 2"]
    ["row 4, column 1" "row 4, column 2"]
]
view layout [list 220x100 [across text 100 text 100] data x]
```

That allows you to build and display multi-column lists very easily:

```
x: copy []
for i 1 12 1 [
    some-info: copy []
    append some-info (pick system/locale/months i)
```

append some-info (pick system/locale/days i)
append/only $x$ some-info
]
view layout [list 220x240 [across text 100 text 100] data x]

Here's a resizable version of the script above, which has user editing enabled for the first column only:

```
x: copy []
for i 1 12 1 [
    some-info: copy []
    append some-info (pick system/locale/months i)
    append some-info (pick system/locale/days i)
    append/only x some-info
]
gui-size: 220x110 li-size: 100x19
gui-block: [
    li: list li-size [
        across
        text first (li-size / 2) [
            face/text: request-text/default face/text ; enable user edit
            show face focus face unfocus face
        ]
        text first (li-size / 2)
    ] data x
]
insert-event-func [
    either event/type = 'resize [
        li-size: gui/size - 40x40
        unview
        view/options gui: layout gui-block [resize]
        none
    ][event]
]
view/options gui: layout gui-block [resize]
```

You can collect the entire block of user-edited data using the following code:

```
editor second second get in (list-widget-label) 'subfunc
```

For example:

```
view layout [
    the-list: list 304x100 [
        across space 0
        info 150 [face/text: request-text/default face/text show face]
        info 150 [face/text: request-text/default face/text show face]
    ] data [
            ["row 1, column 1" "row 1, column 2"]
            ["row 2, column 1" "row 2, column 2"]
            ["row 3, column 1" "row 3, column 2"]
            ["row 4, column 1" "row 4, column 2"]
    ]
    btn "Display Current Data" [
        editor second second get in the-list 'subfunc
    ]
]
```

This can be used to save and load all data in the list to files, or otherwise put to use. That makes the widget
very useful for data management of all types! Take a look at this script to see one way to save and load data:

```
x: copy [
    ["row 1, column 1" "row 1, column 2"]
    ["row 2, column 1" "row 2, column 2"]
    ["row 3, column 1" "row 3, column 2"]
    ["row 4, column 1" "row 4, column 2"]
]
do qq: [view layout [
    the-list: list 304x100 [
        across space 0
        info 150 [face/text: request-text/default face/text show face]
        info 150 [face/text: request-text/default face/text show face]
    ] data x
    across
    btn "Save" [
        save to-file request-file/save
            second second get in the-list 'subfunc
        show the-list
    ]
    btn "Load" [
        x: copy load to-file request-file
        unview do qq
    ]
]]
```


### 9.14.1 The "Supply" Function

To enable more versatile list displays, the "data" block can be replaced with a "supply" function. "Supply" works much like a "for" loop that iterates through each row of widgets in the displayed GUI list. The "supply" function automatically creates 2 new variables which are automatically incremented each time through the rows in the list:

1. "count": the current ROW in the list
2. "index": the current COLUMN in the current row

You can use the "count" and "index" variables to select sequential values from a block of data, using the "pick" function (in the same way as in a for loop). Typically, this is used to set the "/text" property of each widget in every row.

In the following example, every row in the list contains a single text widget. The supply function runs through each row, and sets the text property of the widget's face to be one item from the "x" block (a list of months). The loop automatically increments the "count" variable to display each of the months:

```
x: copy system/locale/months
view layout [
    list 200x300 [text 200] supply [
        face/text: pick x count
    ]
]
```

This example loops through a list of files read from the current directory:

```
x: read %.
view layout [
    list 200x400 [text 200] supply [face/text: pick x count]
]
```

You can use the "count" variable to change properties of each widget face. In this example, the color property of alternate rows is changed (one color is assigned to even counted rows, another to odd rows):

```
x: read %.
view layout [
    list 200x400 [text 200] supply [
        either even? count [face/color: white][face/color: tan]
        face/text: pick x count
    ]
]
```

You can apply actions to any widget in a list, just as you can with any other widget. Clicking on any file name in the list below will open that file in the editor:

```
x: read %.
view layout [
    list 200x400 [
        text 200 [editor to-file face/text]
    ] supply [
        face/text: pick x count
    ]
]
```

You can use the "count" variable in the supply function to build multi-column lists from 2 or more separate data blocks (multi column grids are the whole point of learning to use the list widget):

```
x: copy system/locale/months
y: copy system/locale/days
view layout [
    list 250x400 [across t1: text 50 t2: text 100 t3: text 100] supply [
        t1/text: count
        t2/text: pick x count
        t3/text: pick y count
    ]
]
```

The next example uses both the "count" and "index" variables to loop through a block with 2 columns of data. Understanding this format is the basis for all the most complex list layouts you'll need. Take special notice of the first line in the supply block. Once all the data from the "x" block has been looped through, if there are more rows in the list display, the index value will go past the length of the data block, and cause an error. To avoid this, you simply check if the picked value is "none", and apply a value of none to the face/text, then exit the loop:

```
x: copy []
for i 1 12 1 [
    append/only x reduce [
        pick system/locale/months i
        pick system/locale/days i
    ]
]
view layout [
    list 400x400 [across text 200 text 200] supply [
            if none? q: pick x count [face/text: none exit]
            face/text: pick q index
    ]
```

To help clarify the above format, here's the same example with a third row added:

```
x: copy []
for i 1 12 1 [
    append/only x reduce [
        i
        pick system/locale/months i
        pick system/locale/days i
    ]
]
view layout [
    list 250x300 [
        across
        text 50
        text 100
        text 100
    ] supply [
        if none? q: pick x count [face/text: none exit]
        face/text: pick q index
    ]
]
```

Here's an example of the directory reading example from earlier, but with two columns of data displayed (file name and size). Clicked file names still bring up the editor:

```
y: read %.
x: copy []
foreach i y [append/only x reduce [i (size? to-file i)]]
view layout [
    list 300x400 [
        across
        text 200 [editor to-file face/text]
        text 100
    ] supply [
        if none? q: pick x count [face/text: none exit]
        face/text: pick q index
    ]
]
```

The following example demonstrates how to add a slider to scroll through items in a large data block:

```
x: copy [] for i 1 397 1 [append x i]
slider-pos: 0
view layout [
    across
    the-list: list 240x400 [text 200] supply [
        count: count + slider-pos
        face/text: pick x count
    ]
    slider 16x400 [
        slider-pos: (length? x) * value
        show the-list
    ]
]
```

Here's the above slider technique applied to the earlier directory reading example:

```
x: read %.
slider-pos: 0
view layout [
    across
    the-list: list 300x400 [
        text 200 [editor to-file face/text]
    ] supply [
        count: count + slider-pos
        face/text: pick x count
    ]
    slider 16x400 [
        slider-pos: (length? x) * value
        show the-list
    ]
]
```

Here's the 2 column version of the directory reading script, with a slider attached. Be aware that clicking on any file name still reads and edits that file:

```
y: read %.
x: copy []
foreach i y [append/only x reduce [i (size? to-file i)]]
slider-pos: 0
view layout [
    across
    the-list: list 300x400 [
        across
        text 200 [editor to-file face/text]
        text 100
    ] supply [
        count: count + slider-pos
        if none? q: pick x count [face/text: none exit]
        face/text: pick q index
    ]
    slider 16x400 [
        slider-pos: (length? x) * value
        show the-list
    ]
]
```

Here's another refinement of the above script, with a third column added. The look of this display is changed by adding a line between each row (the line is drawn using a box widget), and by changing the color and font of the text:

```
y: read %.
c: 0
x: copy []
foreach i y [append/only x reduce [(c: c + 1) i (size? to-file i)]]
slider-pos: 0
view layout [
    across space 0
    the-list: list 400x400 [
        across 0 space 0x0
        text 50 purple
        text 250 bold [editor read to-file face/text]
        text 100 red italic
        return box green 400x1
```

```
    ] supply [
        count: count + slider-pos
        if none? q: pick x count [face/text: none exit]
        face/text: pick q index
    ]
    slider 16x400 [
        slider-pos: (length? x) * value
        show the-list
    ]
]
```

This example by Carl Sassenrath demonstrates a basic 4 column display:

```
REBOL []
db: [
    [ "000" "Ian Fleming" "ian" 31-Dec-2003 ]
    [ "007" "James Bond" "jb" 1-Jan-2004 ]
    [ "001" "M" "m" 2-Jan-2004 ]
    [ "ABC" "Miss Moneypenny" "missm" 3-Jan-2004]
    [ "008" "Pierce Brosnan" "pb" 4-Jan-2004 ]
    [ "009" "George Lazenby" "gl" 5-Jan-2004 ]
    [ "010" "Roger Moore" "rm" 6-Jan-2004 ]
]
sld-cnt: 0
view lst1: layout [across space 0x0
    style text text [alert form face/user-data]
    list 406x100 [
        across space 0x0 text 36 text 100 text 120 text 150
    ] supply [
        face/text: none face/user-data: none
        count: count + sld-cnt
        record: pick db count
        if not record [exit]
        n: pick [1 2 3 4] index
        face/text: pick record n
        face/user-data: record
    ]
    scl1: scroller 16x100 [
        value: to-integer value * length? db
        if value <> sld-cnt [sld-cnt: value show lst1]
    ]
]
```

The following example demonstrates how to enable users to add and remove data from a list display. Notice that after adjusting the content of your original data block and then "show"ing the list, the displayed grid is automatically updated with the new data:

```
x: copy []
for i 1 10 1 [
    append/only x reduce [form random 1000 form random 1000]
]
slider-pos: 0
view layout [
    across
    the-list: list 220x240 [across text 100 text 100] supply [
        count: count + slider-pos
        if none? q: pick x count [face/text: none exit]
        face/text: pick q index
    ]
    slider 16x240 [
        slider-pos: (length? x) * value
```

```
        show the-list
    ]
    return
    btn "Remove" [remove head x show the-list
    ]
    btn "Add" [
        insert/only head x reduce [form random 1000 form random 1000]
        show the-list
    ]
]
```

To save user-edited contents of a GUI list created with the "supply" function, you need to use the following "set-it" code when iterating through the supply function with "count" and "index" (the "second second get in (list-widget-label) 'subfunc" trick only works for lists created using the "data" function):

```
x: copy [
    ["row 1, column 1" "row 1, column 2"]
    ["row 2, column 1" "row 2, column 2"]
    ["row 3, column 1" "row 3, column 2"]
    ["row 4, column 1" "row 4, column 2"]
]
do qq: [view gui: layout [
    the-list: list 304x100 [
        across space 0
        info 150 [face/text: request-text/default face/text show gui]
        info 150 [face/text: request-text/default face/text show gui]
    ] supply [
        either count > length? x [face/text: "" face/image: none] [
                the-list/set-it face x index count
        ]
    ]
    across
    btn "Save" [
        save to-file request-file/save x
    ]
    btn "Load" [
        x: copy load to-file request-file
        unview do qq
    ]
]]
```

Be sure to see http://www.rebol.org/view-script.r?script=list-supply-how-to.r, http://www.rebol.org/view-script.r?script=vid-usage.r, http://www.rebol.org/view-script.r?script=list-scroll-demo.r, and http://www.pat665.free.fr/gtk/rebol-view.html\#sect19. for more about lists.

### 9.14.2 Creating Home Made Multi Column Data Grids

As it turns out, it can actually be easier and more versatile to roll your own data grids using native VID components, than it is to use the "list" widget. The following examples are based on the concept at http://www.rebol.org/view-script.r?script=presenting-text-in-columns.r. In every example, a forskip loop is used to build a visual grid of GUI widgets. The loop inserts individual text items from a data block onto each widget's face. For large lists, these example run slowly, but they can be useful for creating reasonably small displays.

The first example creates a random block of two columns of data, labeled "x". Then, a forskip loop is used to assemble a layout block of field widgets, with each row of fields containing 2 consecutive text items from the data block. That GUI block is then displayed on a pane inside a box widget, which is itself displayed inside the layout of the main window. A scroller widget is added to scroll the visible portion of the grid layout. This is accomplished by adjusting the offset of the pane which contains the whole layout of field widgets. IMPORTANT: notice that each cell in this grid is user editable (simply because each cell is displayed using a standard VID field widget). Also notice that the data is converted to a string with the "form" function, because fields can only display text.

```
x: copy [] for i 1 179 1 [append x reduce [i random "abcd"]]
grid: copy [across space 0] ; the GUI block containing the grid of fields
forskip x 2 [append grid compose [field (form x/1)field (form x/2)return]]
view center-face layout [across
    g: box 400x200 with [pane: layout/tight grid pane/offset: 0x0]
    scroller [g/pane/offset/y: g/size/y - g/pane/size/y * value show g]
]
```

The next example demonstrates how to take two columns of data (blocks) and combine them into a single block that can be displayed using the layout above. First, the size of the longest block is determined using the "max" function, and a for loop is run to add consecutive items from each of the source blocks, in groups of 2 , to the destination block. If either column runs out of data, blank strings are added to the rest of the destination block as column place holders.

```
x: copy []
block1: copy system/locale/months block2: copy system/locale/days
for i 1 (max length? block1 length? block2) 1 [
    append x either g: pick block1 i [g] [""]
    append x either g: pick block2 i [g] [""]
]
grid: copy [across space 0]
forskip x 2 [append grid compose [field (form x/1)field (form x/2)return]]
view center-face layout [across
    g: box 400x200 with [pane: layout/tight grid pane/offset: 0x0]
    scroller [g/pane/offset/y: g/size/y - g/pane/size/y * value show g]
]
```

The next example demonstrates how to change the look of the grid layout, and how to obtain a block containing all the data displayed in the grid, including user edits. To clarify visual separation of row data, an alternating color is assigned to each row in the grid. This is handled using a "remainder" function to check for even numbered rows. For every 4 pieces of text in the data block (every 2 displayed rows), the color is set to white. Otherwise, it's set to wheat. The most important part of this example is the line which collects all the data contained in each face of the displayed grid, and builds a block ("q") to store it.

```
x: copy [] for i 1 179 1 [append x reduce [i random "abcd"]]
grid: copy [origin 0x0 across space 0x0]
forskip x 2 [
    color: either (remainder ((index? x) - 1) 4) = 0 [white][wheat]
    append grid compose [
        field 180 (form x/1) (color) edge none
        field 180 (form x/2) (color) edge none return
    ]
]
view center-face layout [
    across space 0
    g: box 360x200 with [pane: layout grid pane/offset: 0x0]
    scroller[g/pane/offset/y: g/size/y - g/pane/size/y * value / 2 show g]
    return box 1x10 return ; just a spacer
    btn "Get Data Block (INCLUDING USER EDITS)" [
        q: copy [] foreach face g/pane/pane [append q face/text] editor q
    ]
]
```

The next example demonstrates a number of features that really make the grid malleable and useful for entering, editing, and storing columns of data. First, the look is adjusted by changing the edges of each field style. To enable all the new features, an "update" function is created to run the line of code from the previous example which creates the "q" block of data from text displayed in every cell of the grid. In every case, the data is collected and stored in the variable "q", and the desired operation is performed on that
block (adding and removing rows or data, extracting vertical columns of data, saving and loading the data to/from files on the hard drive, etc.). After the data block has been changed by an operation, the entire layout is unviewed and rebuilt using the new data (i.e., the " $q$ " data is reassigned to the initial " $x$ " block). The code is rerun by labeling the entire script "qq" and using the "do" function to re-evaluate it. The final button demonstrates how to collect and display a history of user edits.

```
x: copy [] for i 1 179 1 [append x reduce [i random "abcd"]]
update: does [q: copy [] foreach face g/pane/pane [append q face/text]]
do qq: [grid: copy [across space 0]
forskip x 2 [append grid compose [
    field (form x/1) 40 edge none
    field (form x/2) 260 edge [size: 1x1] return
]]
view center-face gui: layout [across space 0
    g: box 300x290 with [pane: layout/tight grid pane/offset: 0x0]
    slider 16x290 [
        g/pane/offset/y: g/size/y - g/pane/size/y * value show g
    ]
    return btn "Add" [
        row: (to-integer request-text/title "Insert at Row #:") * 2 - 1
        update insert at q row ["" ""] x: copy q unview do qq
    ]
    btn "Remove" [
        row: (to-integer request-text/title "Row # to delete:") * 2 - 1
        update remove/part (at q row) 2 x: copy q unview do qq
    ]
    btn "Col 1" [update editor extract q 2]
    btn "Col 2" [update editor extract/index q 2 2]
    btn "Save" [update save to-file request-file/save q]
    btn "Load" [x: load to-file request-file do qq]
    btn "History" [
        m: copy "ITEMS YOU'VE EDITED:^/^/" update for i 1 (length? q) 1 [
                if (to-string pick x i) <> (to-string pick q i) [
                    append m rejoin [pick x i " " pick q i newline]
                ]
        ] editor m
    ]
]]
```

This final example clarifies how to add additional columns, how to use GUI widgets other than fields to display the data (text widgets, in this case), how to make the widgets perform any variety of actions, and how to get data from the grid when not every widget has text on its face. It also demonstrates some additional changes to the look of the grid.

```
x: copy [] for i 1 99 1 [append x reduce [i random 99x99 random "abcd"]]
grid: copy [origin 0x0 across space 0x0]
forskip x 3 [
    append grid compose [
        b: box 520x26 either (remainder((index? x)- 1) 6)= 0 [white][beige]
        origin b/offset
        text bold 180 (form x/1)
        text 120 center blue (form x/2) [alert face/text]
        text 180 right purple (form x/3) [face/text: request-text] return
        box 520x1 green return
    ]
]
view center-face layout [
    across space 0
    g: box 520x290 with [pane: layout grid pane/offset: 0x0]
    scroller 16x290 [
        g/pane/offset/y: g/size/y - g/pane/size/y * value / 2 show g
    ]
```

```
    return box 1x10 return ; just a spacer
    btn "Get Data Block" [
        q: copy []
        foreach face g/pane/pane [
            if face/style = 'text [append q face/text]
        ]
        editor q
    ]
]
```

These examples are useful for lists that contain $\sim 1000$ or fewer rows of data. For displays with grids larger than that, one of REBOL's other listview options should be used.

### 9.15 RebGUI

REBOL's VID dialect ("view layout []"), is one of the language's most attractive features. The ability to create GUI windows on multiple operating systems, with as little as 1 line of code, is practical for creating many sorts of applications. "RebGUI" is a third party GUI toolkit built on REBOL/View which replicates many of the basic components in VID, and upgrades/adds to the concept with many desirable features:

1. Modern look and feel.
2. Many powerful and useful new widgets and built-in functions: resizable tables (data grids) with automatic column sorting, trees, menus, tab and scroll panels, group boxes, tool-bars, spreadsheet, pie-chart and chat widgets, new requestors, native undo/redo, spellcheck, and translate functions (with many provided language dictionaries) for text widgets, etc.
3. Simple and elegant syntax (similar to VID).
4. Full documentation and demo code for all widgets.
5. Super simple notation to handle automatic alignment and layout of widgets in resized windows.
6. Config file to easily manage user settings for global Ul sizes, colors, behaviors, and effects of all widgets. A built-in native requestor is also provided to adjust all these settings.
7. Automatic handling of window close events.
8. User assignable function key actions.
9. Easy, automatic handling of multiple user languages.
10. Well designed object structure to access every widget, function, and feature (and containing all necessary help information, built in).
11. The entire system compresses to just over 30k.

VID is great for building quick scripts, and many of the features found in RebGUI have been created elsewhere as VID add-ons. The menu system and listview widget described earlier in this text, for example, are more powerful than those found in RebGUI. Close events and spell checking can also be handled in other ways described earlier in this text. But for most types of applications, RebGUI provides a single, simple, integrated way to build applications with all the most commonly needed user interface features. It uses a simple, consistent language structure, and provides a clean, modern looking visual design.

RebGUI is available at http://www.dobeash.com/download.html, and several tutorials are available at http://www.dobeash.com/rebgui.html. A mirror of the required files in version 117 is available at http://musiclessonz.com/rebol tutorial/rebgui.zip. You can also download RebGUI directly within REBOL, using the built in Viewtop. To open the Viewtop, type "desktop" into the REBOL interpreter, then click REBOL -> Demos -> RebGUI. That will download the main "rebgui.r" include file, along with the "RebDoc.r" help program, the "tour.r" demo program, and some supporting graphic images. The downloaded package will automatically run tour.r, which demonstrates many of RebGUl's features. Be sure to click the "RebDOC" button to view all the documentation necessary to use RebGUI.

All you need to use RebGUI is \%rebgui.r. Copy it to an accessible folder and include the line "do \% rebgui.r" (with its path, if necessary), and then you can use all the built in widgets and functions in RebGUI. A quick and dirty way to do this in Windows is to run the "request-file" function in REBOL, then click Public > www.Dobeash.com -> RebGUI, right click rebgui.r and paste it into a folder of your choice. You can also use the following script to copy it to any folder:

```
write to-file request-file/file/title/save %rebgui.r "Save As:" {
    } read view-root/public/www.dobeash.com/RebGUI/rebgui.r
```

directory (the default folder is c:\program files\rebollview).
To build your first RebGUI interface, after running the RebGUI demo, try the following code:

```
do view-root/public/www.dobeash.com/RebGUI/rebgui.r
display "Test" [button "Click Me" [alert "Clicked"]]
do-events
```

Notice that "view layout" has been replaced with "display". This function always requires some title text. Notice also that "do-events" must be included after your RebGUI code to activate the GUI.

Once you've included \%rebgui.r, you can try any of the built-in widgets and functions:

```
display "" [area] do-events ; the "area" widget
```

Notice that the area widget above has built-in undo/redo features using [CTRL]-Z and [CTRL]-Y (REBOL's native "view layout [area]" does not have any undo/redo capability). A built-in spellchecker can also be activated using [CTRL]-S! To use the spellchecker, you need to download a dictionary from http://www.dobeash.com/RebGUI/dictionary, and unzip it into \%viewroot/public/www.dobeash.com/RebGUI/dictionary/ (or in the /dictionary subdirectory of wherever rebgui.r is located).

Take a look at a few of the other great widgets built into RebGUI:

```
do %rebgui.r ; be sure to include the path, if necessary
display "Pie Chart" [pie-chart data ["VID" yellow 19 "RebGUI" red 81]]
do-events
display "Spreadsheet" [
    sheet options [size 7x7] data [a1 "very " a2 "cool" a3 "=join a1 a2"]
]
do-events
display "Chat" [
    chat data ["Nick" blue "I like RebGUI" yellow 20-sep-2009/1:00]]
do-events
display/maximize "Menu" [
    menu data [
        "File" [
            "Open" [request-file]
            "Save" [request-file]
        ]
        "About" ["Info" [alert "RebGUI is great!"]]
    ]
]
do-events
```

You can run the RebDoc.r program to see the syntax required to use any of the other RebGUI widgets, requestors and functions.

The "/close" refinement of the "display" function lets you set any action(s) you want to run when a GUI window is shut down. This can help avoid data loss from accidental window closure, and provides a way to automatically process data or run other applications when a window is closed:

```
display/close "" [area] [question "Really Close?"] do-events
```

Be sure to try the "request-ui" requestor function. It lets you easily adjust the global settings for the overall look and feel of layouts created with RebGUI on your machine. Settings are saved in the file \%ui.dat, in the current working directory.

```
request-ui
```

RebGUI includes a variety of "span directives" to easily automate resizing of widgets:

```
These directives automatically set the initial size of a widget:
#L - align the right hand edge of the widget with the adjacent edge
#V - align the base edge of the widget with the adjacent edge
#O - align the left hand edge of the widget with the adjacent edge
("adjacent edge" is the edge of the adjacent widget, or the edge of
the GUI, if there is no adjacent widget.)
These directives automatically adjust the size and position of
a widget when the GUI is resized:
#H - stretch or shrink the widget to fit the window height
#W - stretch or shrink the widget to fit the window width
#X x - move the widget x number of pixels to the right
#Y y - move the widget y number of pixels downward
```

Here's an example of an area widget that stretches and shrinks to fit a resized GUI window:

```
display "" [area #HW] do-events
```

Here's a fully functional, resizable text editor application, with built-in undo/redo, spell checking, and close event handling:

```
do %rebgui.r
display/maximize/close "Text Editor" [
    menu #LHW data [
        "File" [
            "Open" [x/text: read to-file request-file show x]
            "Save" [write to-file request-file/save x/text]
        ]
    ] return
    x: area #LHW
] [question "Really Close?"] do-events
```

Now that's a lot of program for just a little code!
Here's a useful spreadsheet application, with save, load, print and data view features:

```
do %rebgui.r
display "Spreadsheet" [
    x: sheet options [size 3x3 widths [8 8 10]] data [
        A1 32 A2 12 A3 "=a1 + a2" A4 "=1.06 * to-integer a3"
    ]
    return
    button "Save" [
        x/save-data
        save to-file request-file x/data
```

```
    ]
    button "Load" [
        x/load-data load to-file request-file
    ]
    button "View" [
        x/save-data
        alert form x/data
    ]
    button "Print" [
        save/png %sheet.png to image! x
        browse %sheet.png ; or call %sheet.png
    ]
]
do-events
```

This example demonstrates how to use tab panels and a variety of useful techniques:

```
display "Tab Panel" [
    main-screen: tab-panel data [
        "Spreadsheet" [
                x: sheet data [
                    A1 32 A2 12 A3 "=a1 + a2" A4 "=1.06 * to decimal! a3"
                ]
                a: area
                reverse
                button -1 " Show Data " [x/save-data set-text a x/data]
                button -1 " Quit! " [quit]
            ]
            "VID style" [
                style -1 data [text bold "Back to Spreadsheet" [
                main-screen/select-tab 1
                ]]
            ]
            action [wait . 2 face/color: 230.230.230] "Text" [
                text "Tabs are a great way to maximize screen real estate."
            ]
            action [wait . 2 set-focus z] "Fields" [
                y: field
                z: field "Edit me"
            ]
    ]
]
do-events
```

To really get to know RebGUI, explore its main object "ctx-rebgui":

```
? ctx-rebgui
```

The "ctx-rebgui" object is set up much like REBOL's built-in "system/view/vid" object. You can explore it using path notation. Notice that built-in help is included in the "tip" path of each widget:

```
? ctx-rebgui/widgets/tree/tip
```

Here's a quick and dirty way to view help for all the RebGUI widgets:
foreach i (find first ctx-rebgui/widgets 'anim) [ do compose/deep [print rejoin[i" - "(ctx-rebgui/widgets/(i)/tip)"^/"]]

Be sure to read the main RebGUI user guide at http://www.dobeash.com/RebGUI/user-guide.html, and the cookbook at http://www.dobeash.com/RebGUI/cookbook.html. Then read through all the info in RebDoc.r, examine the code in tour.r, and get to know your way around ctx-rebgui. You'll likely find that RebGUI is the best choice for GUI layout in many situations.

Here is a point of sale system (sales checkout, receipt printer, and data storage system) written using RebGUI. It should provide a number of practical insights into how to use RebGUI. Note that the username and password info in the posp.db file should be created and read using a separate method, and encrypted. The example posp.db file is created here as a demonstration. Note also that the first field in the layout is designed to accept input from a keyboard wedge bar code scanner, with data in the format: item (space) booth (space) price (inserted [ENTER] key character). Using this format, and the automatic refocus upon entry, the user can continually scan multiple items into the system:

```
REBOL [title: "POINT OF SALE SYSTEM"]
write %posp.db {["username" "password"] ["username2" "password2"]} ; etc.
make-dir %./receipts/
write/append %./receipts/deleted.txt "" ; create file if not exists
unless exists? %scheme has_changed [
    write %ui.dat decompress #{
        789C9552CB92A3300CBCE72BBCDCA18084995A7E652A078115F08EB129592C33
        7FBFC24E32CC2387A5EC2A49ED6EB56C267845E5BB3FD8F32FF57250F2CD3060
        ABEAA629E23E95B1CAF8C6AD7A3A1571A5D28813E6D60CA32055752AAAE67751
        97CF3B5003BDB6EA5817CF821E9B8804067E484BE04F34BFB035EE4EACCB5371
        DD9FE044AD8E4FC5751FCE6AFA3E648FD6B62A51516F035731BE78B7B9AAEF49
        3EE2D5693A3CC02CCD63B8F5DB8CC464021A8CBB49066B3492901EB4879E8D77
        B92C74BC1D7CD1E467992DB0D8319CA28B41ABE53D42583D691566E31C521438
        7F9161E844241276780F84BCC117DF2F410E480E7BFCBDB7A697FA407E99F3CE
        BF493787568511919588E631DF5146131F602FFA1F8645B1437D35A2BA85D93B
        F5317A8C9810BF5DC240E6A1F0CF374CE4D790B31F507E45B9E10BD8801122D0
        6633DEEC5E3CFB8BA4C14176AF6D936540066CA6B2DE2F649094C35532361386
        EC0B270D18660B61CC355A78BFFD53ECBD6533DF8A655BCA4AD08A9D366E905E
        4C4B72B71AA7FDDA2AE71D1ECEFF004BE40F38A0030000
    }
]
do http://re-bol.com/rebgui.r
do login: [
    userpass: request-password
    if (length? userpass) < 2 [quit]
    posp-database: to-block read %posp.db
    logged-in: false
    foreach user posp-database [
        if (userpass/1 = user/1) and (userpass/2 = user/2) [
            logged-in: true
        ]
    ]
    either logged-in = true [] [
        alert "Incorrect Username/Password"
        do login
    ]
]
calculate-totals: does [
    tax: . 06
    subtotal: 0
    foreach [item booth price] pos-table/data [
        subtotal: subtotal + to decimal! price
    ]
    set-text subtotal-f subtotal
    set-text tax-f (round/to (subtotal * tax) .01)
    set-text total-f (round/to (subtotal + (subtotal * tax)) .01)
    set-focus barcode
```

```
]
add-new-item: does [
    if ("" = copy f1/text) or ("" = copy f2/text) or (error? try [
        to-decimal copy f3/text
    ]) [
        alert trim/lines {You must enter a proper Item Description,
            Booth Number, and Price.}
        return
    ]
    pos-table/add-row/position reduce [
        copy f1/text copy f2/text copy f3/text
    ] 1
    calculate-totals
]
print-receipt: does [
    if empty? pos-table/data [
        alert "There's nothing to print." return
    ]
    html: copy rejoin [
        {<html><head><title>Receipt</title></head><body>
        <table width=40% border=0 cellpadding=0><tr><td>
        <h1>Business Name</h1>
        123 Road St.<br>
        City, State 98765<br>
        123-456-7890
        </td></tr></table><br><br>
        <center><table width=80% border=1 cellpadding=5>
        <tr>
        <td width=60%><strong>Item</strong></td>
        <td width=20%><strong>Booth</strong></td>
        <td width=20%><strong>Price</strong></td></tr>}
    ]
    foreach [item booth price] pos-table/data [
        append html rejoin [
            {<tr><td width=60%>} item
            {</td><td width=20%>} booth
            {</td><td width=20%>} price {</td></tr>}
        ]
    ]
    append html rejoin [
        {<tr><td width=60%></td><td width=20%><strong>SUBTOTAL:
        </strong></td><td width=20%><strong>}
        copy subtotal-f/text
        {</strong></td></tr>}
    ]
    append html rejoin [
        {<tr><td width=60%></td><td width=20%><strong>TAX:
        </strong></td><td width=20%><strong>}
        copy tax-f/text
        {</strong></td></tr>}
]
append html rejoin [
    {<tr><td width=60%></td><td width=20%><strong>TOTAL:
    </strong></td><td width=20%><strong>}
    copy total-f/text
    {</strong></td></tr>}
]
append html rejoin [
    {</table><br>Date: <strong>} now/date
    {</strong>, Time: <strong>} now/time
    {</strong>, Salesperson: } userpass/1
    {</center></body></html>}
]
write/append to-file saved-receipt: rejoin [
    %./receipts/
    now/date " "
    replace/al\overline{l}}\mathrm{ copy form now/time ":" "-"
        "+" userpass/1
```

```
        ".html"
    ] html
    browse saved-receipt
]
save-receipt: does [
    if empty? pos-table/data [
        alert "There's nothing to save." return
    ]
    if allow-save = false [
        unless true = resaving: question trim/lines {
            This receipt has already been saved. Save again?
        } [
            if true = question "Print another copy of the receipt?" [
                print-receipt
            ]
            return
        ]
]
if resaving = true [
    resave-file-to-delete: copy ""
    display/dialog "Delete" compose [
        text 150 (trim/lines {
                IMPORTANT - DO NOT MAKE A MISTAKE HERE!
                Since you've made changes to an existing receipt,
                you MUST DELETE the original receipt. The original
                receipt will be REPLACED by the new receipt (The
                original data will be saved in an audit history file,
                but will not appear in any future seaches or totals.)
                Please CAREFULLY choose the original receipt to DELETE:
            })
        return
        tl1: text-list 150 data [
                "I'm making changes to a NEW receipt that I JUST SAVED"
                "I'm making changes to an OLD receipt that I've RELOADED"
            ] [
                resave-file-to-delete: tl1/selected
                hide-popup
        ]
        return
        button -1 "Cancel" [
            resave-file-to-delete: copy ""
                hide-popup
        ]
    ]
    if resave-file-to-delete = "" [
        resaving: false
        return
    ]
    if resave-file-to-delete = trim/lines {
        I'm making changes to a NEW receipt that I JUST SAVED
        } [
        the-file-to-delete: saved-file
    ]
    if resave-file-to-delete = trim/lines {
        I'm making changes to an OLD receipt that I've RELOADED
    } [
        the-file-to-delete: loaded-receipt
    ]
    if not question to-string the-file-to-delete [return]
    write %./receipts/deleted--backup.txt read %./receipts/deleted.txt
    write/append %./receipts/deleted.txt rejoin [
        newline newline newline
        to-string the-file-to-delete
        newline newline
        read the-file-to-delete
    ]
    delete the-file-to-delete
    alert "Original receipt has been deleted, and new receipt saved."
```

```
    resaving: false
    ]
    if true = question "Print receipt?" [print-receipt]
    saved-data: mold copy pos-table/data
    write/append to-file saved-file: copy rejoin [
        %./receipts/
        now/date "_"
        replace/al\overline{1} copy form now/time ":" "-"
        "+" userpass/1
        ".txt"
    ] saved-data
    splash compose [
        size: 300x100
        color: sky
        text: (rejoin [{^/ *** SAVED ***^/^/ } saved-file {^/}])
        font: ctx-rebgui/widgets/default-font
    ]
    wait 1
    unview
    allow-save: false
    if true = question "Clear and begin new receipt?" [clear-new]
]
load-receipt: does [
    if error? try [
        loaded-receipt: to-file request-file/file/filter %./receipts/
            ".txt" "*.txt"
    ] [
        alert "Error selecting file"
        return
    ]
    if find form loaded-receipt "deleted" [
        alert "Improper file selection"
        return
    ]
    if error? try [loaded-receipt-data: load loaded-receipt] [
        alert "Error loading data"
        return
    ]
    insert clear pos-table/data loaded-receipt-data
    pos-table/redraw
    calculate-totals
    allow-save: false
]
search-receipts: does [
    search-word: copy request-value/title "Search word:" "Search"
    ; if search-word = none [return]
    found-files: copy []
    foreach file read %./receipts/ [
        if find (read join %./receipts/ file) search-word [
            if (%.txt = suffix? file) and (file <> %deleted.txt) [
                append found-files file
            ]
        ]
    ]
    if empty? found-files [alert "None found" return]
    found-file: request-list "Pick a file to open" found-files
    if found-file = none [return]
    insert clear pos-table/data (
        load loaded-receipt: copy to-file join %./receipts/ found-file
    )
    pos-table/redraw
    calculate-totals
    allow-save: false
]
clear-new: does [
    if allow-save = true [
        unless (true = question "Erase without saving?") [return]
    ]
```

```
    foreach item [barcode f1 f2 f3 subtotal-f tax-f total-f] [
        do rejoin [{clear } item {/text show } item]
    ]
    clear head pos-table/data
    pos-table/redraw
    allow-save: true
]
change-appearance: does [
    request-ui
    if true = question "Restart now with new scheme?" [
        if allow-save = true [
            if false = question "Quit without saving?" [return]
        ]
        write %scheme_has_changed ""
        launch %pos.r ; EDIT
        quit
    ]
]
title-text: "Point of Sale System"
if system/version/4 = 3 [
    user32.dll: load/library %user32.dll
    get-tb-focus: make routine! [return: [int]] user32.dll "GetFocus"
    set-caption: make routine! [
        hwnd [int]
        a [string!]
        return: [int]
    ] user32.dll "SetWindowTextA"
    show-old: :show
    show: func [face] [
        show-old [face]
        hwnd: get-tb-focus
        set-caption hwnd title-text
    ]
]
allow-save: true
resaving: false
saved-file: ""
loaded-receipt: ""
screen-size: system/view/screen-face/size
cell-width: to-integer (screen-size/1) / (ctx-rebgui/sizes/cell)
cell-height: to-integer (screen-size/2) / (ctx-rebgui/sizes/cell)
table-size: as-pair cell-width (to-integer cell-height / 2.5)
current-margin: ctx-rebgui/sizes/margin
top-left: as-pair negate current-margin negate current-margin
display/maximize/close "POS" [
    at top-left #L main-menu: menu data [
        "File" [
            " Print " [print-receipt]
            " Save " [save-receipt]
            " Load " [load-receipt]
            " Search " [search-receipts]
        ]
        "Options" [
            Appearance " [change-appearance]
        ]
        "About" [
                " Info " [
                    alert trim/lines {
                        Point of Sale System.
                        Copyright © 2010 Nick Antonaccio.
                All rights reserved.
                }
                ]
        ]
    ]
```

```
    return
    barcode: field #LW tip "Bar Code" [
        parts: parse/all copy barcode/text " "
        set-text f1 parts/1
        set-text f2 parts/2
        set-text f3 parts/3
        clear barcode/text
        add-new-item
    ]
    return
    f1: field tip "Item"
    f2: field tip "Booth"
    f3: field tip "Price (do NOT include '$' sign)" [
        add-new-item
        set-focus add-button
    ]
    add-button: button -1 "Add Item" [
        add-new-item
        set-focus add-button
    ]
    button -1 #OX "Delete Selected Item" [
        remove/part find pos-table/data pos-table/selected 3
        pos-table/redraw
        calculate-totals
    ]
    return
    pos-table: table (table-size) #LWH options [
        "Description" center . }
        "Booth" center . 2
        "Price" center . 2
    ] data []
    reverse
    panel sky #XY data [
        after 2
        text 20 "Subtotal:" subtotal-f: field
        text 20 " Tax:" tax-f: field
        text 20 " TOTAL:" total-f: field
    ]
    reverse
    button -1 #XY "Lock" [do login]
    button -1 #XY "New" [clear-new]
    button -1 #XY "SAVE and PRINT" [save-receipt]
    do [set-focus barcode]
] [question "Really Close?"]
do-events
```


### 9.16 Creating PDF files using pdf-maker.r

PDF is a standard file format used to display and print document content in exactly the same way on different computer platforms. In Windows and other operating systems, the PDF reader by Adobe is often installed by default. Other free PDF readers such as Foxit, Sumatra, and PDF-Xchange allow you to view and print PDF documents. Openoffice can be used to create, convert, and save various document formats (i.e. MS Word and other word processor formats) to PDF, so that they are viewable/printable in the exact same visual layout, on any computer.

Gabriele Santilli has created a REBOL pdf-maker script that generates universally readable and printable PDF files directly from REBOL code. The official documentation is available at http://www.colellachiara.com/soft/Misc/pdf-maker-doc.pdf (the REBOL source used to create that PDF document is available at http://www.colellachiara.com/soft/Misc/pdf-maker-doc.r). Pdf-maker.r is a complete, self contained multi-platform solution for creating PDFs. No other software is required to create PDFs with REBOL.

The basic functionality of pdf-maker.r is very simple. Import pdf-maker.r with the "do" function (or simply include it directly in your code). Next, run the "layout-pdf" function, which takes one block as a parameter, and write its output to a .pdf file using the "write/binary" function. Inside the block passed to the "layout-pdf"
function, a variety of formatting functions can be included to layout text, images, and manually generated graphics. Here's a basic example of the format, with one simple text layout function:

```
do http://www.colellachiara.com/soft/Misc/pdf-maker.r
write/binary %example.pdf layout-pdf [[textbox ["Hello PDF world!"]]]
```

; To open the created document in your default PDF viewer:
call \%example.pdf

Here's a more complex example that creates a multi-page PDF file and demonstrates many of the basic capabilities of pdf-maker.r. Separate page content is contained in separate sub-blocks. All coordinates are written in MILLIMETER format:

```
REBOL [title: "pdf-maker example"]
do http://www.colellachiara.com/soft/Misc/pdf-maker.r
write/binary %example.pdf layout-pdf compose/deep [
    [
        page size 215.9 279.4 ; American Letter Size!!!
        textbox ["Here is page 1. It just contains this text."]
    ]
    [
        textbox 55 55 90 100 [
            {Here's page 2. This text box contains a starting
            XxY position and an XxY size. Coordinates are in
            millimeters and extend from the ВОTTOM LEFT of the
            page (this box extends from starting point 55x55
                and is 90 mm wide, 100 mm tall).
                *** NOTE ABOUT PAGE SIZES - IMPORTANT!!! ***
                All the following page sizes are the default ISO A4,
                or 211\times297 mm. That is SLIGHTLY SMALLER than the
                standard American Letter page size. If you are
                printing on American Letter sized paper, be sure to
                manually set your paper size, as is done on the first
                page of this example.}
    ]
    ]
    [
    textbox 0 200 200 50 [
        center font Helvetica 10.5
        {This is page 3. The text inside this box is centered
                and formatted using Helvetica font, with a character
                size of 10.5 mm.}
    ]
    ]
    [
        apply rotation 20 translation 35 150 [
        textbox 4 4 200 20 [
            {This is page 4. The textbox is rotated 20 degrees
                and translated (moved over) 35x150 mm. Graphics
                and images can also be rotated and translated.}
        ]
    ]
    ]
    [
        textbox 5 200 200 40 [
        {Here's page 5. It contains this textbox and several
        images. The first image is placed at starting point
        50\times150 and is 10mm wide by 2.4mm tall. The second
        image is 2x bigger and rotated 90 degrees. The last
```

```
            image is placed at starting point 100x150 and is
            streched to 10x its size. Notice that this ENTIRE
            layout block has been evaluated with compose/deep to
            evaluate the images in the following parentheses.}
        ]
        image 50 150 10 2.4 (system/view/vid/image-stock/logo)
        image 50 100 20 4.8 rotated 90
        (system/view/vid/image-stock/logo)
        image 100 150 100 24 (system/view/vid/image-stock/logo)
    ]
        textbox [
            {This page contains this textbox and several generated
                graphics: a line, a colored and filled box with a
                colored edge, and a circle.}
        ]
        line width 3 20 20 100 50 ; starting and ending XxY positions
        solid box edge width 0.2 edge 44.235.77 150.0.136 100 67 26 16
        circle 75 50 40 ; starting point 75x50, radius 40mm
    ]
]
call %example.pdf
```

The compose/deep evaluation is very important when using computed values in PDF layouts. Take a look at the following example that uses computed coordinates and image values:

```
do http://www.colellachiara.com/soft/Misc/pdf-maker.r
xpos: 50 ypos: 200 offset: 5
size: 5 width: (10 * size) height: (2.4 * size)
page1: compose/deep [[
    image
        (xpos + offset) (ypos + offset)
        (width) (height)
        (system/view/vid/image-stock/logo)
]]
write/binary %example.pdf layout-pdf page1
call %example.pdf
```

Here is a program that I wrote for guitar students. It prints out fretboard note diagrams that can be cut out, wrapped around, and taped directly to guitar fretboards of specific varied sizes. The pdf-maker script is included in compressed, embedded format:

```
REBOL [title: "Guitar Fretboard Note Overlay Printer"]
chosen-scale: none
view center-face layout [
    h1 "Fretboard length:"
    text-list "25.5" "27.67" "30" [
        chosen-scale: join "scale" value
        unview
        alert rejoin [
            "Now printing "
            value
                " inch scale fretboard overlay to 'notes.pdf'"
        ]
    ]
]
notes: [
    [{F}{C}{ }{ }{ }{F}]
    [{ }{ }{A}{E}{B}{ }]
    [{G}{D}{ }{F}{C}{G}]
```

```
    [{ }{ }{B}{ }{ }{ }]
    [{A}{E}{C}{G}{D}{A}]
    [{ }{F}{ }{ }{ }{ }]
    [{B}{ }{D}{A}{E}{B}]
    [{C}{G}{ }{ }{F}{C}]
    [{ }{ }{E}{B}{ }{ }]
    [{D}{A}{F}{C}{G}{D}]
    [{ }{ }{ }{ }{ }{ }]
    [{E}{B}{G}{D}{A}{E}]
]
scale25.5: [
    36.35 70.66 103.05 133.62 162.47 189.71 215.41 239.67 262.58 284.19
    304.59 323.85 342.03 359.18 375.38 390.66 405.09 418.70 431.56 443.69
    455.14 465.95 476.15 485.77
]
scale27.67: [
    39.45 76.68 111.82 144.99 176.30 205.85 233.74 260.07 284.92 308.38
    330.51 351.41 371.13 389.75 407.32 423.91 439.56 454.34 468.28 481.45
    493.87 505.60 516.67 527.11
]
scale30: [
    42.77 83.14 121.24 157.20 191.15 223.18 253.43 281.97 308.91 334.34
    358.34 381.00 402.38 422.57 441.62 459.60 476.57 492.59 507.71 521.99
    535.46 548.17 560.17 571.50
]
x: 40 line-width: 30 text-width: 4 height: 5
make-overlay: does [
    page1: copy [
        textbox 40 0 4 6 [center font Helvetica 5 "E"]
        textbox 45 0 4 6 [center font Helvetica 5 "B"]
        textbox 50 0 4 6 [center font Helvetica 5 "G"]
        textbox 55 0 4 6 [center font Helvetica 5 "E"]
        textbox 60 0 4 6 [center font Helvetica 5 "A"]
        textbox 650 4 6 [center font Helvetica 5 "E"]
    ]
    output: copy []
    for i 1 10 1 [
        y: do compose [pick (to-word chosen-scale) i]
        notes-at-fret: pick notes i
        append page1 compose/deep [
            line width 4 (x) (y) (x + line-width) (y)
            textbox (x) (y - 10) (text-width) (height + 1) [
                center font Helvetica (height) (notes-at-fret/1)
            ]
            textbox (x + 5) (y - 10) (text-width) (height + 1) [
                center font Helvetica (height) (notes-at-fret/2)
            ]
            textbox (x + 10) (y - 10) (text-width) (height + 1) [
                center font Helvetica (height) (notes-at-fret/3)
            ]
                textbox (x + 15) (y - 10) (text-width) (height + 1) [
                center font Helvetica (height) (notes-at-fret/4)
                ]
                textbox (x + 20) (y - 10) (text-width) (height + 1) [
                center font Helvetica (height) (notes-at-fret/5)
                ]
                    textbox (x + 25) (y - 10) (text-width) (height + 1) [
                center font Helvetica (height) (notes-at-fret/6)
                ]
        ]
    ]
    append/only output page1
    write/binary %notes.pdf layout-pdf output
```

do to-string load to-binary decompress 64\#\{
eJztvWmzosyWKPy9I/o/eOrEjao6Rh0GJ6jo0ydABRRUBESxum4EM8goo3r7/vc3 Qd3isHfVc3q4/eH1edxqkrly5co151DCmFxwrR8///mf/vmf9CjMzEPW+vHP/9QC r8DMEldPv7f8SDVahqlHQZyYadrqd//8f85Vqpc5PWWhHEjISl0fcGiwwsu46HK7 eC+tlB126ASqyUz7h5M0XJiuM5rLSCbNfWJpzCTsSKs3SF3F21iHDYERa8wx4XKs HpyhfRyjCjeH1fmsZ2KRoVkiZ3prQ/QEue1Ya5/d9nonfVd0wxsk3IjCfQ9qG5sQ SjdQbFlsmCHaZrcvU6YT7HDMCx1E5znIRLENfihwPONQTyJXR9819vsbpHC627tM ziQZ1rVV77Q5FT1Gi7Keh9BFuIYGiTGyujmOQINQ6nQ6AxwVoN4UfEMHUHug3SAN +lJRFPwChf1DxCeFBB6LQxNrI/hmdOhEZj7Ng4GA8BsqtEpeUzJdMgaYAW2zqQSd 2jdIcddYF/5BG+wST4tz2BCQ47aDjVCU20w2JsRYSFKs+HyRz/P9gELCG8RtBfEG CVrn2Qzqd3ornvG77WxAtVUH7XZFih04ctLJJoPM32+3XLcvhWm84srTSElzvi8t 90nagW6QertBjq5dqQ/N400s5/eDgYgHVCB2OUIrtkW8iadWxPdQvBeh+xDLZ4gd 2tRA2wz0Tm7mN0gelOqn/XQC7zTmqEjbaOee1G04FMfaaQvZWyo4HT0aCop5EEI7 JE/bgYLhx00Xk4zyoNI3SPlytFMCbKyMZJtzeytF7aGsGrT9w6qnzGIHctxC2hpC N1T4lDM3Qy2FyKJwecbjrKk/uUEau9quN1SmWLf0EteUvczdtY1wwg8nEMttR3rh 9wYzIO/FXi4x815Kerird+ksilcQOYtukKglT3rswRnRZbA9OLOuJy5KYbcNlsdZ ik61Wafc0ZqUr50Vu1spkN0RO/Fu3tbMsTUcdBpzl6961hpyIWaypK3penSakJzN oEQhBZMRb3dJfE+MjmiE9x2pra17WMEOJMecjE+d42yhsjdIO4HLvaXHj/wOLEFc m2wTXpeQ7MWCiMvQJk2i1yX93YmUNa8ds7alcOjEjXYpJhLhaXe8QRq2ybAcm+0N JdswoWO9sCB2XbIgRhhR2HNs2LEtjBzY3DJPJWrAR5vOhEtJfp5hudbdYzdIrMUG xyIbDgpeFHfuWqLnEzxni8VmIujktiQ2hKkT/fJQTlcWUCTxJqM2sSh3j/Nj2xbK GyQGIhSMHJUER7A5EXRHmk2tCT1tY5MoDKP530gCYFudREpqQ4xTQinTVSAKkyhd rVWpwQUTb7Vmtemkjax3Vjc2N+WwJg1iE6N1uPGHQ4dZjrzh0aGWu4g8ktPqoyR7 SzsSYKJ3g0SkkbCa9AndFvC9tlAX+zx008meLqKJ2fGGOYF3R4w9MQ1SIY1y3CE0 ndiXI 99mLA+bWQ1IBkZYNomRkL3G+P5wTjPQdG5AxLg71PhUESHwN1Pp+l4ZY5GN YxFOxKgIdP8GKenxnY0yLPIFLCoAXHHY6soA3WyoVd/u2/LBSNmQnfR3ZgTvs0Uk 7Wd33xv8dC31UkraMdhwtuBnfDkpu1gJEbsR4CSM1QDziK5gkxOBndLk2B1HnjI9 Kvvd5gaJDnEKcjESt2nasJaSaZUUBph7gg2ZDr/C94UnYESnGn/HpgFnIRbSZ1al kmEH3EdXNOhtVbTHXdYchpHT5wJ72+XWJNeZlt3BJDJ0ijfZWGpLS2tF86QEr/Dx aLnfj4zVHs+97JDdIC02Pgdze3u7ogckh5DzfVs42HDPQMKlsaI2pAwDjSJFZk9C J21CK4k2MShHFpH1ChRhmRukoDekmU3sEETY15CK5IrkT9t2u79b5YYiSjjVddOp hE9Rd+AIWXy0B4Khx3uvJxjKPrhBWh1EI8pNWObmqBr1lnqXVccDUY8WyzEjmtFi zIzEZcpaKbQRunNSkKmCaO8zmcrj/WA1aNhg3JjmbUbRRrofdPZLxFOkTl+IjXmy VMeL3UiB0fn1u9HpkB2D8qHeEGbm5KkUG3QabvYSlVprz7Z91vQ0VvB08DbA2wRv C7xtyrQXPTki5WnGTvVZODXBezmLpmJTZ07XYMQ2unaJWx5MIKRfygbVEWSYlEmx y85gn8t8WiPnXcIi5hhZAFEYQY5KMr4AUz7Z0L61WLVcwNM+1d87gOUP8IkbFeR4 ghf+KBZ0a3XI5+1se9jjdJsy6B3ZH/CZt8I2W/Z0aMzdBhdVYJaVDnfKerTvTbeE KmGHBSYicdzl9ZksbpdHyJdmvWA5pNYUOoGVjbKZ7KaO7Og3SO6M7q0tWliF0o5a nLblcD7GCaF8T28pMCtO+znJlORIaFukYTn1LYU623i9F/z+ur1apSszhg9HaYJG 9HSFCSOmg80KS/dlb7BMtRGDjnq2mo96nczZdxsUxwOv6PD9HnrCT+3TusMPtKWL nDi22z7hBUotoBEAgC2osj+ATCO3MNvHpqEGtTUUx5u+SpIVlm6lcoZDFIH3ytHA pbc0RnD2Iif63WFiD9fibq3TFG5Ay8AzFh7ahjECL2meWGKNuRuVoPI0J9AuqdnM hpjtR6KHp7t50dwQhk 7Klfqeb7lI3AzSjUjDjsHKRxuPNuIYtvGGvZuD0nAjwHCK T+dHE2cW260RIN6mR+GCpciobNTfEVRaa3jC5hvZyriVfFrCKHwwGhRXtqS0iNee Ly+VQOcm1FgNZiOW8sRgJtGUN3TnEj0Nh0dSoHu+39XWUB9jDp1wBsSszRY3SFnK YzNcOqIusbMpHsWcUl/zQ8Y6ddSsz8Dz/vGw6KzGrLEoZRQjUJMtTEQ/9n1kOu3N Fw1piZHZIvbhWRzI0iLiU02zjv0oFxB0EeRytEa3+6mLo2sPP8pOmMWedVqAXvzx HAeOZGPuFvM93+krEoTIC9UEYit08Q6CsF48nQ8WUG+D7/V53wvi6X6peuw+23v9 csvsbNbSIZtr2mCemAHD2iV39mhBgDEWtqjwrEZbBCUcumRoj3LicDF5lEIW5WxB nLoMQOwrcU4a+gkoUl4HNpHsEMBMFvZkQfDl/CIgDBCQnCC6pDFcUJtdXjIWse+S iU3mxLE7SuwGF+QEW2azzOm0XT3HwrAoT5nT5mYndSocxsBMyuJ0kZDOjGbU9e64 ONAycDHtgHUpzgD+3Q3STPR0p+90Id4Jyg4zydrSaIjpzjJi8cW6N100ypJxJ4XG HcUFZgQ9kze2EJ8cMXNcLqSGvSNp39qOvOUun1FYUKLMxJzlsavp5rjLZQzwxhhx mo+7LiusF70+zWujOe+cmJijBPB730DMET8FhD20yZzmOyI25wZUsoSYdN3uJJJF Z1G+IRewlE0tjre32JoT27gw2ChHBxb9ScMT26jDvgweLZ31ghlP+YBrj0fcEu0v M3myg 33 Yn0+4 fm+S9LsFAkI2azxcr3MyQmPJYqN1Q1om1nogY8eNJnoFkXaHXMUM GHBU3eMKyrbCUsAkftyX0ymy5iWLMlna8FZ8Ea+0pclCjWjDPKJUOTn0JIlEhuPT xB9S3tEhjtulu51FwoxescFoQcHxxDfTkz6iBysmcwI2Jj2RQcN5Q1qSyczWPRU4 1RNjssZEJ0Tzk2bjZY/moh20mh+Z7g5e9fpMd5TKCDvvkewgVCfrkqSkodfwxKLt qpwSLE1NyOUxtkViNWM3uOAdMXbhFpG9H53stDtFkzkxQjVqOVkf24jiKvvl10u6 Yg2SPQRepH2YzLxhQe3EmUsyiW8PFXqRo5Vf3le4REG6RGgvTMJQiHFxAMgsijE/ UUlv3NDjwZJiy3E+o/W1slLK7WHrCgXwvMgp5UpuGPj0dMGa6krxunEvXrq4rRiD uTHpu5zNLYhhU+50NkMTfKKL0SaZHshNm02pGw5Ee5ypo+0oPQTqySBTJ1BO82nu oMvTXAx33A2SQVLHcksGUyWKhWR2CKKOoE0OoP5Si/Bw7ngFWrCM1Mzm2sQ/DMZq Hx/ODdOhC97eGXHDzzzGyGrM8cpuKUd94KjocsR6W2m2jfbrDtfvTon2gl3yozwY

OXo3leWhsycc6rhMTVPDdg0r1bG8gdLHOtPxYRBsNX5vWkBsxv2hQfMnpu8aFL9j Bq6aklx4iqVoARxJ21fHwGT1fKbB4w65iVx1NLCdLme6u8hWSXlpzBjHkgXHEyfb o71bHrztMXWWQqQcZ7EIPsrxVlxGE3i8bfhPejxZjdXhzJUUa6+SHD3bwwlRQDk5 7KkbJuBTlMKp4366RycBQqHRPhksNkcxLwsCMhs8biX6aTNVRpk5GKCQPS5m9EJs m6sJRFt4OmEoStPhKTagZN7ombp9QPsqR2od/ZR1dGjWiKjVYpXGduDkvb46j2MZ 4cxksVf26WAWb6BQNqVOXMimvmZEEJ5zXZQDBkWTBgo2CE7hqOFnrvThhucwkckY os8oo1ERIUKucbhDQ3ogQGt9KW0iypvPtzRJe4gdSWuTjzucMcBSlW5EZQVjarha ROm4VJ2cnCESOyFG+mDdF+HM2EtZeASB3NExhiUuhhNaPJXsYjLNJTwcmH6/oX31 9dAxSFc4701w5DvlvNffhhA1cwfQ4gR32DBuD8awF3pe1wtXdt/TD8SUl/ux2elh e77B4 6utudvuQtWPA/Wo5WMkXujySh3QOjTE4+Jwmgl+3uULFkKOnfl+ceh4+xNE J4E+mNDWCr1BwlKxnRc6kndkOxsFnV0a9ziMBhGVfMJn63jnJ9bKTAdqiDCJZNoR rhXLKa4IfSQ8zrfCDVK/15ktghhnZ8hyOkOXi1naVxOYYrR1G7TqLIIEXxKWBqCR DPhrbaRVO+qpo3ZsnhipGUuB0g7oboHGuNBHLSTLlqGEowifzAuO2e/59TAvmBnu JHzG7xJofvQ6c8pZ9Ch4kvsNKwVHvpe5bIwcs+zU062N0u8zow0Ha9pMHpvZAAUu cHDc0XobW821sKcNRA4zswvOfAOnTWeuObCi6f0s6nCmeCJGaoHqsBllCBImw7BQ 0slBjv39DtELhNmj7QlzCqnlvI+PBbPBT+ZCRstD7vlWseq1d/lCItv4ocNji6Ek dGeklEIapMZWF2esxAr5zRbr5j1niM11oCIbMQKD0YlxlIphgeCi38ePR0elMTMx Ovjs0M/5ABrttc3UWUX4ZoCAn+sOWjDRJh/RgtyGGrG5IhwLK5hmOnfqR+bCU1G/ vW6TvQRAOKjyTmizG4JPifJwIkcHiwX6it4NJjNZyjbADNo3SFIhTcqency9fTc 7 jk77eV+BGMEakCeEMubOO1RwOg8JknIXwA/i4t3YCzQd6emFRvWmjTydMS35THCn c8YW+B3CrFmNCPb0ZOu6Lq3EkeOyaqQAozuf0FsdO7X3ILb11x3BLkjSZhqje8yb mMP5Udp2ZITycGOJZLbomcpyJcgO6ZACtZ5wvb0kbWSZms/nhtzgzBUMI4gsSBsF 2jFwMWCp/oDwYTEDinqTxxvfnFv4Zpqe2u01G/usSonhaovQhpDIqiyGTQm+ldbf 5Wifzkqf9slhIsxZkiXHhBePo/GSFiPRFohovyfDJKPcEUJBcoPHV5CHCRZwZ4c8 QQKfG56LEEIwE0jJOAbzPVSWzQgbsokrZl427faBZy5zogUsiST0GrpAIHry2mSG c3k7XFIceE+HSxl8yuDTnw6R4R5C3X0KtTmPWzGJHSuUvAxdYqUEJDNuUPyk5iLu y10in3uOvBEPpBo5yyExdw+IkEGFZFTZiAh4h20bIiRD6G9oQ23LQ6I9JXq7RrTB oF1r0/VGHg2dpoHdW+redOGBD4WlvYOygqb9YoeENGFI+W6euqysxdDRjU7uMNuJ aiPaIIFPDIP5zqIVEDDTJwYW3J0q+Wa8ygID4 zfDDIQnRemYuYDhsylDdA6dubFb ezmAn8A3SFp35Wko7bGSaamMvNuZ40KCIR/qAddnldtgVApjTtUVhjE5zcazCERI caBLEOI1Z5tGjnVFS8d83j/ZgjqkSo5l6ZlIb7mJy0r9TsDNjn1jXpCl6iEcxeyN me4d5+oC52BcbaczZtmIOVEn7zKxstqPEzdkSQ1LqEL0QAi11ZFpYTBIEQnqwPd1 Y9uGBiDwc/ComuyuZUDhonODxLeXYnt2yiwQlZtoDOLanSLnURZtQy6xbndJ5DBK dzrhlyBIlqu4mORiIV60WXYvZObDwyh491CnFQLCSIljRLp+JMMTrhGbpz485XB3 vVjCvsVSqINPJHG8iiB2jja0Cs5IIrzyoCm06jjDKlu8CqcRCnc2WxkVrPq7X4fT Mdu21qVjbb1cDXqHOUWnZkOC550A7XvoSUl5uFNITtvsdsNBtjhQeOZAfrjnDIZY 6UTcPvm8pfdwZUypY9UvUHreUb2GTydOA7rYRKMjuYU6Wi6uTJyt4+Lc9+A08Dws SLfUFHK5Db7xt8jCjI/I8MCgpyoLHzT00NzZiykWR/MTqnbaoRA7p/2izR0PBtWG RqrRZvGj6M7CI8RHbbMnerGQKiHEQzgXFGOvGQEZ67FMzkVJCSeiNlyRpJzg8N4m Zhh5KkGcSi+IWXe4s4cLgivHQdHzyE1n5I1NYtoFTmUj5jQJp0tQNmURg+5oZOsY 4ZSOSRTltE3g5ahDbHRCLQnIngC9YwPlo9kgSl4rJFqC6sQNEjpZLa18M7FS4NLS OUF3RzUD7LtEQOzzAcOr81MSaBY/4GAqnpwiPQmPmJXJ7X4wyRpxCzNHOqkwVZfe Nj20+b21bA8X5MKYnzq6wmvt3mGJoq5oxBSet61xOhin0WHmKMx0xlDltJHrGUzQ KZgchRnigXMA5mCnC9BYTJiBv/R2IJZmJ5GXINBmMXAmB2Psd5wDbakmzy4cA+s2 /IJDwoRp3970qG2IA3fcj 9b8SrclWBkXOexZ8XEH7VE3GZxQm440I9628nnmGcfI AwHFtKHptHgSUX1Vnw4ThnFXyvSER41tC61ATeV5zOvbUsO68xTN+G1/guv5DOYP YZjSXcobG0qDnzjHDvuyOdK1kmnH1Co6bU+71Q/pZMoeXG+kdpXOFvIKXtiFLLT3 RBAi27NI75RKbzguGrpA7fd7w5HNVTmPKkBDR4s9esilBOF1Yx61rYXkmEEwNxXC 0L3VLBdZejMda+p6PcsmccOaH5Z9hB4jiZAtVFgTgvkQKSQUGW4LwetAh2JA4vIk 8H1BRgaIEJ+wpR71mdvqTkOr3NZ5RGtZxFreYTj0YGn0Up6o0URcrSasw3L+0Ni5 Qxq82M1EAa/IdhzfFhsUbx+Xgh4snRWTUyE5TfejzW5ciOrgaOa+Dhyco9BfLoH7 hJQ7ZjuauXE4J8ZH9DDdCyzW0HRaf90LtGjDzvcILag60S79gkXhFFHaBDuJM1Zb UvFRDEJeTQaddTKs1hwYFAyPRgklvUEq+a66ACpJYDeYj7fHRy6PFN1AlGP7hPTI tGscGDrm5nDe07E1WhgCVVLAndLJXjlKRo3svx1E3GbXplla8sYSdxzSGy+Sx2Jn TU0815067nIrO9IWXggcX0IjuzdylvquLKcazm6njWwIsamC8K1CDE7TDdCNSBoM M8NJHrNqB2ftwv7AGSaUPe+bafc4L51Aasgdt+pnRE8hc2yn0F0y6TDrkXrsnXpV 6iwnWORYkoWrQ3zJtgnrvLLBmSS+HGbWMG5mHhalf9KskW/DaNSZcC6yLDML4hEg 8RY3kuCCyYm8SwxsckNoidBbtfsQCJjXESOTxy7byNPBLDcLlCU8y4KluBYVYbKd bhfzeZSPCVIUbNHetkUPvCPwTsHb3kLgN8S6BwOnFw0PAzrxsjfH8p2udo9TbaWo 9s40hqLuge+3J8s2v6d5qb3bcYJj7FVkqImE3dngM/wASZBuNDwMqEP5Ae/RC+1E 74VrbhEQqEv4NttZzdk+e/A3Qj6MVBne7PaBo8dbI2aKziYd9hujs2NBlMdrbmBn fW7hOhFhDmV7PU8CSGwPNbavB8N1h9PyPekvBVkW1zK3ktcscKzXvso2dipQ1Nrf D/dyJLRlThWPjiyi3ixarzJ/yPrFRGf8IF1ZKL9drVl+bBHSKo9mCoVwLkEHZoML CooVVixFubMdKx3MDiH3RyC0GVGe5rLlqEgMKJluT+Vy6erDk2z2tdWhPMYaZAy6 48m4AQlfCf5souJ93o3c9nHLocFOzCGI6h0GB84Lbb5i0CFjEyZwVUYFtZiVy31M QuUsOujrhqarFkD7XdK35+JxcwqOnS7nyCd6uuWgNOnkp13aXk6TWCDGiIaK+HFO TaL1IFTW9pzpIKNRI5ZCdGsYhGbMrKWD11HnQajG9Fpy9og1D5ggmKDRbLhIZ71d AIRJSHYhpXSLIpm54wweNyyC6oho/8iFWZSlmKH38nbaz09pz9hw+95cmu63vMTP
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w8vGiJtHeW/TawwKMznWUfaVchW8JyN+AXzVzOcOgCI6Z4ZqHB7ms0a7Tqqckb5g WwWFjQ1GVcP7djVS5zF9r79HVfrjiTneqj7hfl088Z4GcQ4Q66E89H1OsXjXxA6k q0An1MhXlK5Rr1F9uY5eDdR7Ln+xJF13fTXqXusVFR+E4t00X4jnc0+/0cGLSQN/ wCT9N0xd/fj3pu4/PkPnUf13ztMdxGqn038h+R9J25yFNwm/1Yn8c/BX5xXg2o2q Nq80F7Mfnv5870ESgtSe//N8xXeI1fPy8axVu4pe83mNAtT5/vbt9QRenqJv9VAQ VHsfE/pcEXlrUhEXeVnnvvvnael0XjbrnlXYyxmqJudbklfh2I/zRNXqvfXlberq KgApTf/a+verIm8+//Onv3+qnjagXrT8PeCr6n8Nu9m6ygdcmt4P6Ee9DagJvQUc vdsgAIJ1 jbeCB1pHcXbX+vnpj4oFLhjW5Pta93AproI/YPGhKpPR+lvrs5p+cwHP 3Wr/vFuoexxTnUT5fst3mOlTMuhap/7+oo6mXx3YJ4j194p3Gt1q6V31K8DGj4cG Se0fBGpiu+Frt/5Kgzpj9C//evlxyzL9Sv3U9WvH4mrBb+C+PUMDQZVkvFg+eKz 4 /YbVr5y561WneN/cnrPq8EFcZqWv9Md50i8JvPOixzNG171PdUTx7T69/NB5Pdkg 2Kk564z2W7rvoat/tN6en/OEz9FsVeFbUS9FgRG8j5il+unHOAFgAMLdnL6G+MJO 3aYVNPkscR921IQPeN15QOM12M/SXx60W+lmIJS+CeQLRC+5xvdSIE1uf13jSSbP UvbtUUNfXxfnoCG+rX99zS5vo7WagH9R+X3yfJzrab7qN1X698pczfxrC7rD/bNU /hogcpXbO0B/aXQENYf4WdI/hvnB+vg7j17a7Ovr/yGB/8vH/Vz8oqh06r+HONB4 DdVZ+XVX7F/X/5g4ANofUeLV61mRAyC/NS7drLZf/PGBgWl5Z9/v/6DB1Uj/Q2rr BbCLn/KfAO2DbUg3gr2ZrOfw9m0SLnPztgD15AQ8LEW9NX65jla9ziH1B33/TjRS vX4dkVSvOw+taSbgX5DoitwbX53zGdXa7WU7WLV3/7M0fTSadxuM7mKgq8fxocd2 8REaTsfFwMMv1efvew2/Z64/QB9MRWU6XmP/FoheDcp1ARaIMQLD8HtzV0VLzV+/ 1/5iv29Eui5wXmLhO4j/8reGUmlo+r+9Q9Lq2MytPVp5Wu8aoxcuVqNt9x7Q+ZzO i81dL3RBY0NVDbXOd9+BrmOdRskLV+eZ+d+iiWZD8LMRarwD5tm7eg2kfvZxbFGL 1WUKL8mJv58zKADMO4R+kYOrKfeLibnR7pzeOnfyuklYCcR7/bwT2jR0ZM1e32oG /HbHgL+R+HkLcd7NVTx1B94Gar2g4SX5ehvRuxz22xR6msCPyPU+bd6pezMX99L/ C57+bbZ9jzUf6PJke35hd151fX123QX3jmF6jvSfDdNjJNxcGLiuwdXrI+ckaJm8 OEL5dmbwvEpgHtznI30xD9Coz37V1S77rl6c3nuYK/DtIRD+aPbqrMM1E1Yn8+oc 1s+WbVYK9Pqv8TZAVNt73slqXHfxVMr5LkHx1vABlZdi19xElYfVityt5B2wvxCk 165DFn1LTAuU1ociP8QTWORXwno/6ioN+RGZXrRAP5as1/kK6LY15y3fcP71gpgP Db43qv8jNHuto3XUaMAFqu6hAH0s6LQ+Jy+WYT/216/uRZWPbiw/3yMKXD/gQtSa 8+7BS0476+PbjuF7UN8eAp1fLg78hzzUh5+XhULzoPu5YV423bgZKPzTJcsM9MpV Pm4Lg+dUwjVZ/Lbx7Hlv69ui4rWHu1PXF/j/WAjwm6r2drT1caX0+qpzyq857j+c aX4N9suzGXI/OL8+cFpToz6e+5aWvyBd/a6WBK5K/cstDnnE7d0FdaAVL3smz0an 1ltPWvVeIwHv404v3Wuf762bDrquer8FP2/bRYJqX8FzHw/bAp/LgC96bvvQ8G7X 4JvxapS+gPU+iNa/NoLj7t1YzNCIn+OkK7dc910+LVnWXqD6yOWNqLBu/rbH8b5a JYmh0Yjt3naqwK0vl5XJ+/bVHsOfrRcW/vXG0J+PQ6wrgeC7kp7PVd8/PseA0z5X xTbQDM5PwG2AElc+q1yXmwJpDP5zVdr6chfJVX1/PQvmZ6B4Kj1Rbel401ny5U4B 3ba+VpVujA2wMaLwc/ZOF0cz/Xo3qluOJb0OrATG4A7ZOv3x+VzrhtflUphLF+d9 vjUuDVTOKb5fNL1sDm60/dlA7kLye8ewhvLjumW36umMI9C7dtjo+O33JSf37xeN 9fPxoHw1a688v3prcNXb7WFDN9WK8cnnu9Kz+eDfLxNb0/ZzpaKAobqmpGuqn5dR 3qPR/V7kOzJX1vPLH8xf3fNAraSM+rT759rHfEOi6vZP15/oDaerfjzXqp41Wd43 VaOCVavfJiNd1Mh7LNTYW/7ISB9T53FX+uPi1IfMddk93cSztkuAVayKZ+rZeZPw 9D0cGqCanZ0/jEQtL7ubfjwL9oPGvSmjYzPUuvhor8zvPQueN4LdXW+B1MeGnlze hqt3lqgXTm4zAqsqvQqVr9tHL8HUIXsXXD2Q92P/px6rP3/EmQW28wnjy+MrhwJ/ uXHyDzQw3MI1ziv29V1A+GcL7fUaXHJx728zl+XAn7tO/OVpUw0Xl50fP85CD5y5 6rCG//PKWa9Z6GLy6gdPtu3q8r7dRFVXqzL8107fjOmzHX7FOu8sQTbU3ufnResn tAA+kg68Nq181Vh4nuQm+KcDF89bmp6B3Nvky3ma510Zr25uuaq5e738ueEnXnr7 el/jPJv3zVdn4L70qlKeSyuVeF/6phKeKz+FkP9+50m87vPBQfpZoXgdE2CKe31k W4e02hz/we01Wp5VJ01aCXArjWprVbrP1QRQuRG6AeDV7jS4pZlFZXrQ1508zc7n OinyQgyuW1RrQQTsXf5sGgEdODQN619hWNv6CsPqyxnDJ9t+A3pJvNyP/iJJzaCx 2ekuanouPz7XY77rth78P9jr7p1ez70AC1pB+DWdZnd0MtT0aXvE5zSq90fdWv74 WSORGj+/PvHTuTM3zKLLzqbr/X8vPIEHTOqH90DvJbbm7StHnNVjXfSz9aRdb6Cr FMfZ9rTevqK3r503HZjqb3u73vppAvos0G91rV/VTey3ui91TB211hh3b/R4jwku 6F9QP6N9/ugCVjKf2eBSUukjQKZr77WRuhOsasrOI/15Q/axxdkV+0W79FVD07Cf G55LL83Bb+sekO4muv9C7G8E6/yaYM9W/OLC9h31ALe9SLG/rFottcF/7fXQa/mL $1 \mathrm{fbXFd} / \mathrm{m} 7$ Qrw3R4f6gGd9Vz12xn2X651/nAn3/6xYT02RF9i91j1HWxfdPKrcX37 TeJ9+4h4/9E+2n98XO/xnQ4Cmncd0Xsprs7rfMuiKiiqj+7UMUUWNWT88rSW0/un QCpjNXOu4vQZ/H6ten5f2VzVWhPu2WNqdlab3FqUmxJd6Q1Hjc171fFWcifw1UAu Q2+g/K71uKH8Ofj59aUPV0G8kOsPQvQfDd0/jNiD/6iZJ7fabP4Gpv9Hp6T+6J0/ +oDm73Xx+Q7bPz7zxbuArSQK/kOgj0+gdb9KxTXtqfORV3A+IfTMQi9SLJ8vXn8N /BLwv3tc6XwS6u680rX5j8c0c+2OvKTC5aLOt9TKxVG5JV2uSuW9fMvT3hQwlc3g 5YF4wNH3j68uc6xOI1YDfH7ycNjrvrd3iFOfG7ujzTk+/fGA7tdX03Ceiss54Wqp 5KUgVf01Dlzf5XUaA75ep/DC160gXA9hv9e80mlbHzt5D4XL0e5321cnb99v7F3P 1z20/XmeyDvurZt8r4503qbkUTZqLd/07N5bj/lDIvk5eJRKv/VZfGTyn69VwB02 t2 6x9xy16vWRs1a9HtH7oNY7urD+GJw/sNriis ${ }^{\text {AAHpn1cYBAXBue7Zsvf6ebxCf9 }}$ dY6X6tbpL5uTz+rvbDibLZtG9Lf6vsBIfwfIMwZplkTePQY1t97s+8dIWK7vt74U 9XnSz9ZFBVj6LQYozPBbZBi30n/5+vPMyO/3U1V9WCKs109Aizc45Pvq5o9EIy9x JP/yWoQ/QPbJrrnx1UN7A7u+Ltw8dbiuiPJxF9UlV4+91Fde/k8yAPWI1ewfVfJ1 83q7x2+p6HcZ4GwIjH/UTPyjar6RADpfRlqxmevXn/UayVP6pya7VT+8Jterv9/r zT/Vt1f7aqwa6H19P1KNdxs8b8as9/PUONYpJsCCdQLr0ySwP73ddvVQ6UVG/8ah

```
91t5zvw6il4g82z23tXL985fdZr/2fH7cndDQY3qM7dW5YBZX1ras0DWNV45kTUz
PrHRc4Kr5ox6Af+agq8bvNQNz17MZadikz/rS6OeuAy0vuzb/02crhv3P8SquTHk
zkt5mIAkNS8XZt1uFbu/crCqcr776xIpXnSafR8IXuPd6g6Kyz6z+gybe3/RwPdW
4xqI8wb5+7u8bk+va0v1cmNjt9oH19bdg3pnU1oNz61SoMIHG8ffrsa4vxj1mfur
ax2+uF9/44JSKgp/63bSqvY7G3friqSamhWs1pfngX109eg41COjPlK1dkMiTN1r
wTuY/8Ztno8E/A4Ie3dYuHk5xB2j1Ero1RVuDRV1K6zZ6lp45lT3xZ13D0Cfeem8
n6eu9vNOGX7AVA9A3+GqM+D/NK66uAGAr77UFK0+q6KPfPo3+qO/Qf8gQOO3XU5B
8PO2hyaoTjZ8GaDVqaTeX7tfm1MQ383A25UErpG2AtNw1dpprq9obcWucTdDVaVX
15DG1Ya5L1U+7mqkLpe8tJv3cF4nsNbq8a+mrEboOk8vJ+WK7ffG+ip8JkoN/nyT
L/JUgj4elr/ca/88rkecLmR5I/OXM2jka7357fbrS6PLs6qHXpeiX1tPtzs9XOdU
V//dO50uCP7+nU7/xeqS//iOZ16tdq61vsS/vqV7Vk02WSV+vlzn/b3NinV94Xx/
WH3b0Jvp/vhS5wuJr8L6MT7Cmy4Bw32/3nmYSaSLwA/ofAyzen25rPZfNnY8GEPg
LP14Y77aFtXE/nJfrf63BF5uw/ygp0cNed/V5V7uc28PVX/d3Usr906Dn4+XLIWv
C2Nf5+YdzvtyrvbH/8WTD3XuHxWRD8TjQTTeu6GKrXTfjy+VCnyPyS+3WH25V7gv
evzgitvmIG8m/7Z3pvXZV49RnjVurL21uLu791Z8MSexfRnbCwsf34/8xHhzDl8+
OZv4J0iX6Xhwdc9T9PDATr837F/TG2k4vLf6zYvYqsb3p/Pf7vG9x6BJujgxASH0
t4T1I/30uyhe/Ot8Lwj7tKn4vaT4/VSf9xFebtV6MDJ14vuMw3sXtf58IOsZs9eJ
7+qSuy+vToF+rRc4EQzBrqelHzcwN8NN0CX4//8Dw8SJGQWrAAA=
}
make-overlay
```

Several articles about pdf-maker are available at rebolfrance.info: first translated by Google, second translated by Google.

### 9.17 Creating .swf Files with REBOL/Flash

Flash is a ubiquitous multimedia format used to deliver graphics, sound, video, games, and entire web sites on the Internet. Flash is already installed on over $90 \%$ of all computers connected to the Internet. It is available as a small free plugin for every major web browser, at http://get.adobe.com/flashplayer. There are a variety of other flash players available which can display Flash formatted ".swf" files on mobile devices, on desktop operating systems, and on the web. Flash's ubiquity, power, and comprehensive multimedia features makes it a popular platform for rich media development, especially online.

Flash was originally created by the Macromedia company, and is now owned by Adobe. Adobe's Flash CS4 development package is an expensive and heavy development environment with a significant learning curve, and it requires proficiency in the "Actionscript" language. There are many other commercial and open source offerings that can be used to create flash .swf files, but many of those are oriented to creating simple animations with moving text effects, graphic sweeps, pans, fades, etc.

CS4 is a fantastically powerful tool (the industry standard), but for many Flash development needs, you'll be happy to learn that you don't need to venture outside the REBOL world. REBOLers have their own Flash creation tool available, which is freely downloadable and which does not require any additional languages or development tools to create rich multimedia .swf files. Just do the REBOL/flash script at http://box.lebeda.ws/~hmm/rswf/rswf latest.r, and you've got a powerful Flash development system at your fingertips.

Using REBOL/flash is simple. The following 3 lines demonstrate the basic process of installing the dialect (DOing the REBOL/flash script file), compiling a downloaded REBOL/flash source code file, and then viewing the compiled .swf file in your browser:
do http://box.lebeda.ws/~hmm/rswf/rswf_latest.r ; install REBOL/flash
make-swf/save/html http://tinyurl.com/yhex2cf ; compile the source
browse \%starfield1.html ; view the created .swf

To begin working with REBOL/flash in earnest, you'll want to save a copy of the REBOL/flash dialect to your hard drive:

```
write %rswf.r read http://box.lebeda.ws/~hmm/rswf/rswf_latest.r
```

REBOL/flash dialect (a REBOL mini-language created by Oldes), and which directly outputs Flash .swf files. No other tools (besides the REBOL interpreter) are required to build very powerful Flash applications that you can use on your web site, in desktop presentations, etc.

Here are a few demo examples to download:

```
examples: [
    http://box.lebeda.ws/~hmm/rswf/examples/swf5/swf5-eyeball.rswf
    http://box.lebeda.ws/~hmm/rswf/examples/swf5/swf5-snow.rswf
    http://box.lebeda.ws/~hmm/rswf/examples/swf5/swf5-starfield2.rswf
]
foreach file examples [write (to-file last split-path file) (read file)]
```

Those are just several of the 175 code examples at http://box.lebeda.ws/~hmm/rswf. That large collection of code examples represents the full existing documentation for the REBOL/flash dialect. Reading and experimenting with them will help you become familiar with the REBOL/flash API, and will demonstrate how to use the essential building blocks required to accomplish many necessary REBOL/flash development tasks. Note that Oldes' previous REBOL/flash web site is still available at http://oldes.multimedia.cz/swf. That site has a downloadable zip file of all the code examples and some additional older tools such as a swf-to-exe compiler (that site is no longer updated).

After downloading/doing the script at http://box.lebeda.ws/~hmm/rswf/rswf_latest.r, you can compile REBOL/flash source code files into working .swf files using the "make-swf" function. The /save and /html refinements of that function are most typically used, as they generate the HTML needed to insert the Flash object in your own web pages. The make-swf/save/html function creates a fully functional .swf Flash file and the necessary container HTML file in the same folder as rswf.r. Here's a simple script I use to compile REBOL/flash source files, and then view the compiled results in the browser:

```
REBOL [title: "Compile and View Flash Files"]
my-rswf-folder: %./
; my-rswf-folder: %/C/12-2-09/My Docs/WORK/rswf/ ; choose your own
change-dir my-rswf-folder
do %rswf.r ; assuming you've already saved it to your hard drive
make-swf/save/html to-file request-file/filter "*.rswf"
browse to-file request-file/filter "*.html"
```

Go ahead and try it now - use the above script to compile the source files downloaded earlier. The compilerun process is unbelievably simple! This next script is a build tool that helps to automate the process of creating, editing, and compiling REBOL/flash source files, viewing the results, and then re-doing the entire process repeately to debug and complete projects quickly:

```
REBOL [title: "REBOL/flash Build Tool"]
; The following folder should be set to where you keep your REBOL/flash
; project files:
my-rswf-folder: %./
; my-rswf-folder: %/C/12-2-09/My_Docs/WORK/rswf/
change-dir my-rswf-folder
do %rswf.r
current-source: to-file request-file/filter/file "*.rswf" %test.rswf
unset 'output-html
do edit-compile-run: [
    editor current-source
    if error? err: try [make-swf/save/html current-source] [
            err: disarm :err
            alert reform [
                "The following compile error occurred: "
                err/id err/where err/arg1
```

```
        ]
        either true = request "Edit/Compile/Run Again?" [
        do edit-compile-run quit
        ] [
            quit
        ]
    ]
    unless value? 'output-html [
        output-html: to-file request-file/filter "*.html"
    ]
    browse output-html
    if true = request "Edit/Compile/Run Again?" [do edit-compile-run]
]
```

Reading and adjusting the 175 online code examples is an essential part of learning to write your own REBOL/flash scripts. Try this example, derived from http://box.lebeda.ws/~hmm/rswf/examples/swf5/swf5soundstream.rswf:

```
write %mp3.rswf {
    REBOL [
        type: 'swf5
        file: %mp3.swf
        background: 200.200.200
        rate: 12
        size: 1x1
    ]
    mp3Stream http://re-bol.com/example.mp3
    finish stream
    end
}
```

Notice that l've adjusted the original file name, changed the .mp3 file to a URL link, changed the graphic size and background color, and trimmed off some of the header. I compiled this script with makeswf/save/html, added some text to the generated HTML file, and uploaded both files to http://rebol.com/examples/mp3.html, all with the script below:

```
REBOL [title: "Generate from source and upload SWF and HTML to web site"]
; You can edit these file names and FTP info for your own use:
source-file: %mp3.rswf
output-html: %mp3.html
output-swf: %mp3.swf
inserted-html: {<center><h1>MP3 Example!</h1></center>}
insert-at: {<BODY bgcolor="#C8C8C8">}
my-ftp-info: ftp://username:password@site.com/public_html/folder/
destination-url: http://re-bol.com/examples/mp3.html
do http://box.lebeda.ws/~hmm/rswf/rswf_latest.r ; do %rswf.r
make-swf/save/html source-file
content: read output-html
insert (skip find content insert-at length? insert-at) inserted-html
write output-html content
write (join my-ftp-info form output-html) (read output-html)
write/binary (join my-ftp-info output-swf) (read/binary output-swf)
browse destination-url
```

That's a fully REBOL-based Flash development and deployment system in just a few lines of code, and it requires only a few hundred kilobytes of simple to use, stand-alone development tools. Incredible! Think for a moment about the possibility of automatically creating and deploying custom .swf files right on your web server, in real time, using scripts as simple as this...

Now take a look at http://box.lebeda.ws/~hmm/rswf/example/swf5-3dtext. Notice that the source code for
this example (http://box.lebeda.ws/~hmm/rswf/examples/swf5/swf5-3dtext.rswf) imports some assets from a separate included file, stored on the web server (at \%includes/fnt_euromode_b.swf). Files such as images and other binary resources are often included in REBOL/flash code, so they can be compiled into the final .swf file. If you want to compile this source code on your local machine, you must download the included files, as well as the source code (TRY THIS EXAMPLE!):

```
; Notice the folder which contains the included resource. By
; saving downloaded resources to the same folder structure, you
; don't need to alter the original code at all:
make-dir %./includes/
web-resource: http://box.lebeda.ws/~hmm/rswf/includes/fnt_euromode_b.swf
local-resource: %./includes/fnt_euromode_b.swf
write/binary local-resource read/binary web-resource
source: http://box.lebeda.ws/~hmm/rswf/examples/swf5/swf5-3dtext.rswf
do %rswf.r
make-swf/save/html source
; Notice the output file name in the header of the source code file:
browse %3dtext.html
```

The code example above is complex, but you should notice that much of it is in standard REBOL format (colons are used to create variables, code is contained in square bracketed blocks, functions and structures such as the "for" loop are formatted in standard REBOL syntax, etc.). You'll see many words and phrases in this example that are used in other examples: ImportAssets, EditText, sprite, place, at, "show 2 frames", doAction, "goto 1 and play", showFrame, end, etc. To understand how to use the dialect, start with simpler examples and look for the common words, study their syntax, and experiment with adjusting their parameters. Below are a few examples which demonstrate the basics of using text, images, graphics, sounds, and animation techniques in REBOL/flash. First, a rectangle:

```
REBOL [
    type: 'swf
    file: %shape.swf
    background: 230.230.230
    rate: 40
    size: 320x240
]
a-rectangle: Shape [
    Bounds 0x0 110x50
    fill-style [color 255.0.0]
    box 0x0 110x50
]
place [a-rectangle] at 105x100
showFrame
end
```

Here's some text:

```
REBOL [
    type: 'swf
    file: %text.swf
    background: 255.255.255
    rate: 40
    size: 320x240
]
fnt_Arial: defineFont2 [name "Arial"]
some
    Color 0.0.0
    ReadOnly
    NoSelect
```

```
    Font [fnt_Arial 12]
    Layout [align: 'center]
]
place [some-text] at 105x100
doAction [the-text: "Hello world!"]
showFrame
end
```

Try altering all the above examples (copy/paste and edit them directly with the "REBOL/flash Build Tool" provided earlier). They should provide enough basic understanding to begin reading through the API examples at http://box.lebeda.ws/~hmm/rswf.

To see just how powerful REBOL/flash is, take a look at http://machinarium.net/demo/. Machinarium is an absolutely beautifully designed, commercially successful game (see the reviews), created using REBOL/flash. A number of complete, complex Flash web sites have also been created with REBOL/flash. See the links at http://oldes.multimedia.cz/swf and http://miss3.cz for a few examples.

### 9.18 Rebcode

REBOL provides speedy performance for most common scripting tasks. For situations where higher performance computations are required (for image processing, large looping mathematical evaluations, etc.), REBOL's "rebcode" VM acts as a sort of native cross-platform assembly language which can dramatically improve the processing speed of CPU intensive tasks that benefit from low level optimization. Rebcode uses a syntax similar to typical REBOL block/function code, and allows you to access variables used outside the Rebcode context, but it is not intended for beginner programmers. Rebcode is structured similarly to assembly language, with some additional benefits such as the ability to use built-in math functions, loops and conditional evaluations, embedded documentation, and the ability to run identically on all processors. Low level Rebcode typically improves performance speed by 10x-30x. Using Rebcode is beyond the scope of this tutorial. For more information, see http://www.rebol.com/docs/rebcode.html and http://www.rebol.net/rebcode/, and search the mailing list at rebol.org. Be sure to see the the examples at http://www.rebol.net/rebcode/docs/rebcode-demos.html:

To use rebcode, you must use a version of REBOL downloaded from http://www.rebol.net/builds/, in the section marked "Download Directories" (others don't contain the rebcode VM). Get the most recently dated version available (for Windows, at least rebview1361031.exe). Once you've downloaded a rebcode enabled interpreter, try this example:

```
do http://www.rebol.net/rebcode/demos/dot-flowers.r
```


### 9.19 Useful REBOL Tools

Here are some web links containing free code modules and various programs that can help you accomplish useful programmatic tasks in REBOL:
http://www.hmkdesign.dk/rebol/list-view/list-view.r - a powerful listview widget to display and manipulate formatted data in GUI applications. Perhaps the single most useful addition to REBOL's built in "VID" GUI language.
http://www.dobeash.com/rebdb.html - a database module written entirely in native REBOL code that lets you easily store and organize data. This is the same web site where you'll find the REBOL sqlite module and RebGUI (covered earlier): http://www.dobeash.com/rebgui.html
http://www.rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=rebzip.r - a module to compress/decompress zip formatted files.
http://www.colellachiara.com/soft/Misc/pdf-maker.r - a dialect to create pdf files directly in REBOL (covered earlier).
http://softinnov.org/rebol/mysql.shtml - a module to directly manipulate mysql databases within REBOL (covered earlier). A module for postgre databases is also freely available at the same site.
http://www.rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=menu-system.r - a dialect to create all types
http://softinnov.org/rebol/uniserve.shtml - a framework to help build client-server network applications.
http://softinnov.org/cheyenne.shtml - a full featured web server written entirely in native REBOL. It enables inline, PHP-like server scripting.
http://www.rebol.net/demos/BF02D682713522AA/i-rebot.r
http://www.rebol.net/demos/BF02D682713522AA/objective.r and
http://www.rebol.net/demos/BF02D682713522AA/histogram.r - these examples contain a 3D engine module written entirely in native REBOL draw dialect. The module lets you easily add and manipulate 3D graphics objects in your REBOL apps (covered earlier).
http://web.archive.org/web/20030411094732/www3.sympatico.ca/gavin.mckenzie/ - a REBOL XML parser library.
http://earl.strain.at/space/rebXR - a full client/server XML-RPC implementation for REBOL (contains the parser library above). Tutorials (translated from French by Google) are available here and here.
http://box.lebeda.ws/~hmm/rswf/ - a dialect to create flash (SWF) files directly from REBOL scripts (covered earlier).
libwmp3.dII - the easiest way to control full featured mp3 playback in REBOL. http://www.rebol.org/view-script.r?script=mp3-player-libwmp.r demonstrates how to use it in REBOL.
http://www.rebolforces.com/articles/tui-dialect/ - a dialect to position characters on the screen in command line versions of REBOL.
http://www.rebol.net/docs/makedoc.html - converts text files into nicely formatted HTML files. This tutorial page is written and maintained entirely with makedoc (you can see the makedoc source at http://rebol.com/rebol.txt).
http://www.rebol.org/cgi-bin/cgiwrap/rebol/view-script.r?script=layout-1.8.r - a simple visual layout designer for REBOL GUI code. Not stable enough for commercial use, but helpful for quickly laying out simple GUI designs.
http://www.crimsoneditor.com/ - a source code editor for Windows, with color highlighting especially for REBOL syntax. Quick start instructions are available at http://www.rebol.net/article/0187.html.
http://www.rebol.org - the official REBOL library - full of many additional modules and useful code fragments. The first place to look when searching for REBOL source code.

### 9.20 6 REBOL Flavors

This tutorial covers a version of the REBOL language interpreter called REBOL/View. REBOL/View is actually only one of several available REBOL releases. Here's a quick description of the different versions:

1. View - free to download and use, it includes language constructs used to create and manipulate graphic elements. View comes with the built-in dialect called "VID", which is a shorthand minilanguage used to display common GUI widgets. View and VID dialect concepts have been integrated throughout this document. The "layout" word in a typical "view layout" GUI design actually signifies the use of VID dialect code in the enclosed block. The VID dialect is used internally by the REBOL interpreter to parse and convert simple VID code to lower level View commands, which are composed from scratch by the rudimentary display engine in REBOL. VID makes GUI creation simple, without the need to deal with graphics at a rudimentary level. But for fine control of all graphic operations, the full View language is exposed in REBOL/View, and can be mixed with VID code. View also has a built-in "draw" dialect that's used to compose and alter images on screen. Aside from graphic effects, View has built in sound, and access to the "call" function for executing command line applications. As of version 2.76, REBOL/Niew contains many capabilities that were previously only available in commercial versions (dII, database, encryption, SSL, and more - see below). The newest official releases of View can be download from http://rebol.com/viewplatforms.html. The newest test versions are at http://www.rebol.net/builds/. Older versions are at http://rebol.com/platforms-view.html.
2. Core - a text-only version of the language that provides basic functionality. It's smaller than View (about $1 / 3$ to $1 / 2$ the file size), without the GUI extensions, but still fully network enabled and able to
run all non-graphic REBOL code constructs. It's intended for console and server applications, such as CGI scripting, in which the GUI facilities are not needed. Core is also free and can be downloaded from http://rebol.com/platforms.html. Newest versions are at http://www.rebol.net/builds/. Older versions are at http://rebol.com/platforms-core.html.
3. View/Pro - created for professional developers, it adds encryption features, Dll access and more. Pro licenses are not free. See http://www.rebol.com/purchase.html. NOTE: STARTING IN VERSION 2.76, THESE FEATURES ARE AVAILABLE IN THE FREELY DOWNLOADABLE VERSIONS OF REBOL!
4. SDK - also intended for professionals, it adds the ability create stand-alone executables from REBOL scripts, as well as Windows registry access and more to View/Pro. SDK licenses are not free.
5. Command - another commercial solution, it adds native access to common database systems, SSL, FastCGI and other features to View/Pro. NOTE: STARTING IN VERSION 2.76, THESE FEATURES ARE AVAILABLE IN THE FREELY DOWNLOADABLE VERSIONS OF REBOL!
6. Command/SDK - combines features of SDK and Command.

Some of the functionalities provided by SDK and Command versions of REBOL have been enabled by modules, patches, and applications created by the REBOL user community. For example, mysql and postgre database access, dll access, and stand-alone executable packaging can be managed by free third party creations (search rebol.org for options). Because those solutions don't conform to official REBOL standards, and because no support for them is offered by REBOL Technologies, commercial solutions by RT are recommended for critical work.

### 9.21 Bindology, Dialects, Metaprogramming and Other Advanced Topics

On the surface, REBOL presents itself as a simple, practical, and useful tool. Many developers tend to dismiss it because of it's simple appearance, small file size, and atypical language syntax. Those who stick with REBOL, however, eventually discover that it has some truly deep and powerful language features, not immediately apparent. Several great articles have been written which cover those topics well. Be sure to read http://blog.revolucent.net/search/label/REBOL. The bindology article at http://www.rebol.net/wiki/Bindology, and other pages at http://www.fm.vslib.cz/~ladislav/rebol provide more understanding. Be sure to also see all the additional links in the last section of this tutorial. If your interests run deeper than simple scripting and user application development, REBOL offers unique food for thought.

### 9.21.1 Metaprogramming

Metaprogramming has been defined as "the writing of computer programs that write or manipulate other programs (or themselves) as their data, or that do part of the work at compile time that would otherwise be done at runtime. In many cases, this allows programmers to get more done in the same amount of time as they would take to write all the code manually, or it gives programs greater flexibility to efficiently handle new situations without recompilation".

Many REBOLers tend to use metaprogramming techniques intuitively as a result of the design of the language. A primary concept in REBOL is that data is code, and code is data. You can easily create blocks and strings that can be executed simply with the "do" function:

## REBOL []

```
function: ask "'print' or 'editor': "
```

text: ask "Enter some text: "
do compose [(to-word function) (text)]
halt

The task above could also be completed by "DO"ing a concatenated string:

```
do rejoin [function { "} text {"}]
```

Understanding "reduce", "compose", and related functions are key to the above concept, along with understanding how to build and manipulate strings and blocks which can be executed (series functions really are the bedrock of the language). Search this tutorial for examples that contain "compose", "reduce", and "rejoin" functions, and you'll see many simple but useful "do compose [some (generated) code]" and "do rejoin [\{some \} generated \{ \} code]" examples. Also, look at the "Voice Alarms" and "VOIP" scripts, as
well as the final webcam program in the "multitasking" section. Those examples run separate .r scripts using the "launch" function, which have been created dynamically by a main script. Similarly, it's common to use the "browse" function to view dynamically created HTML, as in the "Guitar Chord Diagram Maker", "Point of Sale System", "Guitar Chords", and other examples in this text. This technique is often used to create printable documents in REBOL.

Another common technique is to write code which is capable of building dynamically changeable GUI layout blocks. Here's a simple example:

```
view center-face layout [
    text "Select a button width, in pixels:"
    d: drop-down data [250 400 550]
    text "Enter any number of button labels (text separated by spaces):"
    f: field 475
    btn "Generate GUI" [
        created-buttons: copy compose [
            style new-btn btn (to-integer d/text) [
                alert join "This button's label is: " face/text
                ]
        ]
        foreach item to-block f/text [
                append created-buttons compose [
                    new-btn (form item)
                ]
            ]
            view/new center-face layout created-buttons
    ]
]
```

The entire VID "layout" function is actually a metaprogramming tool. To use VID, you compose blocks, which are evaluated by the layout function, and the generated native REBOL/view code is then run by REBOL's lower level compositing engine. RebGUI works the same way. In this manner, many REBOL dialects are metaprogramming tools. Dialects ("DSL"s) tend to rely heavily on the use of the "parse" function to (re)organize the meaning of input given in a specified syntax. There's a short introductory article which might be helpful in relation to this topic at http://computer-programminglanguages.suite101.com/article.cfm/how_to_createa_rebol_dialect. REBOL/flash and pdf-maker.r are powerful examples of REBOL metaprogramming tools that are productive outside the realm of REBOL coding. Both those tools use dialects as input, and they actually output interpreted formats (REBOL/flash creates SWF files, and pdf-maker creates PDF files). That could be considered "multi-level" metaprogramming. If you want to know more about metaprogramming with dialects, study parse, contexts, and bind, and examine the various dialect tools created by the REBOL community. To get an idea of just how powerful this concept can be, take a look at the beautifully designed game "Machinarium", which was created using the REBOL/flash dialect.

## 10. REAL WORLD CASE STUDIES - Learning To Think In Code

At this point, you've seen most essential bits of REBOL language syntax, but you're probably still saying to yourself "that's great ... but, how do I write a complete program that does $\qquad$ ". To materialize any working software from an imagined design, it's obviously essential to know which language constructs are available to build pieces of a program, but "thinking in code" is just as much about organizing those bits into larger structures, knowing where to begin, and being able to break down the process into a manageable, repeatable routine. This section is intended to provide some general understanding about how to convert human design concepts into REBOL code, and how to organize your work process to approach any unique situation. A number of case studies are presented to provide insight as to how specific real life situations were satisfied.

## 10 A Generalized Approach Using Outlines and Pseudo Code

Software virtually never springs to life in any sort of initially finalized form. It typically evolves through multiple revisions, and often develops in directions originally unanticipated. There's no perfect process to achieve final designs from scratch, but certain approaches typically do prove helpful. Having a plan of attack is what gets you started writing line 1 of your code, and it's what eventually delivers a working piece of software to your user's machines. Here's a generalized routine to consider:

1. Start with a detailed definition of what the application should do, in human terms. You won't get anywhere in the design process until you can describe some form of imagined final program. Write down your explanation and flesh out the details of the imaginary program as much as possible. Include as much detail as possible: what should the program look like, how will the user interact with it, what sort of data will it take in, process, and return, etc.
2. Determine a list of general code and data structures related to each of the 'human-described' program goals above. Take stock of any general code patterns which relate to the operation of each imagined program component. Think about how the user will get data into and out of the program. Will the user work with a desktop GUI window, web forms that connect to a CGI script, or directly via command line interactions in the interpreter console? Consider how the data used in the program can be represented in code, organized, and manipulated. What types of data will be involved (text types such as strings, time values, or URLs, binary types such as images and sounds, etc.). Could the program code potentially make use of variables, block/series structures and functions, or object structures? Will the data be stored in local files, in a remote database, or just in temporary memory? Think of how the program will flow from one operation to another. How will pieces of data need to be sorted, grouped and related to one another, what types of conditional and looping operations need to be performed, what types of repeated functions need to be isolated and codified? Consider everything which is intended to happen in the imagined piece of software, and start thinking, "_this_ is how I could potentially accomplish _that_, in code...".
3. Begin writing a code outline. It's often easiest to do this by outlining a user interface, but a flow chart of operations can be helpful too. The idea here is to begin writing a generalized code container for your working program. At this point, the outline can be filled with simple natural language PSEUDO CODE that describes how actual code can be organized. Starting with a user interface outline is especially helpful because it provides a starting point to actually write large code structures, and it forces you to deal with how the program will handle the input, manipulation, and output of data. Simple structures such as "view layout [button [which does this when clicked...]]", "block: [with labels and sub-blocks organized like this...], "function: (which loops through this block and saves these elements to another variable...)" can be fleshed out later with complete code.
4. Finally, move on to replacing pseudo code with actual working code. This isn't nearly as hard once you've completed the previous steps. A language dictionary/guide with cross referenced functions is very helpful at this stage. And once you're really familiar with all the available constructs in the language, all you'll likely need is an occasional syntax reminder from REBOL's built-in help. Eventually, you'll pass through the other design stages much more intuitively, and get to/through this stage very quickly.
5. As a last step, debug your working code and add/change functionality as you test and use the program.

The basic plan of attack is to always explain to yourself what the intended program should do, in human terms, and then think through how all required code structures must be organized to accomplish that goal. As an imagined program takes shape, organize your work flow using a top down approach: imagined concept -> general outline -> pseudo code description / thought process -> working code -> finished code.

The majority of code you write will flow from one user input, data definition or internal function to the next. Begin mapping out all the things that need to "happen" in the program, and the info that needs to be manipulated along the way, in order for those things to happen, from beginning to end. The process of writing an outline can be helped by thinking of how the program must begin, and what must be done before the user starts to interact with the application. Think of any data or actions that need to be defined before the program starts. Then think of what must happen to accommodate each possible interaction the user might choose. In some cases, for example, all possible actions may occur as a result of the user clicking various GUI widgets. That should elicit the thought of certain bits of GUI code structure, and you can begin writing an outline to design a GUI interface. If you imagine an online CGI application, the user will likely work with forms on a web page. You can begin to design HTML forms, which will inevitably lead to specifying the variables that are passed to the CGI app. If your program will run as a simple command line app, the user may respond to text questions. Again, some code from the example applications in this tutorial should come to mind, and you can begin to form a coding structure that enables the general user interface and work flow.

Sometimes it's simpler to begin thinking through a development process using console interactions. It tends to be easier to develop a CGI application if you've got working console versions of various parts of the program. Whatever your conceived interface, think of all the choices the user can make at any given time, and provide a user interface component to allow for those choices. Then think of all the operations the computer must perform to react to each user choice, and describe what must happen in the code.

As you tackle each line of code, use natural language pseudo code to organize your thoughts. For example, if you imagine a button in a GUI interface doing something for your user, you don't need to immediately write the REBOL code that the button runs. Initially, just write a description of what you want the button to do. The same is true for functions and other chunks of code. As you flesh out your outline, describe the language elements and coding thought you conceive to perform various actions or to
represent various data structures. The point of writing pseudo code is to keep clearly focused on the overall design of the program, at every stage of the development process. Doing that helps you to avoid getting lost in the nitty gritty syntax details of actual code. It's easy to lose sight of the big picture whenever you get involved in writing each line of code.

As you convert you pseudo code thoughts to language syntax, remember that most actions in a program occur as a result of conditional evaluations (if this happens, do this...), loops, or linear flow from one action to the next. If you're going to perform certain actions multiple times or cycle through lists of data, you'll likely need to run through some loops. If you need to work with changeable data, you'll need to define some variable words, and you'll probably need to pass them to functions to process the data. Think in those general terms first. Create a list of data and functions that are required, and put them into an order that makes the program structure build and flow from one definition, condition, loop, GUI element, action, etc., to the next.

What follows are a number of case studies that describe how l've approached various programming tasks in a productive way. Each example traces my train of thought from the organizational process through the completed code.

### 10.1 Case 1 - Scheduling Teachers

In my music lesson business, teachers were familiar with hand written paper schedules that looked like this:

## Monday :

```
3 student1, 555-1234, parent's names, payment history, notes
3:30 student2, 555-1234, parent's names, payment history, notes
4
4:30 student4, 555-1234, parent's names, payment history, notes
5 student5, 555-1234, parent's names, payment history, notes
```

Tuesday:
3 ----
3:30 ----
4
4:30 ----
5
5:30 student2, 555-1234, parent's names, payment history, notes
6
6:30 ----
7 student4, 555-1234, parent's names, payment history, notes
7:30 ----
8
student5, 555-1234, parent's names, payment history, notes

To run my business, I wanted to create the above schedule format on a web page, and frame it in an HTML document that had some permanent info which teachers wouldn't alter. I wanted each teacher to be able to make adjustments to their schedule without having to mess with ftp or anything having to do with the web site. I just wanted them to be able to click a desktop icon, type changes into their schedule, and have it appear on a web page. I imagined a simple application that would do those things, and came up with this basic outline of how it could work:

1. Download a teacher's current schedule text file.
2. Backup a copy of the existing schedule, just in case.
3. Edit the schedule.
4. Upload the altered schedule data back to the website.
5. Include the new schedule text in an HTML template, retaining the proper line format.
6. Confirm that the changes were made correctly and that they displayed correctly on the web page.
7. Keep the teacher interface simple and intuitive, like writing on a piece of paper.

After looking at the above outline, I just did each step above in the most direct way possible in REBOL code:

```
; first set I some initial required variables:
url: http://website.com/teacher
ftp-url: ftp://user:pass@website.com/public_html/teacher
; ... and gave the teacher some instructions:
alert {Edit your schedule, then click save and quit.
    The website will be automatically updated.}
; 1) download the file containing the schedule text:
write %schedule.txt read rejoin [url "/schedule.txt"]
; 2) create a timestamped backup on the web server:
write rejoin [ftp-url "/" now/date "_" now/time ".txt"] read %schedule.txt
; 3 and 7) edit the text:
editor %schedule.txt
; 4) save the edited text back to the web site:
write rejoin [ftp-url "/schedule.txt"] read %schedule.txt
; 6) confirm that the changes are displayed correctly:
browse url
```

To satisfy step 5 in the outline, I created a downloadable executable (".exe" file) of the above program (using XpackerX), and uploaded it to the web site. In the http://website.com/teacher folder on the web site, I created an index.cgi script containing the following code:

```
#!/home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print {<a href="./scheduler.exe" target=_blank>Download Scheduler</a><br>}
print rejoin ["<pre>" read %schedule.txt" "</pre>"]
```

The first HTML line creates a download link, so that the teacher can download and run his scheduler program at any remote location. The second line includes the preformatted schedule text on the web page. I can put any other HTML I want on this page, which the teacher never touches (their contact information, lesson rates, information about vacation dates, types of students they want to teach, etc.).

What could have been a very long and involved database programming task was accomplished in minutes, and was used every day for many months in the business. The free form format enabled by using a simple text file provided the opportunity to incorporate various notes, changes, and info that would otherwise be awkward to include or difficult to emphasize in a database type scheduling app. In this case, writing the pseudo code outline provided an immediate solution, and it worked out to be the best way to satisfy our needs. You'll see later how I built this basic idea into a much more complex application which runs a busy business of 25+ instructors.

### 10.2 Case 2 - A Simple Image Gallery CGI Program

When putting together the web site for my music lesson business, I wanted to regularly add photos of students performing at various events. At first, I just uploaded the photos individually, and added a link to the folder that contained them. As the collection grew, I wanted users to see the images more easily, without having to click on each individual file name. So, I put together a simple flash presentation that showed the images one by one. But updating that presentation required too much maintenance. What I wanted was to simply upload photos, and have them all display in a nice format on a single web page, without any required maintenance. This type of small CGI application was perfectly suited to REBOL. It only
took a few minutes to write, and it now gets used every day.
For this program, here's the outline and pseudo code I worked through in my head:

1. Start by creating a simple command line script on my home computer that reads a directory listing and uses a foreach loop to run through the files and perform necessary actions.
2. Within the foreach loop, check for specified image types (extensions in each file name), and only work with those files. Add a counter to display the total number of images. To do that, use a counter variable and increment it each time through the loop.
3. In the foreach loop, wrap each image in the list in the HTML tags required to disply them on a web page. Add necessary headers to create a CGI script that runs on the web site. The script should print the HTML to the visitor's browser so they see a web page containing all the images.

Here's the code for step 1:

```
REBOL []
folder: read %.
foreach file folder [
    print file
    ; this is just a dummy action to be sure the loop is working properly
]
halt
```

For step 2, I added the counter variable, and checked for specified image types using an "if any" conditional expression:

```
REBOL []
folder: read %.
count: 0
foreach file folder [
    if any [
        find file ".jpg"
        find file ".gif"
        find file ".png"
        find file ".bmp"
    ] [
        print file
        count: count + 1
    ]
]
print rejoin [newline "Total Images: " count]
halt
```

I shortened that script a bit by using an alternate version which relies on nested foreach loops. The alternate code makes the list of potential image types easier to extend in the future:

```
REBOL []
folder: read %.
count: 0
foreach file folder [
    foreach ext [".jpg" ".gif" ".png" ".bmp"] [
        if find file ext [
                print file
                count: count + 1
            ]
    ]
]
print rejoin [newline "Total Images: " count]
```

For the last step, I borrowed a line from the earlier "guitar chord diagram maker" example. It builds the HTML required to display each image on a web page. I replaced the dummy print function above with this code:

```
print rejoin [{<img src="} file {">}]
```

Finally, I added the typical CGI headers and page formatting code required to make REBOL CGI scripts perform correctly (see the previous CGI examples in this tutorial for similar patterns):

```
#! /home/path/public_html/rebol/rebol -cs
REBOL [title: "Photo Viewer"]
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Jam Session Photos"</TITLE></HEAD><BODY>]
print read %pageheader.html
folder: read %.
count: 0
foreach file folder [
    foreach ext [".jpg" ".gif" ".png" ".bmp"] [
        if find file ext [
            print [<BR> <CENTER>]
            print rejoin [{<img src="} file {">}]
            print [</CENTER>]
            count: count + 1
        ]
    ]
]
print [<BR>]
print rejoin ["Total Images: " count]
print read %pagefooter.html
```

I uploaded that script to the folder containing images on our web server, and updated the link to the photos on our web site. Now, we just upload new images directly to the server, and when web site visitors click the "Photos" link on our site, they instantly see a dynamically created web page full of all images currently contained in that folder.

### 10.3 Case 3 - Days Between Two Dates Calculator

In my business, teachers often need to figure the number of days that are between any two given dates. I can do that easily with the REBOL interpreter - just subtract any one date from another. For the unfortunate souls who don't know REBOL, I wanted to create a little GUI app that would quickly figure the calculation with some simple pointing and clicking.

This application ended up being built in stages. I started with this very simple pseudo-code idea for a script:

1. Use the "request-date" function to get a start date from the user. Assign the response to a variable.
2. Run the request-date function again to get an end date from the user. Assign that response to another variable.
3. Subtract the end-date variable from the start-date variable. Assign the result to a third variable.
4. Alert the user with the result.

That's all very straight forward. Here's the working code:

```
sd: request-date ; get the START-DATE
ed: request-date ; get the END-DATE
db: ed - sd ; calculate the DAYS-BETWEEN
```

That was too easy. So I decided to create a bit more of a GUI interface. Here's the pseudo-code thought process I went through:

1. Create a "view layout" window and have a separate button run each of the request-date functions (start-date and end-date).
2. Run the days-between calculation after the end-date is selected, and display the result in a text field. In order for this to happen, the numeric days-between result needs to be converted to a text string (because fields can only display text string values). Don't forget to update the displayed results with the "show" function.

Here's the code:

```
REBOL [title: "Days Between"]
view layout [
    btn "Select Start Date" [sd: request-date]
    btn "Select End Date" [
        ed: request-date
        db/text: to-string (ed - sd)
        show db
    ]
    h1 "Days Between:"
    db: field
]
```

It works, but l'd like the user to be able to see the chosen dates in text fields. Here's my pseudo-code thought process for that feature addition:

1. I'll add two more text fields to the GUI layout.
2. Whenever the user selects a new start/end date, I'll update the appropriate text field to display the selected dated. In order for that to work properly, again, l'll need to use the "to-string" function to convert the chosen date to a text value.

Here's the code I came up with to make those changes:

```
REBOL [title: "Days Between"]
view layout [
    btn "Select Start Date" [
        sd: request-date
        ; Update the start-date text field:
        sdt/text: to-string sd
        show sdt
    ]
    ; Here's the field to display the selected start-date:
    sdt: field
    btn "Select End Date" [
        ed: request-date
        ; Update the end-date text field:
        edt/text: to-string ed
        show edt
```

```
        db/text: to-string (ed - sd)
        show db
    ]
    ; Here's the field to display the chosen end-date:
    edt: field
    h1 "Days Between:"
    db: field

As it stands now, the program will crash if I select the end date before setting the start-date (because the days-between calculation tries to run without any value set for the start-date variable). In order to fix that, here's the pseudo-code thought process I went through:
1. I'll start the program by setting the "st" and "ed" variables (start-date and end-date) to an initial value of today's date ("now/date").
2. I'll display the initial start and end dates in the GUI text fields. In order for that to work properly, again I'll need to use the "to-string" function to convert the date into a text value.

Here's how the program looks when I make those changes:
```

REBOL [title: "Days Between"]
; set the initial values for start/end date:
sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt
]
; show the initial start date in this field:
sdt: field to-string sd
btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - sd)
show db
]
; show the initial end date in this field:
edt: field to-string ed
h1 "Days Between:"
db: field
]

```

Great, it works, but the days-between calculation still only runs when I change the end date. I'll add the days-between calculation code to the "Select Start Date" button:
```

REBOL [title: "Days Between"]
sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date

```
```

    sdt/text: to-string sd
    show sdt
    ; Run the days-between calculation, and update the display:
    db/text: to-string (ed - sd)
    show db
    ]
    sdt: field to-string sd
    btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - sd)
show db
]
edt: field to-string ed
h1 "Days Between:"
db: field

```
]

As I played with the program a bit, I realized that it would be great if the user could manually enter/edit the chosen dates. Here's my thought process:
1. I'll run the days-between calculation whenever the user makes a change to the text field.
2. I'll need to stop using the "sd" and "ed" variables to perform the calculation, and instead use the text contained in the GUI fields, in order to be sure I'm working with any potentially edited text values.
3. Again, l'll need to pay attention to converting dates back and forth between text and date data types. Data displayed in the GUI text fields needs to be converted to a text string, using the "to-text" function, and data used to perform the days-between calculation must be converted to a date value, using the "to-date" function. REBOL automatically knows how to subtract and add dates, but it doesn't know how to perform those types of calculations on text strings. Just use the "to-date" function to perform appropriate calculations, and it works like magic.
```

REBOL [title: "Days Between"]
sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt
; Perform the days-between calculation using the value
; contained in the end-date text field (first convert
; that text value to a date value):
db/text: to-string ((to-date edt/text) - sd)
show db
]
sdt: field to-string sd [
; Perform the days-between calculation using the values
; contained in the start-date and end-date text fields
; (first convert those text values to date values):
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
]
btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt

```
```

    ; Perform the days-between calculation using the value
    ; contained in the start-date text field (first convert
    ; that text value to a date value):
    db/text: to-string (ed - (to-date sdt/text))
    show db
    ]
    edt: field to-string ed [
    ; Perform the days-between calculation using the values
    ; contained in the start-date and end-date text fields
    ; (first convert those text values to date values):
    db/text: to-string ((to-date edt/text) - (to-date sdt/text))
    show db
    ]
    h1 "Days Between:"
db: field
]

```

Next, I realized that I wanted an additional feature. The program should also be able to figure an end date based upon a given start date and a given number of days-between. Here's the pseudo-code thought process I went through to add that feature:
1. Display an initial value of " 0 " days in the " db " text field (that's the number of days between the initial start and end dates (today - today)).
2. If the user manually enters a number of days, add the given number of days to the start date, and update the end-date text field with the result (again, be sure to convert between text and date values, as in each previous example).

Simple. Here's the updated code:
```

REBOL [title: "Days Between"]
sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date
sdt/text: to-string sd
show sdt
db/text: to-string ((to-date edt/text) - sd)
show db
]
sdt: field to-string sd [
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
]
btn "Select End Date" [
ed: request-date
edt/text: to-string ed
show edt
db/text: to-string (ed - (to-date sdt/text))
show db
]
edt: field to-string ed [
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
]
h1 "Days Between:"
db: field "0" [

```
```

        ; Add the manually entered number of days to the start date,
        ; and update the display:
        edt/text: to-string ((to-date sdt/text) + (to-integer db/text))
        show edt
    ]
    ]

```

As I tested the above code, one bug became apparent. If a date is manually entered incorrectly (for example, I tried "267-Aug-2009"), the program would come to a crashing halt with an error message. To fix that, I wrapped each date calculation that involved manual text entry in an "either error? try" routine, and alerted the user with a nice message if they entered anything other than a proper date:
```

sdt: field to-string sd [
either error? try [to-date sdt/text] [
alert "Improper date format."
] [
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
]
]
edt: field to-string ed [
either error? try [to-date edt/text] [
alert "Improper date format."
] [
db/text: to-string ((to-date edt/text) - (to-date sdt/text))
show db
]
]

```

I also added an error check routine to the "db" text field, in case the user entered something other than a valid number of days:
```

db: field "0" [
either error? try [to-integer db/text] [
alert "Please enter a number."
] [
edt/text: to-string (
(to-date sdt/text) + (to-integer db/text)
)
]
show edt
]

```

At this point, every feature I can think of has been added, and all obvious bugs squashed. The evolution of this application is typical of many software case studies. Many large applications start with a basic working idea, then gradually evolve as the code is tested, user interface adjusted, features added, bugs found and eliminated, etc. That process is creative, and it can be really fun and satisfying. When writing your own applications, you have complete control to make them perform however you like :)

Here's the final code:
```

REBOL [title: "Days Between"]
sd: ed: now/date
view layout [
btn "Select Start Date" [
sd: request-date

```
```

    sdt/text: to-string sd
    show sdt
    db/text: to-string ((to-date edt/text) - sd)
    show db
    ]
    sdt: field to-string sd [
    either error? try [to-date sdt/text] [
        alert "Improper date format."
    ] [
        db/text: to-string ((to-date edt/text) - (to-date sdt/text))
        show db
    ]
    ]
    btn "Select End Date" [
        ed: request-date
    edt/text: to-string ed
    show edt
    db/text: to-string (ed - (to-date sdt/text))
    show db
    ]
    edt: field to-string ed [
    either error? try [to-date edt/text] [
        alert "Improper date format."
    ] [
        db/text: to-string ((to-date edt/text) - (to-date sdt/text))
        show db
    ]
    ]
    h1 "Days Between:"
    db: field "O" [
        either error? try [to-integer db/text] [
        alert "Please enter a number."
    ] [
        edt/text: to-string (
                    (to-date sdt/text) + (to-integer db/text)
        )
    ]
        show edt
    ]
    ]

```

I packaged that script as an executable program, using XpackerX, and distributed it to all the teachers. We use it every day. (... Of course, I still just use the REBOL command line to perform my date calculations:)

\subsection*{10.4 Case 4 - Simple Search}

It happens fairly often that I need to search for text within files on my various web site servers and on computers at my office and home. Every operating system has programs to accomplish such searches, but I'm often unhappy with the way those programs work, so I decided to create my own customized tool that operates the way I want, on every machine. This was a simple problem for which REBOL allowed me to devise a quick solution.

I started the process by thinking through the algorithm in terms of normal human activity. If I was to manually search through every file in a given folder and all it's subfolders, here's the pseudo-code that describes what l'd do:
1. Obtain a directory listing of all items in a given start folder.
2. For each item in the list, if the item is a file, read/scan it to see if it contains the given search text.
3. For each item in the list, if the item is a folder, switch into that folder and repeat steps 1-3 (I must include step 3 in step 3 itself if I want to do the same thing to every subfolder - otherwise the process would stop with 1 subfolder - very important!). When done, switch back up to the parent folder.

Step 1 is easy in REBOL code:
    current-folder: \%. \}
; read the directory listing:
    read current-folder

Step 2 isn't much more complicated:
```

; define the search text:
phrase: "the"
; for every item in the directory listing:
foreach item (read current-folder) [
; if the item is a file:
if not dir? item [
; read/scan the file for the given phrase:
if find (read to-file item) phrase [
; display the path/filename in which
; the search text is found:
print rejoin [{"} phrase {" found in: } what-dir item]
]
]
]

```

Step 3 is recursive - the actions in step 3 include executing the actions in step 3. Such recursion operations typically require creating a function that contains the actions desired, which include calling the function itself, in which those actions are contained. Here's the new code needed for step 3 -notice that the function is named "recurse" and that that "recurse" function is called within the body of that recurse function:
```

; create the function name:
recurse: func [current-folder] [
; for every item in the directory listing:
foreach item (read current-folder) [
; if the item is a folder:
if dir? item [
; change into that folder:
change-dir item
; and do all the steps in the function again:
recurse %.\
; go back up to the parent directory when
; there are no more sub-folders:
change-dir %..\
]
]
]

```

I put all of the code for steps 1 and 2 into that recurse function, and now it's fully operational:
```

recurse: func [current-folder] [
foreach item (read current-folder) [
if not dir? item [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: } what-dir item]
]
]
]
foreach item (read current-folder) [
if dir? item [
change-dir item
recurse %.\
change-dir %..\
]

```

While testing the function, I found that some of the system files could not be read. That produced a read error. I squashed that bug by adding a bit of "if error? try []" code:
```

foreach item (read current-folder) [
if not dir? item [ if error? try [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: } what-dir item]
]] [print rejoin ["error reading " item]]
]
]

```

To complete the program, I added a few variables to request the search text and the starting folder. I created a string variable to hold a complete text list of all files in which the search phrase was found, and I printed a little header to show that the search process had begun. When complete, the text list of files is displayed in the REBOL text editor. Here's the final version:
```

REBOL [title: "Simple Search"]
phrase: request-text/title/default "Text to Find:" "the"
start-folder: request-dir/title "Folder to Start In:"
change-dir start-folder
found-list: ""
recurse: func [current-folder] [
foreach item (read current-folder) [
if not dir? item [ if error? try [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: } what-dir item]
found-list: rejoin [found-list newline what-dir item]
]] [print rejoin ["error reading " item]]
]
]
foreach item (read current-folder) [
if dir? item [
change-dir item
recurse %.\
change-dir %..\
]
]
]
print rejoin [{SEARCHING for "} phrase {" in } start-folder "...^/"]
recurse %.\
print "^/DONE^/"
editor found-list
halt

```

Next I wanted a CGI version to run on my web sites. l'll need to input my search text and starting folder using an HTML form:
```

print [<CENTER><TABLE><TR><TD>]
print [<FORM ACTION="./search.cgi">]
print ["Text to search for:" <BR>
<INPUT TYPE="TEXT" NAME="phrase"><BR><BR>]
print ["Folder to search in:" <BR>
<INPUT TYPE="TEXT" NAME="folder" VALUE="../yourfolder/" ><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]

```
```

print [</FORM>]

```
print [</TD></TR></TABLE></CENTER>]

To make this work on the web site, l'll need to include all the standard CGI headers, and decode the submitted data (this standard code format is copied from the earlier CGI examples in this tutorial):
```

\#! /home/yourpath/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Search"</TITLE></HEAD><BODY>]
; print read %template_header.html
submitted: decode-cgi system/options/cgi/query-string

```

Here's the final CGI version:
```

\#! /home/yourpath/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Search"</TITLE></HEAD><BODY>]
; print read %template_header.html
submitted: decode-cgi system/options/cgi/query-string
if not empty? submitted [
phrase: submitted/2
start-folder: to-file submitted/4
change-dir start-folder
found-list: ""
recurse: func [current-folder] [
foreach item (read current-folder) [
if not dir? item [ if error? try [
if find (read to-file item) phrase [
print rejoin [{"} phrase {" found in: }
what-dir item {<BR>}]
found-list: rejoin [found-list newline
what-dir item]
]] [print rejoin ["error reading " item]]
]
]
foreach item (read current-folder) [
if dir? item [
change-dir item
recurse %.\
change-dir %..\
]
]
]
print rejoin [{SEARCHING for "} phrase {" in }
start-folder {<BR><BR>}]
recurse %.\
print "<BR>DONE <BR>"
; save %found.txt found-list
; print read %template_footer.html
quit
]
print [<CENTER><TABLE><TR><TD>]
print [<FORM ACTION="./search.cgi">]
print ["Text to search for:" <BR>
<INPUT TYPE="TEXT" NAME="phrase"><BR><BR>]

```
```

print ["Folder to search in:" <BR>
<INPUT TYPE="TEXT" NAME="folder" VALUE="../yourfolder/" ><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
print [</TD></TR></TABLE></CENTER>]
; print read %template_footer.html

```

I use this search program constantly. It took only a few minutes to write using the most basic principles and syntax patterns seen over and over again in this tutorial, and it runs on every computing device I own, including all my home and work computers, my web sites, my phone, etc.

\subsection*{10.5 Case 5 - A Simple Calculator Application}

Next is a quick case study about how to build a small calculator application in REBOL (this is not so much a real life case study - it just seems that building a GUI calculator app is an obligatory cliche among computer programming tutorials).

I started with a pseudo-code outline of how I wanted the program's user interface to look when complete:
1. There needs to be a display area to show numerical digits as they are input, as well as the results of calculations. A simple GUI text field will work fine for that display.
2. There need to be GUI buttons to enter numerical digits and a decimal point, as well as buttons for mathematical operators, and a button to execute calculations (an " \(=\) " sign). Each of those three categories of buttons will do generally the same types of actions, so l'll create them as separate GUI styles, each with shared action blocks.

That was enough of an outline to begin writing some actual REBOL GUI code. I toyed with various window, button, and font sizes/colors until the layout looked acceptable. Here's what I came up with using the pseudo-code above:
```

view center-face layout/tight [
size 300x350 space 0x0 across ; basic window sizing/spacing
display: field 300x50 font-size 28 "0" return ; the display
style butn button 100x50 [
; add the action code here for number buttons
]
style eval button 100x50 brown font-size 13 [
; add the action code here for operator buttons
]
butn "1" butn "2" butn "3" return ; arrange those buttons
butn "4" butn "5" butn "6" return ; in the window
butn "7" butn "8" butn "9" return
butn "O" butn "." eval "+" return
eval "-" eval "*" eval "/" return
button 300x50 gray font-size 16 "=" [
; add the action code here for "=" sign button
]
]

```

To turn the above display into a functioning calculator, next I needed to think about what must happen when the number buttons are clicked. Here's some pseudo-code to outline that thought process:
1. The user must be able to enter numbers that are longer than a single digit, so every time a number button is clicked, that numerical digit should be appended to the digits in the display. I'll use "rejoin" to build the display number, and then l'll set a variable to store that number, each time a new digit is clicked.
2. In the GUI code above, I started with a " 0 " in the display field. That'll need to be erased before any other numbers are displayed.

That's all easy enough to do in REBOL code:
```

if display/text = "0" [display/text: ""] ; erase the displayed "0"
display/text: rejoin [display/text value] ; build the displayed \#
show display
cur-val: display/text ; use a variable to save the displayed \#

```

Now I need to think about what should happen when the operator buttons are clicked:
1. I need to assign a variable to save the number currently entered in the GUI display (that number is already saved temporarily in the "cur-val" variable above).
2. Erase the display to prepare for a new number to be entered.
3. Assign a variable to save the operator selected.

That's all very simple - in fact, it's simpler in real REBOL code than it is in pseudo-code:
```

prev-val: cur-val ; save the displayed \# in a variable
display/text: "" show display ; erase the display
cur-eval: value ; save the selected operator in a variable

```

Finally, I need to think about what happens when the "=" button is clicked:
1. A computation must be evaluated, using the first number entered (the "prev-val" variable above), the operator entered (the "cur-eval" variable), and the second number entered ("cur-val").
2. The display area needs to be updated to show the value of that computation.

The easiest way I could think to build the computation was to use the "rejoin" function to build a string representing the first number entered, the operator entered, and the second number entered. I could then evaluate that computation by simply using the "do" function on the built string:
```

cur-val: do rejoin [prev-val " " cur-eval " " cur-val]
display/text: cur-val
show display

```

That was all very easy. Here's the code we've got so far:
```

view center-face layout/tight [
size 300x350 space 0x0 across
display: field 300x50 font-size 28 "0" return
style butn button 100x50 [
if display/text = "0" [display/text: ""] ; erase the "0"
display/text: rejoin [display/text value] ; build the \#
show display
cur-val: display/text ; use a variable to save the displayed \#
]
style eval button 100x50 brown font-size 13 [
prev-val: cur-val
display/text: "" show display
cur-eval: value
]
butn "1" butn "2" butn "3" return
butn "4" butn "5" butn "6" return
butn "7" butn "8" butn "9" return
butn "O" butn "." eval "+" return
eval "-" eval "*" eval "/" return
button 300x50 gray font-size 16 "=" [
cur-val: do rejoin [prev-val " " cur-eval " " cur-val]
display/text: cur-val
show display
]

```

After testing the code a bit, I found a bug. Whenever the first computation is completed, any additional digits entered are appended to the total displayed from the first calculation. That happens in this line of code in the number buttons definition (the "butn" style):
```

display/text: rejoin [display/text value]

```

That problem is easily solved by setting a flag variable when the "=" button is clicked:
```

display-flag: true

```
. . . and then checking for that flag every time a number button is clicked - if the flag is set (meaning that a total is being displayed), erase the display so that a new number can be entered, and reset the flag variable:
```

if display-flag = true [display/text: "" display-flag: false]

```

That fixes the first bug. Testing the program a little more, I found another small bug. The calculator would crash with an error if the " \(=\) " sign or any of the operator buttons were clicked before numerical digits were properly entered. That was easy to fix by simply setting some default variables in the beginning of the program - that's a fundamentally good practice in any sort of programming:
```

prev-val: cur-val: 0 cur-eval: "+" display-flag: false

```

After using the program a bit more, I found another bug. If the equal sign was clicked repeatedly, it would perform calculations that weren't intended. The following line was the culprit:
```

cur-val: do rejoin [prev-val " " cur-eval " " cur-val]

```

The "cur-val" variable was updated every time the " \(=\) " button was clicked, whether or not a new number or operator was entered. To squash that bug, I just used the "display-flag" variable that was created earlier to check if a total was being displayed. I wrapped all of the action code performed when the "=" sign was clicked, into an "if" conditional, and only performed those actions if the flag had been reset (only if a total was not being displayed):
```

if display-flag <> true [ ... ]

```

Finally, there was a bug I'd had in mind from the beginning: if the user tried to divide by 0 , the program would crash. To handle this situation, I added the following conditional check inside the code above:
```

if ((cur-eval = "/") and (cur-val = "0")) [
alert "Division by 0 is not allowed." break
]

```

At this point, the program appeared to be reasonably bug free, so I decided to add an additional feature that seemed useful while testing the code. I wanted a running printout of all calculations performed, similar to paper tape on traditional printing calculators. Adding that feature was as simple as could be. At the
beginning of the program I added a "print 0 " line, and then added the following line changes to the "=" button:
```

prin rejoin [prev-val " " cur-eval " " cur-val " = "]
print display/text: cur-val: do rejoin [
prev-val " " cur-eval " " cur-val
]

```

Here's the final calculator program:
```

REBOL [title: "Calculator"]
prev-val: cur-val: O cur-eval: "+" display-flag: false
print "O"
view center-face layout/tight [
size 300x350 space 0x0 across
display: field 300x50 font-size 28 "0" return
style butn button 100x50 [
if display-flag = true [display/text: "" display-flag: false]
if display/text = "0" [display/text: ""]
display/text: rejoin [display/text value]
show display
cur-val: display/text
]
style eval button 100x50 brown font-size 13 [
prev-val: cur-val
display/text: "" show display
cur-eval: value
]
butn "1" butn "2" butn "3" return
butn "4" butn "5" butn "6" return
butn "7" butn "8" butn "9" return
butn "O" butn "." eval "+" return
eval "-" eval "*" eval "/" return
button 300x50 gray font-size 16 "=" [
if display-flag <> true [
if ((cur-eval = "/") and (cur-val = "0")) [
alert "Division by 0 is not allowed." break
]
prin rejoin [prev-val " " cur-eval " " cur-val " = "]
print display/text: cur-val: do rejoin [
prev-val " " cur-eval " " cur-val
]
show display
display-flag: true
]
]
]

```

\subsection*{10.6 Case 6 - A Backup Music Generator (Chord Accompaniment Player)}

In my music lesson business, one of the things we teach is improvisation ("jam session") skills. In order for beginning students to practice, I created a simple program they could use to hear and play along with any given chord progression, at any given tempo. Building such a program with REBOL was easy. Designing an application to play pre-recorded chords from a given text list took less than a half hour.

Here's the basic outline I came up with to get started (a very basic knowledge of chord notation is required for this case study):
1. Record wave files of major, minor, dominant 7th, half diminished, diminished 7th, minor 7th, and major 7th chords on all 12 root notes (A, A\#, B, C, C\#, D, D\#, E, F, F\#, G, and G\#), along with a few other commonly used chord voicings. The recordings all needed to be of short block chords, of the
exact same duration and volume.
2. Compress and embed the wave files using the binary resouce embedder from earlier in this text.
3. Load each sound into memory and give each one a variable label.
4. Create a GUI with text fields for the chords to play, and the tempo. Add "play" and "stop" buttons to control the action.
5. When the "play" button is clicked, play the wave data for each chord in the given progression, using the given timing gap. There will need to be some multitasking code to enable the looping chord progressions to be stopped.
6. Add some buttons to save and load the chord progressions, along with a button to provide some help/instructions.

The first step was mechanical - no programming required. I recorded the sounds of all twelve major, minor, and dominant 7th chords using my favorite recording software and my guitar. I saved each sound as a separate wave file in 1 directory on my hard drive (I later recorded a much larger collection of chords, but this was enough to get started).

For step 2 in the outline, I used a variation of the binary resouce embedder program from earlier in this text to loop through the files in the directory:
```

REBOL []
system/options/binary-base: 64
sounds: copy []
foreach file load %./ [
print file
uncompressed: read/binary file
compressed: compress to-string uncompressed
if ((length? uncompressed) > 5000) [
append sounds compressed
]
]
editor sounds

```

It provided one huge block of data containing every one of those sounds in embedded format. The output of that chord data can be seen at http://musiclessonz.com/rebol_tutorial/backup.r:
```

64\# {
eJxEd2vUW833ddyIE8fdHYOVCi1S2mJ1F+ruTvvU3d3dC1RpC7S4ExwSJFgSSEhC
EmIQIvf19//yrr32mTMz58vcNXfP2XOTEhIQx0CgRbEL4zds32dPBIFA4EnEZYFA. . .

```

For step 3, I placed the "load to-binary decompress" code (found earlier in this text) in front of each embedded sound file data chunk (to decompress the data and load the sound into memory for quick use). I gave each chord it's appropriate chord label (A major, Bb major, C minor, G7, etc.). In doing so, I decided to use all flat symbols for any root notes that had accidentals (i.e., \(\mathrm{F} \#=\mathrm{Gb}, \mathrm{C} \#=\mathrm{Db}\), etc. (no sharps)). Here's how the code for the A major and Bb minor chords looked:
```

a: load to-binary decompress 64\#{
eJxEd2VUW833ddyIE8fdHYoVCi1S2mJ1F+ruTvvU3d3dC1RpC7S4ExwSJFgSSEhC
EmIQIvf19//yrr32mTMz58vcNXfP2XOTEhIQx0C ...
bbm: load to-binary decompress 64\#{
eJwstwVcU9//P757d9eMbQwYMWB0d4cgraCogIgdKHY38lb0rZjYXW8VOxGbDukc
3TVqCWPdv32+///j9Tj3nnvuOa9+Pc85iQtjYkr ...

```

Here's the full list of chord labels I created (the underscore symbol was a label that I gave to a silent sound that I recorded, to be used for a beat of rest). I manually labeled each of the chord data with the following labels (using my text editor's search, copy, and paste facilities, that took about ten minutes):
```

a bb b c db d eb ef gb g ab

```
```

am bbm bm cm dbm dm ebm em fm gbm gm abm
a7 bb7 b7 c7 db7 d7 eb7 e7 f7 gb7 g7 ab7
adim7 bbdim7 bdim7 cdim7 dbdim7 ddim7
ebdim7 edim7 fdim7 gbdim7 gdim7 abdim7
am7b5 bbm7b5 bm7b5 cm7b5 dbm7b5 dm7b5
ebm7b5 em7b5 fm7b5 gbm7b5 gm7b5 abm7b5
am7 bbm7 bm7 cm7 dbm7 dm7 ebm7 em7 fm7 gbm7 gm7 abm7
amaj7 bbmaj7 bmaj7 cmaj7 dbmaj7 dmaj7
ebmaj7 emaj7 fmaj7 gbmaj7 gmaj7 abmaj7

```
-

Step 4 in the outline just required building the following simple GUI. It consists of a few labels, a text area to hold the user-entered chords, a text field for the tempo, and a couple buttons to stop and start the music action. I also decided to add the buttons from step 6 - I even put all that code in here - all that was required was to save and load the contents of the text area. Simple:
```

view center-face layout [
across
h2 "Chords:"
tab
chords: area 392x300 trim {}
return
h2 "Delay:"
tab
tempo: field 50 "0.35" text "(seconds)"
tabs 40 tab
btn "PLAY" []
btn "STOP" []
btn "Save" [save to-file request-file/save chords/text]
btn "Load" [chords/text: load read to-file request-file show chords]
btn "HELP" [
alert {}
]
]

```

Now all that's left is step 5. I started by loading the user entered list of chords into a block:
```

sounds: to-block chords/text

```

I also gave a label to the tempo, and made sure it was treated as a decimal value:
```

the-tempo: to-decimal tempo/text

```

I took the play-sound function that you've seen earlier, and used its code inside a foreach loop that played each of the sounds in the user provided list (now in the "sounds" block). Because those chord labels now refer to actual pieces of sound data that can be inserted and played directly by the sound port, this was simple:
```

wait 0
sound-port: open sound://
foreach sound sounds [
do rejoin ["insert sound-port " reduce [sound]]
wait sound-port
wait the-tempo
]

```

I wrapped the above foreach loop in a forever loop, because I wanted the chord progression to repeat continuously. To stop the music, I first thought that I'd need some multitasking code, but it turns out that it was simpler than expected. All I did was create a flag variable (the word "play"), which was set to false when the GUI stop button was clicked. Inside the above foreach loop, I checked to see if the play variable had been set to false, and if so, broke out of the loop. The stop button then simply closed the sound port after setting the variable flag to false. Below is the full code for the PLAY and STOP buttons in the GUI. Simple :)
```

btn "PLAY" [
play: true
the-tempo: to-decimal tempo/text
sounds: to-block chords/text
wait 0
sound-port: open sound://
forever [
foreach sound sounds [
if play = false [break]
do rejoin ["insert sound-port " reduce [sound]]
wait sound-port
wait the-tempo
]
if play = false [break]
]
]
btn "STOP" [
play: false
close sound-port
]

```

To finish up the program, I added some instruction text to the alert which pops up when the help button is clicked, and I put in an example chord progression that appears in the text area by default (the chords to "Hotel California"). In testing the program, I realized that if the GUI was closed before the music was stopped, play would continue without any way to stop it. The operating system's task manager was the only way to end the music at that point. To fix that bug, I added some code to trap the close button and stop the music (set the play flag to false and close the sound port), along with a request to "really close the program?". You've seen that sort of code in several previous examples.

Here's the final program (a shortened version, WITHOUT the chord data required to play the example):
```

REBOL [title: "Chord Accompaniment Player"]
play: false
insert-event-func [
either event/type = 'close [
if play = true [play: false close sound-port]
really: request "Really close the program?"
if really = true [quit]
][
event
]
]
{
all the chord data goes here
bm: load to-binary decompress 64\#{
eJw8dgdUU0/w7k0vJNTQe++9SpUqCogIiiKgIIq9YAdU7L397NgVRAQEpEnvvfca
CCUhQEhCIJUk9/E/7/3f2bN7z92d...
}

```
```

view center-face layout [
across
h2 "Chords:"
tab
chords: area 392x300 trim {
bm bm bm bm
gb7 gb7 gb7 gb7
a a a a
elee
g g g g
d d d d
em em em em
gb7 gb7 gb7 gb7
g g g g
d d d d
gb7 gb7 gb7 gb7
bm bm bm bm
g g g g
d d d d
em em em em
gb7 gb7 gb7 gb7
}
return
h2 "Delay:"
tab
tempo: field 50 "0.35" text "(seconds)"
tabs 40 tab
btn "PLAY" [
play: true
the-tempo: to-decimal tempo/text
sounds: to-block chords/text
wait 0
sound-port: open sound://
forever [
foreach sound sounds [
if play = false [break]
do rejoin ["insert sound-port " reduce [sound]]
wait sound-port
wait the-tempo
]
if play = false [break]
]
]
btn "STOP" [
play: false
close sound-port
]
btn "Save" [save to-file request-file/save chords/text]
btn "Load" [chords/text: load read to-file request-file show chords]
btn "HELP" [
alert {
This program plays chord progressions. Simply type in
the names of the chords that you'd like played, with a
space between each chord. For silence, use the
underscore ("_") character. Set the tempo by entering a
delay time (in}\mathrm{ fractions of second) to be paused between
each chord. Click the start button to play from the
beginning, and the stop button to end. Pressing start
again always begins at the first chord in the
progression. The save and load buttons allow you to
store to the hard drive any songs you've created.
Chord types allowed are major triad (no chord symbol -

```
```

        just a root note), minor triad ("m"), dominant 7th
        ("7"), major 7th ("maj7"), minor 7th ("m7"), diminished
        7th ("dim7"), and half diminished 7th ("m7b5").
        *** ALL ROOT NOTES ARE LABELED WITH FLATS (NO SHARPS)
        F# = Gb, C# = Db, etc...
        }
    ]
    ]

```

A full, playable version, with the complete data set of embedded chords, can be found at http://musiclessonz.com/rebol tutorial/backup.r.

Here are a few chord examples to load. All the chords:
```

a bb b c db d eb e f gb g ab
am bbm bm cm dbm dm ebm em fm gbm gm abm
a7 bb7 b7 c7 db7 d7 eb7 e7 f7 gb7 g7 ab7
adim7 bbdim7 bdim7 cdim7 dbdim7 ddim7
ebdim7 edim7 fdim7 gbdim7 gdim7 abdim7
am7b5 bbm7b5 bm7b5 cm7b5 dbm7b5 dm7b5
ebm7b5 em7b5 fm7b5 gbm7b5 gm7b5 abm7b5
am7 bbm7 bm7 cm7 dbm7 dm7 ebm7 em7 fm7 gbm7 gm7 abm7
amaj7 bbmaj7 bmaj7 cmaj7 dbmaj7 dmaj7
ebmaj7 emaj7 fmaj7 gbmaj7 gmaj7 abmaj7

```

Brown Eyed Girl:
```

g g c c g g d d7
g g c c g g d d7
g g c c g g d d7
g g c c g g d d7
g g c c g g d d7
g g c c g g d d7
c c d d g g em em c c d d

```

\subsection*{10.7 Case 7 - FTP Tool}

I often use REBOL's built in text editor to edit files on my web server:
```

editor ftp://user:pass@site.com/path/public_html/file.ext

```

This entire case study evolved from my use of that function. I decided to create a small script to speed up the above process. By hard coding all my FTP info directly into a GUI text field, all I have to do to edit a file on my server is run the script and change the specific file name:
```

view layout [
p: field "ftp://user:pass@site.com/path/public_html/file.ext"
btn "Edit" [
editor to-url p/text
]
]

```

While using that script, I'd often forget the exact names of files I needed, so I decided to add a folder browsing feature to the code. Here's the thought process I went through:
1. Add a text list to the script. Instead of entering the URL of a file name in the text field, enter a folder. When I submit the URL now, the script will read the contents of that folder and display each item in the text list.
2. When I click an item in the text list, the script will join the selected file name with the given folder, and open the editor at that URL.

Here's the code - as always with REBOL, it's extremely simple:
```

view layout [
p: field "ftp://user:pass@site.com/path/public_html/" [
f/data: read to-url value
show f
]
f: text-list [
editor to-url (join p/text value)
]
]

```

This worked well, but after using it a few times, I decided that I still wanted the option to type in a specific file name, to have it open immediately. Here's my thought process:
1. Add an "either" condition.
2. If the entered URL is a folder, do as in the previous script (I can use the dir? function to perform this check).
3. Otherwise edit the entered URL directly.

Here's the code:
```

view layout [
p: field "ftp://user:pass@site.com/path/public_html/file.ext" [
either dir? to-url value [
f/data: read to-url value
show f
][
editor to-url value
]
]
f: text-list [
editor to-url join p/text value
]
]

```

I ran into some occasional problems with the dir? function, so I changed that line to read:
```

either (to-string last value) = "/" [

```

As it stands, the above script is a useful FTP editor. To create a new file, all I have to do is type its path and file name into the text field. REBOL's built in text editor automatically creates the file if it doesn't already exist. As I used this script more, I wanted to be able to navigate folders automatically (without having to type in the names of paths/files at all). Here are my thoughts:
1. If the user clicks on a folder, append the folder name to the current folder displayed in the text field, then re-read and display the contents of the new folder in the text list. This effectively changes directories.
2. To go up a folder (back to the previous folder), add "../" to the directory contents read from the folder currently displayed in the text field, and show that data in the text list. Also, sort the data, so "../" appears at the top of the list.
3. When the user clicks the "../", remove the last portion of the currently entered path (everything back to the prior slash symbol), update the text field, and read/display the files in that folder in the text list. For example, if the currently displayed path is "ftp://user:pass@site.com/path/public_html/folder/",
remove the "folder/" portion, update the text field to "ftp://user:pass@site.com/path/public_html/", and read/display the contents of that folder.

Step 1 is easy. Just rejoin the currently displayed folder in the text field, with the value selected from the text list:
```

p/text: rejoin [p/text value]
show p

```

Step 2 is just as easy. Append "../" to the line of code that reads and displays the files in the current folder ("f/data: read to-url value"), and sort it:
```

f/data: sort append (read to-url p/text) "../"
show f

```

For step 3 , we need to search for the 2 nd to last "/" symbol in the currently displayed path, and remove everything after it. To do that, we'll start searching backward from the 2 nd to last character (to eliminate the final "/" character in the folder, because we want the 2nd to last "/" character). That's easy - start searching backwards from ((length? p/text) - 1). I decided to use a "for" loop starting at that index position, and decrementing by 1 . Each time through the loop, pick the character at the current index position, and if it is "/", erase all characters after that index position (use the "clear" function to delete everything at (current index +1\()\) ). Then, update the text field with the new path, read the directory contents, and display in the text list, as in steps 1 and 2 above:
```

for i ((length? p/text) - 1) 1 -1 [
if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1)
show p
f/data: sort append read to-url p/text "../"
show f
break ; quit the loop once the 2nd to last "/" is found
]
]

```

As I looked at that code, I realized that a simpler way to do the same thing would be to use the following code. First clear the "/" at the end of the text, then clear everything after the next "/" character ("find/last" searches backward from the end):
```

clear at p/text (index? find/last p/text "/")
clear at p/text ((index? find/last p/text "/") + 1)
show p
f/data: sort append read to-url p/text "../"
show f

```

I added those changes to the current script:
```

view layout [
p: field "ftp://user:pass@site.com/path/" [
either dir? to-url value [
f/data: sort append (read to-url p/text) "../"
show f
][
editor to-url value
]
]
f: text-list [

```
```

    ; if the user selects "../", run the code from step 3:
    either (to-string value) = "../" [
        for i ((length? p/text) - 1) 1 -1 [
        if (to-string (pick p/text i)) = "/" [
                        clear at p/text (i + 1) show p
                f/data: sort append read to-url p/text "../" show f
                break
                ]
        ]
    ] [
        ; if the user selects a folder, run code from steps 1 and 2:
        either (to-string last value) = "/" [
        p/text: rejoin [p/text value] show p
        f/data: sort append read to-url p/text "../" show f
        ] [
        editor to-url rejoin [p/text value]
        ]
        ]
    ]
    ]

```

Now that's a useful FTP editor! We can browse through any folder and edit/save any file, just by clicking items with the mouse. I could certainly stop there, but as I used the program, more desired features kept popping up. Next, I decided to add an image viewing feature. The thought process is simple: if a selected file is an image (jpg, png, gif, or bmp), open a new GUI window, and load/display the image. Otherwise, open the file with the text editor, as before. That's easy:
```

either find [%.jpg %.png %.gif %.bmp] suffix? value [
view/new layout [image load to-url rejoin [p/text value]]
] [
editor to-url rejoin [p/text value]
]

```

I would occasionally click a file accidentally while browsing, so I added the following line to check whether the code above should actually be run:
```

if ((request "Edit/view this file?") = true) [(do the code above)]

```

I actually have several sites that I update regularly. It would be easy to simply copy this script several times, and change the hard coded FTP information for each web site, but I wanted a more elegant solution. I decided to add a mechanism to save and load FTP info for any website, in a config file. First I created a button in the GUI to save FTP info for a site. Here's the thought process of what should happen when the button is clicked:
1. Use a text requester to ask the user for the FTP info. I'll save it in URL format, as one line, exactly the way it's typed into the GUI text field. Use the current FTP URL typed into the text field as the default text in the requester.
2. To avoid an error, stop there if the user cancels out of the requester (i.e., doesn't enter anything).
3. Use a file requester to ask the user for a text file to save the info to (default to "\%ftp.cfg").
4. Add another error check to make sure the user has actually selected a file.
5. If the file doesn't exist, create it by writing the FTP URL line to a new file.
6. If the file does exist, append the FTP URL line to the existing file.
7. Alert the user that the operation is complete.

As always with REBOL, each of those steps is extremely simple:
```

btn "Save URL" [
url: request-text/title/default "URL to save:" p/text
if url = none [break]
config-file: to-file request-file/file/save %/c/ftp.cfg

```
```

    if (url <> none) and (config-file <> %none) [
        if not exists? config-file [
            write/lines config-file ftp://user:pass@website.com/
        ]
        write/append/lines config-file to-url url
        alert "Saved"
    ]
    ]

```

Now I need a button to load saved URLs. Here's the thought process:
1. Use a file requester to have the user select a config file (default to "\%ftp.cfg")
2. Use an "either" condition to check if the file exists.
3. If the file doesn't exist, notify the user that they need to first save some URLs to a config file.
4. If the file does exist, have the user select the desired FTP information from the file (one URL line from the file). An easy way to do this is with the "request-list" function. I'll load each line in the config file into a block (use a foreach loop to read and append each line in the file to a new block), and then display that list with the request-list function. When the user selects a line from the list, l'll copy the selected line of text to the GUI text list (the original text field in this program, containing the FTP information).

Again, that's all very easy to do:
```

btn "Load URL" [
config: to-file request-file/file %/c/ftp.cfg
either exists? config [
if (config <> %none) [
my-urls: copy []
foreach item read/lines config [append my-urls item]
if error? try [
p/text: copy request-list "Select a URL:" my-urls
] [break]
]
] [
alert "First, save some URLs to that file..."
]
show p
focus p
]

```

I added a "focus" function to the end of the above button code, so that the user can just hit their [ENTER] key to connect to the server after selecting a URL from the config file. It makes sense that some users would expect to have "Load URL", "Save URL", and "Connect" buttons, so I also decided to add a separate "Connect" button to the GUI. Since clicking on the text field and clicking on the button both do the same thing, I created a "connect" function, so that code wouldn't need to be duplicated in the action block of each of those GUI widgets. In that function I added an error check, so that the program doesn't crash if the user types in incorrect FTP information:
```

connect: does [
either (to-string last p/text) = "/" [
if error? try [
f/data: sort append read to-url p/text "../" show f
][
alert "Not a valid FTP address, or the connection failed."
]
] [
editor to-url p/text
]
]

```

As I tested the code, I realized that it would be much better to increase the size of the text list and the text
field, so that I could view the entire FTP URL and the listed file/folder names. \(600 \times 350\) pixels works well (fits on screens with low resolution, but is big enough to see full file paths). This is how the program looks now:
```

REBOL [title: "FTP Tool"]
connect: does [
either (to-string last p/text) = "/" [
if error? try [
f/data: sort append read to-url p/text "../" show f
][
alert "Not a valid FTP address, or the connection failed."
]
][
editor to-url p/text
]
]
view center-face layout [
p: field 600 "ftp://user:pass@website.com/" [connect]
across
btn "Connect" [connect]
btn "Load URL" [
config: to-file request-file/file %/c/ftp.cfg
either exists? config [
if (config <> %none) [
my-urls: copy []
foreach item read/lines config [append my-urls item]
if error? try [
p/text: copy request-list "Select a URL:" my-urls
] [break]
]
][
alert "First, save some URLs to that file..."
]
show p focus p
]
btn "Save URL" [
url: request-text/title/default "URL to save:" p/text
if url = none [break]
config-file: to-file request-file/file/save %/c/ftp.cfg
if (url <> none) and (config-file <> %none) [
if not exists? config-file [
write/lines config-file ftp://user:pass@website.com/
]
write/append/lines config-file to-url url
alert "Saved"
]
]
below
f: text-list 600x350 [
either (to-string value) = "../" [
for i ((length? p/text) - 1) 1 -1 [
if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1) show p
f/data: sort append read to-url p/text "../" show f
break
]
]
] [
either (to-string last value) = "/" [
p/text: rejoin [p/text value] show p
f/data: sort append read to-url p/text "../" show f
][
if ((request "Edit/view this file?") = true) [
either find [%.jpg %.png %.gif %.bmp] suffix? value [
view/new layout [
image load to-url join p/text value

```
```

                                    ]
        ][
        editor to-url rejoin [p/text value]
        ]
            ]
        ]
        ]
    ]
    ]

```

As I used the program more, I recognized several additional essential features that were required. I needed to be able to: upload/download binary files, create new folders, delete, copy, rename, change permissions, and get info about existing files. I just added buttons to the existing GUI to implement each of those features. Here's my thought process and the code which does each of those things:

To get the file size and date of any selected file, I just used the "size?" and "modified?" functions built into REBOL:
```

btn "Get Info" [
p-file: to-url rejoin [p/text f/picked]
alert rejoin ["Size: " size? p-file " Date: " modified? p-file]
]

```

To delete an existing file, I simply use REBOL's built in "delete" function. I added a requester to confirm that the user actually wants to delete the selected file. When the operation is complete, the directory listing is updated and the user is notified with an "alert" message:
```

btn "Delete" [
p-file: to-url request-text/title/default "File to delete:"
join p/text f/picked
if ((confirm: request "Are you sure?") = true) [delete p-file]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "File deleted"]
]

```

Renaming a file is just as easy, using the "rename" function. Again, I just added a confirmation request and notification when complete:
```

btn "Rename" [
new-name: to-file request-text/title/default "New File Name:"
to-string f/picked
if ((confirm: request "Are you sure?") = true) [
rename (to-url join p/text f/picked) new-name
]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "File renamed"]
]

```

Copying files on an FTP server is just as easy as copying files on your local hard drive - just read and write:
```

btn "Copy" [
new-name: to-url request-text/title/default "New Path:"
(join p/text f/picked)
if ((confirm: request "Are you sure?") = true) [
write/binary new-name read/binary to-url join p/text f/picked
]
f/data: sort append read to-url p/text "../" show f

```
```

    if confirm = true [alert "File copied"]
    ```

Creating a new file is as simple as writing a file with an empty string (""):
```

btn "New File" [
p-file: to-url request-text/title/default "New File Name:"
join p/text "ENTER-A-FILENAME.EXT"
if ((confirm: request "Are you sure?") = true) [
write p-file ""
]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "Empty file created - click to edit."]
]

```

Creating a new folder on the FTP server is also done the same way as creating a folder on your hard drive. Just use the "make-dir" function:
```

btn "New Dir" [
make-dir x: to-url request-text/title/default "New folder:" p/text
alert "Folder created"
p/text: x show p
f/data: sort append read to-url p/text "../" show f
]

```

Downloading binary files is done using the "read/binary" and "write/binary" functions. I just added some code here to find the file name (separate it from the full path of the selected file), and used a requester to present that as the suggested save-to file name:
```

btn "Download" [
file: request-text/title/default "File:" (join p/text f/picked)
l-file: next to-string (find/last (to-string file) "/")
save-as: request-text/title/default "Save as..." to-string l-file
write/binary (to-file save-as) (read/binary to-url file)
alert "Download Complete"
]

```

Uploading is also accomplished using the "read/binary" and "write/binary" functions:
```

btn "Upload" [
file: to-file request-file
r-file: request-text/title/default "Save as..."
join p/text (to-string to-relative-file file)
write/binary (to-url r-file) (read/binary file)
f/data: sort append read to-url p/text "../" show f
alert "Upload Complete"
]

```

Changing file permissions (i.e., read, write, and execute on Unix/Linux servers), is done using
"write/binary/allow":
```

btn "Chmod" [
p-file: to-url request-text/default rejoin [p/text f/picked]
chmod: to-block request-text/title/default "Permissions:"
"read write execute"

```
    write/binary/allow p-file (read/binary p-file) chmod
    alert "Permissions changed"

I also created a help button to display some text held in an "instructions" variable:
btn-help [inform layout [backcolor white text bold as-is instructions]]

Here's the final code for my full featured FTP application. It's a far cry from "editor ftp://..." :) I use this program regularly (a downloadable Windows .exe is availabe at http://musiclessonz.com/rebol_tutorial/FTP tool.exe):
```

REBOL [title: "FTP Tool"]
Instructions: {
Enter your username, password, and FTP URL in the text field, and
hit [ENTER].
BE SURE TO END YOUR FTP URL PATH WITH "/".
URLs can be saved and loaded in multiple config files for future use.
CONFIG FILES ARE STORED AS PLAIN TEXT, SO KEEP THEM SECURE.
Click folders to browse through any dir on your web server. Click
text files to open, edit and save changes back to the server.
Click images to view. Also upload/download any type of file,
create new files and folders, change file names, copy and delete
files, change permissions, etc.
}
connect: does [
either (to-string last p/text) = "/" [
if error? try [
f/data: sort append read to-url p/text "../" show f
] [
alert "Not a valid FTP address, or the connection failed."
]
] [
editor to-url p/text
]
]
view center-face layout [
p: field 600 "ftp://user:pass@website.com/" [connect]
across
btn "Connect" [connect]
btn "Load URL" [
config: to-file request-file/file %/c/ftp.cfg
either exists? config [
if (config <> %none) [
my-urls: copy []
foreach item read/lines config [append my-urls item]
if error? try [
p/text: copy request-list "Select a URL:" my-urls
] [break]
]
] [
alert "First, save some URLs to that file..."
]
show p focus p
]
btn "Save URL" [

```
```

    url: request-text/title/default "URL to save:" p/text
    if url = none [break]
    config-file: to-file request-file/file/save %/c/ftp.cfg
    if (url <> none) and (config-file <> %none) [
        if not exists? config-file [
            write/lines config-file ftp://user:pass@website.com/
        ]
        write/append/lines config-file to-url url
        alert "Saved"
    ]
    ]
below
f: text-list 600x350 [
either (to-string value) = "../" [
for i ((length? p/text) - 1) 1 -1 [
if (to-string (pick p/text i)) = "/" [
clear at p/text (i + 1) show p
f/data: sort append read to-url p/text "../" show f
break
]
]
] [
either (to-string last value) = "/" [
p/text: rejoin [p/text value] show p
f/data: sort append read to-url p/text "../" show f
][
if ((request "Edit/view this file?") = true) [
either find [%.jpg %.png %.gif %.bmp] suffix? value [
view/new layout [
image load to-url join p/text value
]
][
editor to-url rejoin [p/text value]
]
]
]
]
]
across
btn "Get Info" [
p-file: to-url rejoin [p/text f/picked]
alert rejoin ["Size: " size? p-file " Date: " modified? p-file]
]
btn "Delete" [
p-file: to-url request-text/title/default "File to delete:"
join p/text f/picked
if ((confirm: request "Are you sure?") = true) [delete p-file]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "File deleted"]
]
btn "Rename" [
new-name: to-file request-text/title/default "New File Name:"
to-string f/picked
if ((confirm: request "Are you sure?") = true) [
rename (to-url join p/text f/picked) new-name
]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "File renamed"]
]
btn "Copy" [
new-name: to-url request-text/title/default "New Path:"
(join p/text f/picked)
if ((confirm: request "Are you sure?") = true) [
write/binary new-name read/binary to-url join p/text f/picked
]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "File copied"]
]

```
```

btn "New File" [
p-file: to-url request-text/title/default "New File Name:"
join p/text "ENTER-A-FILENAME.EXT"
if ((confirm: request "Are you sure?") = true) [
write p-file ""
; editor p-file
]
f/data: sort append read to-url p/text "../" show f
if confirm = true [alert "Empty file created - click to edit."]
]
btn "New Dir" [
make-dir x: to-url request-text/title/default "New folder:" p/text
alert "Folder created"
p/text: x show p
f/data: sort append read to-url p/text "../" show f
]
btn "Download" [
file: request-text/title/default "File:" (join p/text f/picked)
l-file: next to-string (find/last (to-string file) "/")
save-as: request-text/title/default "Save as..." to-string l-file
write/binary (to-file save-as) (read/binary to-url file)
alert "Download Complete"
]
btn "Upload" [
file: to-file request-file
r-file: request-text/title/default "Save as..."
join p/text (to-string to-relative-file file)
write/binary (to-url r-file) (read/binary file)
f/data: sort append read to-url p/text "../" show f
alert "Upload Complete"
]
btn "Chmod" [
p-file: to-url request-text/default rejoin [p/text f/picked]
chmod: to-block request-text/title/default "Permissions:"
"read write execute"
write/binary/allow p-file (read/binary p-file) chmod
alert "Permissions changed"
]
btn-help [inform layout[backcolor white text bold as-is instructions]]
do [focus p]
]

```

\subsection*{10.8 Case 8 - Jeopardy}

My fiance wanted to create a program to help train employees at work. She hoped to create a game similar to the Jeopardy TV show, which could be played with a group of employees, in order to quiz, instruct, and interact with them in an enjoyable way. Together, we devised these specifications about how the program should work:
1. Employees are organized into 2-4 teams of players who compete against each other for prizes.
2. The program displays 5 columns of boxes, each under a separate category header. The columns of boxes are divided into rows of 5 , with each row displaying incremental values of \(\$ 100, \$ 200, \$ 300\), \(\$ 400\), and \(\$ 500\).
3. The host of the game operates the program and manages game play. To start off, one team chooses a category and a dollar amount to wager, and the host clicks the chosen box. When the box is clicked, an answer is displayed. The first player to respond gets a chance to determine the correct question for the given answer (i.e., "What is \(\qquad\) ?"). The program then displays the proper question, along with some educational information related to the topic (the point of the program is to both test and teach the employees). The program then asks the host which player got the question correct or incorrect. The wagered amount is either subtracted or added to the player's score, based on correct or incorrect response, and a running total score is displayed in an area on the bottom of the screen.
4. After each question is completed, the chosen boxes are displayed as empty, and made unresponsive.
5. Winning teams continue to choose answers, and game play continues until all boxes are completed.
6. The program needs a way for the host to prepare and save the categories, answers, and questions required to play the game.

Most of the code required to create this program will revolve around the game screen design, so I started outlining the program with a GUI layout. I looked online for some images of the Jeopardy TV show, and with a little trial and error I came up with a design of buttons and boxes that satisfied the general required description:
```

REBOL [title: "Jeopardy"]
view center-face layout [
backdrop effect [gradient 1x1 tan brown]
style button button effect [
gradient blue blue/2] 100x65 font [size: 30]
style box box brown 100x35
space 40x10
across
box 660x10 effect [gradient 1x0 brown black] ; separator line
return
box "Category 1"
box "Category 2"
box "Category 3"
box "Category 4"
box "Category 5"
return
box 660x10 effect [gradient 1x0 brown black]
return
button "\$100" []
button "\$100" []
button "\$100" []
button "\$100" []
button "\$100" []
return
button "\$200" []
button "\$200" []
button "\$200" []
button "\$200" []
button "\$200" []
return
button "\$300" []
button "\$300" []
button "\$300" []
button "\$300" []
button "\$300" []
return
button "\$400" []
button "\$400" []
button "\$400" []
button "\$400" []
button "\$400" []
return
button "\$500" []
button "\$500" []
button "\$500" []
button "\$500" []
button "\$500" []
return
box 660x10 effect [gradient 1x0 brown black]
return tab
box "Player 1:" effect [gradient 1x1 tan brown]
player1: box white "\$0" font [color: black]
box "Player 2:" effect [gradient 1x1 tan brown]
player2: box white "\$0" font [color: black]
return tab
box "Player 3:" effect [gradient 1x1 tan brown]
player3: box white "$0" font [color: black]
    box "Player 4:" effect [gradient 1x1 tan brown]
    player4: box white "$O" font [color: black]

That looks like a lot of code, but it's all just simple VID GUl layout widgets. Next I began devising the data and logic required to make the GUI operational. First, I thought about the data required to play the game, and decided to organize all the potential questions and answers into 2 separate blocks of strings:

```
answers: [
    "$100 Answer, Category 1"
    "$100 Answer, Category 2"
    "$100 Answer, Category 3"
    "$100 Answer, Category 4"
    "$100 Answer, Category 5"
    "$200 Answer, Category 1"
    "$200 Answer, Category 2"
    "$200 Answer, Category 3"
    "$200 Answer, Category 4"
    "$200 Answer, Category 5"
    "$300 Answer, Category 1"
    "$300 Answer, Category 2"
    "$300 Answer, Category 3"
    "$300 Answer, Category 4"
    "$300 Answer, Category 5"
    "$400 Answer, Category 1"
    "$400 Answer, Category 2"
    "$400 Answer, Category 3"
    "$400 Answer, Category 4"
    "$400 Answer, Category 5"
    "$500 Answer, Category 1"
    "$500 Answer, Category 2"
    "$500 Answer, Category 3"
    "$500 Answer, Category 4"
    "$500 Answer, Category 5"
]
questions: [
    "$100 Question, Category 1"
    "$100 Question, Category 2"
    "$100 Question, Category 3"
    "$100 Question, Category 4"
    "$100 Question, Category 5"
    "$200 Question, Category 1"
    "$200 Question, Category 2"
    "$200 Question, Category 3"
    "$200 Question, Category 4"
    "$200 Question, Category 5"
    "$300 Question, Category 1"
    "$300 Question, Category 2"
    "$300 Question, Category 3"
    "$300 Question, Category 4"
    "$300 Question, Category 5"
    "$400 Question, Category 1"
    "$400 Question, Category 2"
    "$400 Question, Category 3"
    "$400 Question, Category 4"
    "$400 Question, Category 5"
    "$500 Question, Category 1"
    "$500 Question, Category 2"
    "$500 Question, Category 3"
    "$500 Question, Category 4"
    "$500 Question, Category 5"
]
```

I also needed variable labels for the category headers (so that they could be edited later by the host, without having to edit any program code):

Category-1: "Category 1"
Category-2: "Category 2"
Category-3: "Category 3"
Category-4: "Category 4"
Category-5: "Category 5"

To manage game play, I realized that every button would do basically the same thing when clicked, so I created a function which would run in the action block of each button. If each button sent a unique number ID to the function, it would be easy to map each question/answer in the blocks above to individual buttons:

```
do-button: func [num] [
    ; "num" refers to the unique number parameter sent by each
    ; individual button, every time this function is executed:
    alert pick answers num
    alert pick questions num
]
```

The questions/answers in the data blocks above are arranged so that every 5 items are incremented by \$100. I added the following code to assign a dollar amount to the chosen question, based on which "num" value was passed by the button (questions $1-5=\$ 100,6-10=\$ 200$, etc.):

```
if find [1 2 3 4 5] num [val: $100]
if find [6 7 8 9 10] num [val: $200]
if find [11 12 13 14 15] num [val: $300]
if find [16 17 18 19 20] num [val: $400]
if find [21 22 23 24 25] num [val: $500]
```

Now I just need to ask the host which player responded correctly or incorrectly to the alerted answer above, and assign a variable to the response ("correct"):

```
correct: request-list "Select:" [
    "Player 1 answered correctly" "Player 1 answered incorrectly"
    "Player 2 answered correctly" "Player 2 answered incorrectly"
    "Player 3 answered correctly" "Player 3 answered incorrectly"
    "Player 4 answered correctly" "Player 4 answered incorrectly"
]
```

. . and then update the score display boxes based on the response above:

```
switch correct [
    "Player 1 answered correctly" [
        player1/text: to-string ((to-money player1/text) + val)
        show player1
    ]
    "Player 1 answered incorrectly" [
        player1/text: to-string ((to-money player1/text) - val)
        show player1
    ]
    "Player 2 answered correctly" [
        player2/text: to-string ((to-money player2/text) + val)
        show player2
    ]
    "Player 2 answered incorrectly"[
        player2/text: to-string ((to-money player2/text) - val)
        show player2
    ]
    "Player 3 answered correctly" [
        player3/text: to-string ((to-money player3/text) + val)
        show player3
    ]
```

```
"Player 3 answered incorrectly" [
    player3/text: to-string ((to-money player3/text) - val)
    show player3
    ]
    "Player 4 answered incorrectly"[
        player4/text: to-string ((to-money player4/text) - val)
        show player4
    ]
    "Player 4 answered correctly" [
        player4/text: to-string ((to-money player4/text) + val)
        show player4
    ]
]
```

I added that function (with a unique incremented number argument) to the action block of every button. I also added the code to erase the face and disable each button after it's been used:

```
button "$100" [face/feel: none face/text: "" do-button 1]
button "$100" [face/feel: none face/text: "" do-button 2]
button "$100" [face/feel: none face/text: "" do-button 3]
```

I now have a working game according to the specified outline:

```
REBOL [title: "Jeopardy"]
answers: [
    "$100 Answer, Category 1"
    "$100 Answer, Category 2"
    "$100 Answer, Category 3"
    "$100 Answer, Category 4"
    "$100 Answer, Category 5"
    "$200 Answer, Category 1"
    "$200 Answer, Category 2"
    "$200 Answer, Category 3"
    "$200 Answer, Category 4"
    "$200 Answer, Category 5"
    "$300 Answer, Category 1"
    "$300 Answer, Category 2"
    "$300 Answer, Category 3"
    "$300 Answer, Category 4"
    "$300 Answer, Category 5"
    "$400 Answer, Category 1"
    "$400 Answer, Category 2"
    "$400 Answer, Category 3"
    "$400 Answer, Category 4"
    "$400 Answer, Category 5"
    "$500 Answer, Category 1"
    "$500 Answer, Category 2"
    "$500 Answer, Category 3"
    "$500 Answer, Category 4"
    "$500 Answer, Category 5"
]
questions: [
    "$100 Question, Category 1"
    "$100 Question, Category 2"
    "$100 Question, Category 3"
    "$100 Question, Category 4"
    "$100 Question, Category 5"
    "$200 Question, Category 1"
    "$200 Question, Category 2"
```

```
    "$200 Question, Category 3"
    "$200 Question, Category 4"
    "$200 Question, Category 5"
    "$300 Question, Category 1"
    "$300 Question, Category 2"
    "$300 Question, Category 3"
    "$300 Question, Category 4"
    "$300 Question, Category 5"
    "$400 Question, Category 1"
    "$400 Question, Category 2"
    "$400 Question, Category 3"
    "$400 Question, Category 4"
    "$400 Question, Category 5"
    "$500 Question, Category 1"
    "$500 Question, Category 2"
    "$500 Question, Category 3"
    "$500 Question, Category 4"
    "$500 Question, Category 5"
]
do-button: func [num] [
    alert pick answers num
    alert pick questions num
    if find [1 2 3 4 5] num [val: $100]
    if find [6 7 8 9 10] num [val: $200]
    if find [11 12 13 14 15] num [val: $300]
    if find [16 17 18 19 20] num [val: $400]
    if find [21 22 23 24 25] num [val: $500]
correct: request-list "Select:" ["Player 1 answered correctly"
    "Player 1 answered incorrectly" "Player 2 answered correctly"
    "Player 2 answered incorrectly" "Player 3 answered correctly"
    "Player 3 answered incorrectly" "Player 4 answered correctly"
    "Player 4 answered incorrectly"
]
switch correct [
    "Player 1 answered correctly" [
                player1/text: to-string ((to-money player1/text) + val)
                show player1
    ]
    "Player 1 answered incorrectly" [
                player1/text: to-string ((to-money player1/text) - val)
                show player1
    ]
    "Player 2 answered correctly" [
                player2/text: to-string ((to-money player2/text) + val)
                show player2
    ]
    "Player 2 answered incorrectly"[
                player2/text: to-string ((to-money player2/text) - val)
        show player2
    ]
    "Player 3 answered correctly" [
        player3/text: to-string ((to-money player3/text) + val)
        show player3
    ]
    "Player 3 answered incorrectly" [
        player3/text: to-string ((to-money player3/text) - val)
        show player3
    ]
    "Player 4 answered incorrectly"[
        player4/text: to-string ((to-money player4/text) - val)
        show player4
    ]
    "Player 4 answered correctly" [
        player4/text: to-string ((to-money player4/text) + val)
        show player4
    ]
]
```

view center-face layout [
backdrop effect [gradient $1 \times 1$ tan brown]
style button button effect [
gradient blue blue/2] 100x65 font [size: 30]
style box box brown $100 \times 35$
space $40 \times 10$
across
box $660 \times 10$ effect [gradient $1 \times 0$ brown black] ; separator line
return
box "Category 1"
box "Category 2"
box "Category 3"
box "Category 4"
box "Category 5"
return
box $660 \times 10$ effect [gradient $1 \times 0$ brown black]
return
button "\$100" [face/feel: none face/text: "" do-button 1]
button "\$100" [face/feel: none face/text: "" do-button 2]
button "\$100" [face/feel: none face/text: "" do-button 3]
button "\$100" [face/feel: none face/text: "" do-button 4]
button "\$100" [face/feel: none face/text: "" do-button 5]
return
button "\$200" [face/feel: none face/text: "" do-button 6]
button "\$200" [face/feel: none face/text: "" do-button 7]
button "\$200" [face/feel: none face/text: "" do-button 8]
button "\$200" [face/feel: none face/text: "" do-button 9]
button "\$200" [face/feel: none face/text: "" do-button 10]
return
button "\$300" [face/feel: none face/text: "" do-button 11]
button "\$300" [face/feel: none face/text: "" do-button 12]
button "\$300" [face/feel: none face/text: "" do-button 13]
button "\$300" [face/feel: none face/text: "" do-button 14]
button "\$300" [face/feel: none face/text: "" do-button 15]
return
button "\$400" [face/feel: none face/text: "" do-button 16]
button "\$400" [face/feel: none face/text: "" do-button 17]
button "\$400" [face/feel: none face/text: "" do-button 18]
button "\$400" [face/feel: none face/text: "" do-button 19]
button "\$400" [face/feel: none face/text: "" do-button 20]
return
button "\$500" [face/feel: none face/text: "" do-button 21]
button "\$500" [face/feel: none face/text: "" do-button 22]
button "\$500" [face/feel: none face/text: "" do-button 23]
button "\$500" [face/feel: none face/text: "" do-button 24]
button "\$500" [face/feel: none face/text: "" do-button 25]
return
box $660 x 10$ effect [gradient $1 x 0$ brown black]
return tab
box "Player 1:" effect [gradient $1 \times 1$ tan brown]
player1: box white "\$0" font [color: black]
box "Player 2:" effect [gradient 1x1 tan brown]
player2: box white "\$0" font [color: black]
return tab
box "Player 3:" effect [gradient 1x1 tan brown]
player3: box white "\$0" font [color: black]
box "Player 4:" effect [gradient 1x1 tan brown]
player4: box white "\$0" font [color: black]
]

After playing the game a bit, there were no bugs, but I realized that it could use a few additional features. First, I used the binary resouce embedder from earlier in this tutorial to create an image header of a photo I found online from the Jeopardy TV show:
header: load to-binary decompress 64\#\{ eJyVj3s804v/xz/bzGyFucRGohgm1ziuuU7CNGxWuTaxbBpyLVJUpItLcyfxNIzI jkuJboqFJsNodG9uuXRyya18ncfj93t8//4+3/+9x6/H6/1+bY1ufQKQzg5ODgAI BAIo2wNsjQE4QFQEKgoVERWFisJgomIIJAIBhyNkJSR3IuVlUSh5WTk5BSWMsoKi 6m450RVtFVV1DawWFq2so6+jqY/RxGr+GwKCwWAIMYQMAiGjqSCnoPk/s/UMkBID dAEmBLQPAEuBIFKgrZeAIgBAQP8C/D/bT4qIbS+3xUNIAASGgiFQsNhOKPRfEQSG ANtlpKT3wmQMxGT32br7X5JHHTAKiGCW75JTNbQjkk6GZzYOqGl63Hl++UrSA952 jAIIAEH/e2AbMACCbMdsa5pSABgMgkBEwJD/c4DAAERKRNpAZq8tdJ+7PzHc71L5 gy0BsHPbAJaCSAHWwNFKVxP98V4tOkWdfD7FEjacdjSkarU//C/n4IDH8tIsGPlr F8jSOHVpqLEgNs++1taBHGuekzY4eM/ojEII4R/1Q+ZIEH2QWTpkVWn+ntRBthgZ kympJr8jt/eRTxvTS1RNGD3meRMcm4kAZ2CAnTULVlJflfeI8BVvJWeJaNZitC7j HSzwe21RvYdfbQEZcgNoufW05RxBPLziaGaLDnMiIu5cgjXhKavuH/3ewXQVtg6Q BLgRCGfHVnFmn6LPF/fJDI1/TejRG5nB2X8vi0llhhEm3Fb/XnK+KeG/sKxkl6Py E3ZteGrG4qqpYSazc72YsFrY6n0ht0oo2EEs4dhdJjJvOThxbRVx3ruRD921c4ct XXp89nPCL1Ikh1ZwlkpvLRz53sKF8WfDpRW0V7dePB2671umDPyzp0PJxckwXbHc pTnSOjTC54hLNXHdWIVdxdi 9pDKhqNWOrCdNu3LPTh8e6tlxg9pQZw/KFHWY2OGM Z33g/Y140axOK5pkwP2FSiCj0RhPPofjhXBtt52xdJjhjMZC9IMH+GNXzhlmhij6 fGjVfqN11IHPvdV686aDXaIb6tn6gH1kYn1bpyM5Fi6c6cIsFn391XJXLybMmRTv soo4Nv7eqf/Byy2ANn2FByPXt1Xt8KZQEjhR08GMzINfIqIfBVT7HI4YKYlv/MRP bv94k1JMSbSZATZOlnwEa64bdZBL/dZ6iEmlv1FwwpnNoCoplqla0drmB70Sd/H1 sZ9ijEDcfSc3TrdMbtAs3ZOg0+s96CofOOEnUod2Xqo2TylA/5xW1LtJzLNtp8vS 1UwD/YqprdJffrIwcdFhwvmr+CKmQDfT+P2R2AvojAzZ4RItnkwq00z74hIujcx1 Mzh420ioCXKvxeU3Ze4LhSJNyZYt72K7XrxlYf0p1TZX2MXlrulNBYgLUc2umsfu 9fPvBnVHGUEaCRImNyxX74XvEyg79i/XIB/bfxsP1DCbf7003rv/mvFg3u344qJ6 8IDbp3PMP47rJyasP1ii1wgX3yT4Zzh8dPztIlE1r3yH+6TqFHKa0ULlS3gTzBPE oj4lDr4sEL9lrb7w2lG5jL3+g8+L+V5QmpvPdnGOED5HQNzNxvqubX52yVriGraq tO6Jrj6r7imhjdzFQqA3yqLzMDmjNeevW4r1uGeg03qjg5oeh8z8EE0fVZ7+TelY e3W27vblk7f1nIP9tWUx+PCfl50zdzXALUJVIesptLVwlles2qRi0C0KawvonDkS 0zL7bfgZvd+C5RxyaI+NmlSmpC36BtZYzzsVXrEgGDPrIzSG/uVbdKpq2DcrlPyi N42GS+7PFLRyYffvkrYAZeof6SN31Ir1RJfPpgUQok53lbrErr+803Wn81LXOyzc bNkDgxTOn0PxnGhFDEeBBEs3nirrFOlQfMk1ZaKTK+lOZkzuhnKYwwE1xeMToRUa m1188t34vrAtIIR9quLENPsjKebLtLCelN50PXG+jtoA74lKjV7Wr30c3Az 4bqHH fC+6atqPZVOY5d5DeF5My+8XnELv+nu97Rt08WoK2HySEbXy6rSNWuimAyaJS7A6 SX0ou0A3F0RV4b2KuCabPbAT8W5z54Vty8Izbu7qnrLNNLxwfLHB5liKIqWUNJ90 UfHge9e0PKqdZ/zrQxifKoPGRGGVylrq3QXxlbRaHMtvllezceO38aWZYhJPuMJH ejSw/FUCKXPtlhuR899Au2LnD/fl/tDL75bbTwxWxWELbRTCUw+KEEO4+x4f+yK7 3NIWrBDsOyJweXaOzW5N2+4XZNVQ8GIlt3u37tUzZQKfQtWQdgLrxKIsAlpsf6tD o/ZAtHwp++FX7iNdP1t88Jk0P6Rhaytfjl1r5fos47hqjFXgyu3S1PEfY9U/P058 QWn5uLJ7wslybYFUsvopb0qbc/Nnm7CRPWdKT7sQuDHZpfn5uRG+T86/YcEu3Hrt qNEbH/QR/R0a0GSdJJ31FmDdk2+Vrw2R/IrOT3wZ3zliXC5Qzz5s5/XnCsqU3Ryv RyQmaybczOGgx6kGS0+DCivDV/LMjJpNtDiBbQ1wOFQtcMMkZZ21r+++T2P02ZpG riura80pOBzlxXNgZhgO0q4p3T6ePqo/9ojap3RR5kcx41Jp9ustIK5ctUlT/Zsb SqOttfW3g+LDtANDVTJz3ZW78YyWXH4z+5MatFYdaTpNZtaOeCzr0gsqN9pkqlnB aJE5SAUx9MS4hQRy8gt+7QTuz+hSoPD+StBsxmHcpWWzji2A+PlddStmXqvTld7D It5HXH6KH6UkVzP4LFPesu165Bzn7PU8M+Eeca0dcPOOR8hk2tBMbjM1GnG6Th4P bTaewuxw9UHqx6WXdQZ1QgV1Wfvt0esmCRs350n1p7W1RHe+rRTwm3eeS/YJwTX1 7seY44NCcNbGVr4UV7kQr2W7n+w+J+LEqePRR6qbW9KcsOJ31RuuNGmaedb2fnia 6r+SRnLzuwMnTDOnWOqHS+iGROzP19NCc3fVwrTvo/6EMaQHown3/SQZuBn+85z0 A5Qn0pwjxFWWaw5bnzpBTHGiBzh3eZuO3bPe4ffgx8rpjoETl/GxCwpXrQ0rUNzI /GzFqw/+umASObYoPoTMSieKOYANUqVjVOt/dJl2R8VWFsLYeUcT6hG/LbnCQaWu nYh71cfoGmhOulEmjHajoedAYNc79Jq4fcZ13veLs3U0nW8efhb3IANWIUaGEXz 6 SOqrnr50XQ91GobK/1kkW0UBoaYMwLUk0i5sSk1kr21+Yb53rXgFBIOdMpShR70h 1/ejIBs 3xoZzsiML7GcHNCtryNM5U3u1WxKJDfcCM+MSQKBzcHP5127zTafCJWtB ODP3kcH3oNnHd6pC/nY/mV99Rv1tdJ6ClirctOvPIGhOXqMuuK+OWNgib6At5uzn hDUjZBUh45SPH50uEPDDVJsQc3AvvfEGL+magCbq2xiep1ZX3aYTbenXi9+g4dfh 7315xFvLRDrUvMFD1vLgr+e/bK6GIV6m/XJ7pBB8iLQo/iu630mYtppIog038vOe M0qCnEPH7Ds 4AirpYAGrL/tc0y41DdT3jHiSLyb1w0K38rcmQRJwaRHrX9ZPT6Y/ kzCWO9z6mFnaBuOHBH/rVhqrMcQXkE0JBz7nD3ziZVdpWE35yFO9Tq4Fz8T5lWjk U1qQiR0I1OBDbpzMpLjyzuVxCgmbtOHcvflM3HK5lPbPNYf1oj2/U72/zl+UOsEj SsbQVq/tcZMeKOMHTdJIxKZ3KaxBN7veuhaPRHBWpofxGGz2ksnNHPPlfguPGhfj r/NsDNaRd5VnDHf8s5byWOa6TG5atR7hkLEfVbytUc6X6PR6eHpj4CyLau5BBrL2 d1wP2QJsHD7ouDj3hiskzdk2zN5mlIep3NXEgk5zuwNas4+s5hwvI9ck90b4FtBD iSSWDqbMQ2IS6FIsEbJ9RxI+Y4V7c3HQSmqh414Vmbb0GTMNnrRjD8cyUiouJjHT kyuWUsMHnnAXTzE3nkbF6X/2ezD1aHCjwNdz691/ABEeZGXYCwAA \}

Adding it to the top of the GUI was this easy. I didn't edit the image to fit, but instead just used REBOL's built in ability to simply resize the image:

```
image header 660x40
```

Next, I decided to add an option to resize the entire GUI, so that the program could run on computers with varied screen resolutions. I looked through all the GUI code and realized that all the widget sizes were divisible by a factor of 5 , I stored that as a variable word "sizer":

```
sizer: 5
```

Then, anywhere in the GUI where there was a sizing pair, I added a little math calculation to dynamically specify the size. The image size above (660x40), for example, was written as follows:

```
image header (to-pair rejoin [(132 * sizer) "x" (8 * sizer)])
```

Tabs and pad sizes were set like this:

```
tabs (sizer * 20)
pad (sizer * 2)
```

With those sizing calculations added to every widget, all the host needed to do was change the one sizer variable, and the whole pixel size of the game would be adjusted.

Next, I realized that the host could potentially make mistakes in game play (I did while testing the program), so I wanted a way to manually adjust game scores. I added the following code to the action block of the score boxes, which allows the host to click on the box, and enter a new value to be shown on the box's face:

```
player1: box white "$0" font [color: black size: (sizer * 4)] [
    face/text: request-text/title/default "Enter Score:" face/text
]
```

According to the last item in our specification outline, all I need now is a way for the host to edit and save game data. I started by assigning a variable to all the code that contained variables which the host should be able to edit. I wanted this code to be writable to the hard drive, and "do"able, so I stored it as a text string and included a REBOL header:

## config: \{

```
REBOL []
```

;
sizer: 5
Category-1: "Category 1"
Category-2: "Category 2"
Category-3: "Category 3"
Category-4: "Category 4"
Category-5: "Category 5"

```
answers: [
    "$100 Answer, Category 1"
    "$100 Answer, Category 2"
    "$100 Answer, Category 3"
    "$100 Answer, Category 4"
    "$100 Answer, Category 5"
    "$200 Answer, Category 1"
    "$200 Answer, Category 2"
    "$200 Answer, Category 3"
    "$200 Answer, Category 4"
    "$200 Answer, Category 5"
    "$300 Answer, Category 1"
    "$300 Answer, Category 2"
    "$300 Answer, Category 3"
    "$300 Answer, Category 4"
    "$300 Answer, Category 5"
    "$400 Answer, Category 1"
    "$400 Answer, Category 2"
    "$400 Answer, Category 3"
    "$400 Answer, Category 4"
    "$400 Answer, Category 5"
    "$500 Answer, Category 1"
    "$500 Answer, Category 2"
    "$500 Answer, Category 3"
    "$500 Answer, Category 4"
    "$500 Answer, Category 5"
    ]
questions: [
        "$100 Question, Category 1"
        "$100 Question, Category 2"
        "$100 Question, Category 3"
        "$100 Question, Category 4"
        "$100 Question, Category 5"
        "$200 Question, Category 1"
        "$200 Question, Category 2"
        "$200 Question, Category 3"
        "$200 Question, Category 4"
        "$200 Question, Category 5"
        "$300 Question, Category 1"
        "$300 Question, Category 2"
        "$300 Question, Category 3"
        "$300 Question, Category 4"
        "$300 Question, Category 5"
        "$400 Question, Category 1"
        "$400 Question, Category 2"
        "$400 Question, Category 3"
        "$400 Question, Category 4"
        "$400 Question, Category 5"
        "$500 Question, Category 1"
        "$500 Question, Category 2"
        "$500 Question, Category 3"
        "$500 Question, Category 4"
        "$500 Question, Category 5"
    ]
```

$\qquad$
\}

To use that code in normal game play, I just executed the code contained in the "config" variable:

```
do config
```

Next, I outlined some pseudo code describing each step the host might go through to edit the config data:

1. Warn the host that these steps will erase the current data and end the current game. A simple requester and if condition will serve this purpose. Break out of the current block of code if they choose to continue the game.
2. Before going through the process of editing/saving, request if the user would simply like to load a previously edited configuration file. If so, just run ("do") the chosen config file, close the current GUI, and rerun the GUI using the new config data.
3. If the user hasn't chosen either of the previous options, give them some directions about how to edit the file, save the default config code to a file, and open it in the built in editor. After the editor has been closed, request a config file to load, then close the current GUI and rerun it using the newly chosen config data.

Here's the code I created to satisfy each of the above steps:

```
; step 1
contin: request/confirm {
    This will end the current game. Continue?}
if contin = false [break]
; step 2
loadoredit: request/confirm "Load previously edited config file?"
if loadoredit = true [
    do to-file request-file/title/file {
        Choose config file to use:} "File" %default_config.txt
    unview
    view center-face layout gui
    break ; needed so that step 3 doesn't run
]
; step 3
alert {Edit carefully, maintaining all quotation marks.
    You can open a previously saved file if needed.
    When done, click SAVE-AS and then QUIT.
    Be sure choose a filename/folder
    location that you'll be able to find later.
}
write %default_config.txt config
unview
editor %default_config.txt
alert {Now choose a config file to use (most likely the file
    you just edited).}
do to-file request-file/title/file {
    Choose config file to use:} "File" %default_config.txt
view center-face layout gui
```

I added that code to the action block of the header image. Now the host can click the header to edit and save all the data for category, answer, question, and GUI size required to store complete Jeopardy sessions. I packaged this final program using XpackerX and gave it to my fiance. It suits her needs perfectly:

```
REBOL [title: "Jeopardy"]
config: {
    REBOL []
    ;
    sizer: 4
    Category-1: "Category 1"
Category-2: "Category 2"
```

```
Category-3: "Category 3"
Category-4: "Category 4"
Category-5: "Category 5"
answers: [
    "$100 Answer, Category 1"
    "$100 Answer, Category 2"
    "$100 Answer, Category 3"
    "$100 Answer, Category 4"
    "$100 Answer, Category 5"
    "$200 Answer, Category 1"
    "$200 Answer, Category 2"
    "$200 Answer, Category 3"
    "$200 Answer, Category 4"
    "$200 Answer, Category 5"
    "$300 Answer, Category 1"
    "$300 Answer, Category 2"
    "$300 Answer, Category 3"
    "$300 Answer, Category 4"
    "$300 Answer, Category 5"
    "$400 Answer, Category 1"
    "$400 Answer, Category 2"
    "$400 Answer, Category 3"
    "$400 Answer, Category 4"
    "$400 Answer, Category 5"
    "$500 Answer, Category 1"
    "$500 Answer, Category 2"
    "$500 Answer, Category 3"
    "$500 Answer, Category 4"
    "$500 Answer, Category 5"
]
questions: [
        "$100 Question, Category 1"
        "$100 Question, Category 2"
        "$100 Question, Category 3"
        "$100 Question, Category 4"
        "$100 Question, Category 5"
        "$200 Question, Category 1"
        "$200 Question, Category 2"
        "$200 Question, Category 3"
        "$200 Question, Category 4"
        "$200 Question, Category 5"
        "$300 Question, Category 1"
        "$300 Question, Category 2"
        "$300 Question, Category 3"
        "$300 Question, Category 4"
        "$300 Question, Category 5"
        "$400 Question, Category 1"
        "$400 Question, Category 2"
        "$400 Question, Category 3"
        "$400 Question, Category 4"
        "$400 Question, Category 5"
        "$500 Question, Category 1"
        "$500 Question, Category 2"
        "$500 Question, Category 3"
        "$500 Question, Category 4"
        "$500 Question, Category 5"
]
```

\}
do config
header: load to-binary decompress 64\#\{

BAIo2wNsjQE4QFQEKgoVERWFisJgomIIJAIBhyNkJSR3IuVlUSh5WTk5BSWMsoKi 6m450RVtFVV1DawWFq2so6+jqY/RxGr+GwKCwWAIMYQMAiGjqSCnoPk/s/UMkBID dAEmBLQPAEuBIFKgrZeAIgBAQP8C/D/bT4qIbS+3xUNIAASGgiFQsNhOKPRfEQSG ANtlpKT3wmQMxGT32br7X5JHHTAKiGCW75JTNbQjkk6GZzYOqGl63H1++UrSA952 jAIIAEH/e2AbMACCbMdsa5pSABgMgkBEwJD/c4DAAERKRNpAZq8tdJ+7PzHc71L5 gy0BsHPbAJaCSAHWwNFKVxP98V4tOkWdfD7FEjacdjSkarU//C/n4IDH8tIsGPlr F8jSOHVpqLEgNs++1taBHGuekzY4eM/ojEII4R/1Q+ZIEH2QWTpkVWn+ntRBthgZ kympJr8jt/eRTxvTS1RNGD3meRMcm4kAZ2CAnTULVlJflfeI8BVvJWeJaNZitC7j HSzwe21RvYdfbQEZcgNoufW05RxBPLziaGaLDnMiIu5cgjXhKavuH/3ewXQVtg6Q BLgRCGfHVnFmn6LPF/fJDI1/TejRG5nB2X8viOllhhEm3Fb/XnK+KeG/sKxkl6Py E3ZteGrG4qqpYSazc72YsFrY6n0ht0oo2EEs4dhdJjJvOThxbRVx3ruRD921c4ct XXp89nPCL1Ikh1ZwlkpvLRz53sKF8WfDpRW0V7dePB2671umDPyzp0PJxckwXbHc pTnSOjTC54hLNXHdWIVdxdi9pDKhqNWOrCdNu3LPTh8e6tlxg9pQZw/KFHWY2OGM Z33g/Y140axOK5pkwP2FSiCj0RhPPofjhXBtt52xdJjhjMZC9IMH+GNXzhlmhij6 fGjVfqN11IHPvdV686aDXaIb6tn6gH1kYn1bpyM5Fi6c6cIsFn391XJXLybMmRTv soo4Nv7eqf/Byy2ANn2FByPXt1Xt8KZQEjhR08GMzINfIqIfBVT7HI4YKYlv/MRP bv94k1JMSbSZATZOlnwEa64bdZBL/dZ6iEmlv1FwwpnNoCoplqla0drmB70Sd/H1 sZ9ijEDcfSc3TrdMbtAs3ZOg0+s96CofOOEnUod2Xqo2TylA/5xW1LtJzLNtp8vS 1UwD/YqprdJffrIwcdFhwvmr+CKmQDfT+P2R2AvojAzZ4RItnkwq00z74hIujcx1 Mzh42OioCXKvxeU3Ze4LhSJNyZYt72K7XrxlYf0p1TZX2MXlrulNBYgLUc2umSfJ 9fPvBnVHGUEaCRImNyxX74XvEyg79i/XIB/bfxsP1DCbf7003rV/mvFg3u344qJ6 8IDbp3PMP47rJyasP1ii1wgX3yT4Zzh8dPztIlE1r3yH+6TqFHKa0ULlS3gTzBPE oj4lDr4sEL9lrb7w2lG5jL3+g8+L+V5QmpvPdnGOED5HQNzNxvqubX52yVriGraq tO6Jrj6r7imhjdzFQqA3yqLzMDmjNeevW4r1uGeg03qjg5oeh8z8EE0fVZ7+TelY e3W27vblk7f1nIP9tWUx+PCf150zdzXALUJVIesptLVwlles2qRi0C0KawvonDkS 0zL7bfgZvd+C5RxyaI+NmlSmpC36BtZYzzsVXrEgGDPrIzSG/uVbdKpq2DcrlPyi N42GS+7PFLRyYffvkrYAZeof6SN31Ir1RJfPpgUQok53lbrErr+803Wn81LXOyzc bNkDgxTOn0PxnGhFDEeBBEs3nirrFOlQfMk1ZaKTK+lOZkzuhnKYwwE1xeMToRUa m1188t34vrAtIIR9quLENPsjKebLtLCelN50PXG+jtoA741KjV7Wr30c3Az4bqHH fC+6atqPZVOY5d5DeF5My+8XnELv+nu97Rt08WoK2HySEbXy6rSNWuimAyaJS7A6 SX0ou0A3F0RV4b2KuCabPbAT8W5z54Vty8Izbu7qnrLNNLxwfLHB5liKIqWUNJ90 UfHge9e0PKqdZ/zrQxifKoPGRGGVylrq3QXxlbRaHMtvllezceO38aWZYhJPuMJH ejSw/FUCKXPtlhuR899Au2LnD/fl/tDL75bbTwxWxWELbRTCUw+KEEO4+x4f+yK7 3NIWrBDsOyJweXaOzW5N2+4XZNVQ8GIlt3u37tUzZQKfQtWQdgLrxKIsAlpsf6tD o/ZAtHwp++FX7iNdP1t88Jk0P6Rhaytfjl1r5fos47hqjFXgyu3S1 PEfY9U/P058 QWn5uLJ7wslybYFUsvopb0qbc/Nnm7CRPWdKT7sQuDHZpfn5uRG+T86/YcEu3Hrt qNEbH/QR/ROa0GSdJJ31FmDdk2+Vrw2R/IrOT3wZ3zliXC5Qzz5s5/XnCsqU3Ryv RyQmaybczOGgx6kGS0+DCivDV/LMjJpNtDiBbQ1wOFQtcMMkZZ21r+++T2P02ZpG riura80pOBzlxXNgZhgO0q4p3T6ePqo/9ojap3RR5kcx41Jp9ustIK5ctUlT/Zsb SqOttfW3g+LDtANDVTJz3ZW78YyWXH4z+5MatFYdaTpNZtaOeCzr0gsqN9pkqlnB aJE5SAUx9MS4hQRy8gt+7QTuz+hSoPD+StBsxmHcpWWzji2A+PlddStmXqvTld7D It5HXH6KH6UkVzP4LFPesu165Bzn7PU8M+Eeca0dcPOOR8hk2tBMbjM1GnG6Th4P bTaewuxw9UHqx6WXdQZ1QgV1Wfvt0esmCRs350n1p7W1RHe+rRTwm3eeS/YJwTX1 7 seY4 4NCcNbGVr4UV7kQr2W7n+w+J+LEqePRR6qbW9KcsOJ3lRuuNGmaedb2fnia 6r+SRnLzuwMnTD0nWOqHS+iGR0zP19NCc3fVwrTvo/6EMaQHown3/SQZuBn+85z0 A5Qn0pwjxFWWaw5bnzpBTHGiBzh3eZuO3bPe4ffgx8rpjoETl/GxCwpXrQ0rUNzI /GzFqw/+umASObYoPoTMSieKOYANUqVjVOt/dJl2R8VWFsLYeUcT6hG/LbnCQaWu nYh71cfoGmhOulEmjHajoedAYNc79Jq4fcZ13veLs3U0nW8efhb3IANWlUaGEXz 6 SOqrnr50XQ91GobK/1kkW0UBoaYMwLUk0i5sSk1kr21+Yb53rXgFBIOdMpShR70h 1/ejIBs3xoZzsimL7GcHNCtryNM5U3u1WxKJDfcCM+MSQKBzcHP5127zTafCJWtB ODP3kcH3oNnHd6pC/nY/mV99Rv1tdJ6ClirctOvPIGhOXqMuuK+OWNgib6At5uzn hDUjZBUh45SPH50uEPDDVJsQc3AvvfEGL+magCbq2xiep1ZX3aYTbenXi9+g4dfh 7315xFvLRDrUvMFD1vLgr+e/bK6GIV6m/XJ7pBB8iLQo/iu630mYtppIog038vOe M0qCnEPH7Ds4AirpYAGrL/tc0y41DdT3jHiSLyb1w0K38rcmQRJwaRHrX9ZPT6Y/ kzCWO9z6mFnaBuOHBH/rVhqrMcQXkE0JBz7nD3ziZVdpWE35yFO9Tq4Fz8T51Wjk U1qQiR0I1OBDbpzMpLjyzuVxCgmbtOHcvflM3HK5lPbPNYf1oj2/U72/zl+UOsEj SsbQVq/tcZMeKOMHTdJIxKZ3KaxBN7veuhaPRHBWpofxGGz2ksnNHPPlfguPGhfj r/NsDNaRd5VnDHf8s5byWOa6TG5atR7hkLEfVbytUc6X6PR6eHpj4CyLau5BBrL2 d1wP2QJsHD7ouDj3hiskzdk2zN5mlIep3NXEgk5zuwNas4+s5hwvI9ck90b4FtBD iSSWDqbMQ2IS6FIsEbJ9RxI+Y4V7c3HQSmqh414Vmbb0GTMNnrRjD8cyUiouJjHT kyuWUsMHnnAXTzE3nkbF6X/2ezD1aHCjwNdz691/ABEeZGXYCwAA

## \}

do-button: func [num] [
alert pick answers num
alert pick questions num
if find [1 23445$]$ num [val: \$100]
if find [6 789 10] num [val: \$200]

```
    if find [11 12 13 14 15] num [val: $300]
    if find [16 17 18 19 20] num [val: $400]
    if find [21 22 23 24 25] num [val: $500]
    correct: request-list "Select:" ["Player 1 answered correctly"
        "Player 1 answered incorrectly" "Player 2 answered correctly"
    "Player 2 answered incorrectly" "Player 3 answered correctly"
    "Player 3 answered incorrectly" "Player 4 answered correctly"
    "Player 4 answered incorrectly"
    ]
    switch correct [
    "Player 1 answered correctly" [
        player1/text: to-string ((to-money player1/text) + val)
        show player1
    ]
    "Player 1 answered incorrectly" [
            player1/text: to-string ((to-money player1/text) - val)
            show player1
    ]
    "Player 2 answered correctly" [
        player2/text: to-string ((to-money player2/text) + val)
        show player2
    ]
    "Player 2 answered incorrectly"[
        player2/text: to-string ((to-money player2/text) - val)
        show player2
    ]
    "Player 3 answered correctly" [
        player3/text: to-string ((to-money player3/text) + val)
        show player3
    ]
    "Player 3 answered incorrectly" [
        player3/text: to-string ((to-money player3/text) - val)
        show player3
    ]
    "Player 4 answered incorrectly"[
        player4/text: to-string ((to-money player4/text) - val)
        show player4
        ]
    "Player 4 answered correctly" [
        player4/text: to-string ((to-money player4/text) + val)
        show player4
        ]
    ]
]
view center-face layout gui: [
    tabs (sizer * 20)
    backdrop effect [gradient 1x1 tan brown]
    style button button effect [gradient blue blue/2] (
        to-pair rejoin [(20 * sizer) "x" (13 * sizer)]
    ) font [size: (sizer * 6)]
    style box box brown (to-pair rejoin [(20 * sizer) "x" (7 * sizer
        )]) font [size: (sizer * 3)]
    image header (to-pair rejoin [(132 * sizer) "x" (8 * sizer)]) [
        contin: request/confirm {
        This will end the current game. Continue?}
        if contin = false [break]
        loadoredit: request/confirm "Load previously edited config file?"
        if loadoredit = true [
        do to-file request-file/title/file {
                Choose config file to use:} "File" %default_config.txt
        unview
        view center-face layout gui
        break
        ]
        alert {Edit carefully, maintaining all quotation marks.
            You can open a previously saved file if needed.
        When done, click SAVE-AS and then QUIT.
```

```
        Be sure choose a filename/folder
        location that you'll be able to find later.
    }
    write %default_config.txt config
    unview
    editor %default_config.txt
    alert {Now choose a config file to use (most likely the file
        you just edited).}
    do to-file request-file/title/file {
        Choose config file to use:} "File" %default_config.txt
    view center-face layout gui
]
space (to-pair rejoin [(8 * sizer) "x" (2 * sizer)])
pad (sizer * 2)
across
box (to-pair rejoin [(132 * sizer) "x" (2 * sizer)]
    ) effect [gradient 1x0 brown black]
return
box Category-1
box Category-2
box Category-3
box Category-4
box Category-5
return
box (to-pair rejoin [(132 * sizer) "x" (2 * sizer)]
    ) effect [gradient 1x0 brown black]
return
button "$100" [face/feel: none face/text: "" do-button 1]
button "$100" [face/feel: none face/text: "" do-button 2]
button "$100" [face/feel: none face/text: "" do-button 3]
button "$100" [face/feel: none face/text: "" do-button 4]
button "$100" [face/feel: none face/text: "" do-button 5]
return
button "$200" [face/feel: none face/text: "" do-button 6]
button "$200" [face/feel: none face/text: "" do-button 7]
button "$200" [face/feel: none face/text: "" do-button 8]
button "$200" [face/feel: none face/text: "" do-button 9]
button "$200" [face/feel: none face/text: "" do-button 10]
return
button "$300" [face/feel: none face/text: "" do-button 11]
button "$300" [face/feel: none face/text: "" do-button 12]
button "$300" [face/feel: none face/text: "" do-button 13]
button "$300" [face/feel: none face/text: "" do-button 14]
button "$300" [face/feel: none face/text: "" do-button 15]
return
button "$400" [face/feel: none face/text: "" do-button 16]
button "$400" [face/feel: none face/text: "" do-button 17]
button "$400" [face/feel: none face/text: "" do-button 18]
button "$400" [face/feel: none face/text: "" do-button 19]
button "$400" [face/feel: none face/text: "" do-button 20]
return
button "$500" [face/feel: none face/text: "" do-button 21]
button "$500" [face/feel: none face/text: "" do-button 22]
button "$500" [face/feel: none face/text: "" do-button 23]
button "$500" [face/feel: none face/text: "" do-button 24]
button "$500" [face/feel: none face/text: "" do-button 25]
return
box (to-pair rejoin [(132 * sizer) "x" (2 * sizer)]
    ) effect [gradient 1x0 brown black]
return tab
box "Player 1:" effect [gradient 1x1 tan brown]
player1: box white "$0" font [color: black size: (sizer * 4)] [
    face/text: request-text/title/default "Enter Score:" face/text
]
box "Player 2:" effect [gradient 1x1 tan brown]
player2: box white "$0" font [color: black size: (sizer * 4)] [
    face/text: request-text/title/default "Enter Score:" face/text
```

return tab
box "Player 3:" effect [gradient 1x1 tan brown]
player3: box white "\$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text
]
box "Player 4:" effect [gradient 1x1 tan brown]
player4: box white "\$0" font [color: black size: (sizer * 4)] [
face/text: request-text/title/default "Enter Score:" face/text
]

```
]

\subsection*{10.9 Case 9 - Creating a Tetris Game Clone}

One of my favorite games to play is Tetris. I particularly like the "Rebtris" clone, written in REBOL by Frank Sievertsen. While playing Rebtris recently, it struck me that writing a Tetris clone of my own would be a helpful exercise for this tutorial. In conceiving how to make it a bit different from all the other endless variations of Tetris, I thought "why not try a text version?". Creating it may be easier than a GUI version, and it would run on machines where GUI versions of REBOL aren't available. Writing a text version of Tetris would also force me to organize a set of display techniques that could be useful in laying out other textbased applications. Sounds like a fun project with some useful side effects.

NOTE: I've never considered how to build a Tetris clone, and I'm writing this section as I design, experiment, and write code for the program. So as you read this, you'll follow my exact train of thought in putting the program together, and l'll make no attempt to artificially clean up the process. The point of this tutorial is to demonstrate exactly how to go about creating all types of programs on your own. I hope that following my footsteps exactly - imperfections and all - should be a helpful experience. Let's see what happens...

Instead of starting this entire thing from scratch, I remembered briefly skimming a tutorial about how to create a text positioning dialect called "TUI". I found it again at http://www.rebolforces.com/articles/tuidialect/ and looked for some reusable code...

Here's the TUI dialect, created by Ingo Hohmann (I renamed his "cursor2" function to "tui"):
```

tui: func [
{Cursor positioning dialect (iho)}
[catch]
commands [block!]
/local screen-size string arg cnt cmd c err
] [
screen-size: (
c: open/binary/no-wait [scheme: 'console]
prin "^(1B)[7n"
arg: next next to-string copy c
close c
arg: parse/all arg ";R"
forall arg [change arg to-integer first arg]
arg: to-pair head arg
)
string: copy ""
cmd: func [s][join "^(1B)[" s]
if error? set/any 'err try [
commands: compose bind commands 'screen-size ][
throw err
]
arg: parse commands [
any [
'direct set arg string! (append string arg) |
'home (append string cmd "H") |
'kill (append string cmd "K") |
'clear (append string cmd "J") |
'up set arg integer! (append string cmd [
arg "A"]) |
'down set arg integer! (append string cmd [
arg "B"]) |

```
```

            'right set arg integer! (append string cmd [
            arg "C"]) |
            'left set arg integer! (append string cmd [
                arg "D"]) |
            'at set arg pair! (append string cmd [
            arg/x ";" arg/y "H" ]) |
            'del set arg integer! (append string cmd [
            arg "P"]) |
            'space set arg integer! (append string cmd [
                arg "@"]) |
            'move set arg pair! (append string cmd [
                arg/x ";" arg/y "H" ]) |
            set cnt integer! set arg string! (
            append string head insert/dup copy "" arg cnt
            ) 1
            set arg string! (append string arg)
        ]
        end
    ]
    if not arg [throw make error! "Unable to parse block"]
    string
    ]

```

I read the tutorial and played with the code a bit. In addition to being a great tutorial, the end product is a useful tool for formatting output in console applications. The function "tui" gets passed a block of parameters including text to be printed, directional keywords to move the cursor around the screen ("home", "up", "down", "left", "right", and "at" a specific location) and several other commands to get the screen size, clear the screen, delete text, repeat text, and insert spaces.

I tried a few commands to get familiar with the syntax:
```

prin tui [ clear ]
print tui [ 50 "-" ]
print tui [ right 10 down 7 50 "x" ]
prin tui [ clear right 10 down 10 50 "x" ]
print tui [ clear home "message1"]
print tui [ home space 20 "message2"]
print tui [ at 20x20 "message3" kill "message4"]
print tui [ at 20x20 del 10]
print tui [ move 10x10]
prin tui [ clear (screen-size/y * screen-size/x - 4) "x" ]

```

I had more fun playing with the TUI dialect than I did playing Tetris :) Basically, TUI wraps up some of the native print control codes built into REBOL, in a nice clean format that eliminates all the odd characters used in native codes. It contains everything required to move game pieces around the screen, so l'll start to come up with some requirements to build the game. Here's an outline that covers the main design goals I'm conceiving at this point:
1. Draw a static playing field (the unchanging graphic backdrop design that's on screen the whole time the game is being played). This will represent the left, right, and lower vertical bounds which the game coordinates may not exceed.
2. There are 7 block shapes used in the game. Create text versions of each graphic shape, in each of the 4 possible rotated positions. Come up with code to print and delete each of the graphic shapes. The TUI dialect will let me print and delete characters anywhere on the screen. I'll use directional statements to print the required characters, starting from any given coordinate. Put all these shape routines into a block for easy naming and reuse.
3. Write a continuous loop to put one shape on the screen, make it fall at a given speed, and allow the user to spin it around and move it left-right.
4. If a shape touches the bottom of the playing field, make it lock into the grid of other shapes that have already fallen. If the bottom row is complete, remove it, and make all the rows above it fall down a row to take its place. If the shape touches the ceiling, end the game.

The first part of the outline is easy. l'll use the "print a-line" code created in the "loops and conditions - a simple data storage app" example earlier in this tutorial. Here's a simple little backdrop that's printed to the
```

a-line: copy [] loop 28 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 30 [print a-line] prin " " loop 30 [prin "+"] print ""

```

For the second part, I need to create some code to print the 7 block shapes. They look like this:
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline ; & 1 & \#\#\#\# & 2 & \#\#\# & 3 & \#\#\# & 4 & \#\#\# \\
\hline ; & & & & \# & & \# & & \# \\
\hline ; & & & & & & & & \\
\hline ; & 5 & \#\# & 6 & \#\# & 7 & \#\# & & \\
\hline ; & & \#\# & & \#\# & & \#\# & & \\
\hline
\end{tabular}

Here are all the possible variations when the above shapes are rotated clockwise:
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline ; & & & & \# & & & & \\
\hline ; & 1 & \#\#\#\# & 2 & \# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & & & & & \\
\hline ; & 3 & \#\#\# & 4 & \# & 5 & \# & 6 & \# \\
\hline ; & & \# & & \#\# & & \#\#\# & & \#\# \\
\hline ; & & & & \# & & & & \# \\
\hline ; & & & & & & & & \\
\hline ; & 7 & \#\#\# & 8 & \#\# & 9 & \# & 10 & \# \\
\hline ; & & \# & & \# & & \#\#\# & & \# \\
\hline ; & & & & \# & & & & \#\# \\
\hline ; & & & & & & & & \\
\hline ; & 11 & \#\#\# & 12 & \# & 13 & \# & 14 & \#\# \\
\hline ; & & \# & & \# & & \#\#\# & & \# \\
\hline ; & & & & \#\# & & & & \# \\
\hline ; & & & & & & & & \\
\hline ; & 15 & & 16 & & & & & \\
\hline ; & & \#\# & & \#\# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & & & & & \\
\hline ; & 17 & \#\# & 18 & \# & & & & \\
\hline ; & & \#\# & & \#\# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & & & & & \\
\hline ; & 19 & \#\# & & & & & & \\
\hline ; & & \#\# & & & & & & \\
\hline
\end{tabular}

To print any piece, I can start at the top left coordinate in the shape and move the appropriate number of spaces right, left, and/or down to print the other characters in each piece. Starting at the first character in shape 2, for example, I would move as follows: "\#", down 1 left 1, "\#", down 1 left 1, "\#", down 1 left 1, "\#". Shape 3 would move as follows: "\#\#\#", down 1 left 2, "\#". Here's a block called "shape", made up of individual blocks that can be passed to tui to print all the above shapes:
```

shape: [
["\#\#\#\#"]
["\#" down 1 left 1 "\#" down 1 left 1 "\#" down 1 left 1 "\#"]
["\#\#\#" down 1 left 2 "\#"]
[right 1 "\#" down 1 left 2 "\#\#" down 1 left 1 "\#"]
[right 1 "\#" down 1 left 2 "\#\#\#"]
["\#" down 1 left 1 "\#\#" down 1 left 2 "\#"]
["\#\#\#" down 1 left 3 "\#"]
["\#\#" down 1 left 1 "\#" down 1 left 1 "\#"]

```
```

[right 2 "\#" down 1 left 3 "\#\#\#"]
["\#" down 1 left 1 "\#" down 1 left 1 "\#\#"]
["\#\#\#" down 1 left 1 "\#"]
[right 1 "\#" down 1 left 1 "\#" down 1 left 2 "\#\#"]
["\#" down 1 left 1 "\#\#\#"]
["\#\#" down 1 left 2 "\#" down 1 left 1 "\#"]
["\#\#" down 1 left 1 "\#\#"]
[right 1 "\#" down 1 left 2 "\#\#" down 1 left 2 "\#"]
[right 1 "\#\#" down 1 left 3 "\#\#"]
["\#" down 1 left 1 "\#\#" down 1 left 1 "\#"]
["\#\#" down 1 left 2 "\#\#"]

```
]

Now I can use the format "prin tui shape/number" to print any shape. For example:
```

prin tui shape/3

```
is the same as writing:
```

prin tui [right 1 "\#" down 1 left 2 "\#\#" down 1 left 1 "\#"]

```

I came up with the following code to print out each shape, to check for errors, and to get used to using the above format. Notice the use of the "compose" function:
```

for i 1 19 1 [
print tui [clear]
print rejoin ["shape " i ":"]
do compose [print tui shape/(i)]
ask ""
]

```

To erase the shapes, I decided to extend the block using duplicates of each shape to print spaces instead of "\#"s. Now all I have to do is add 19 to any shape's index number, and I can print out a shape made of spaces that erases the original shape made of "\#"s. Here's the final shape block:
```

shape: [
["\#\#\#\#"]
["\#" down 1 left 1 "\#" down 1 left 1 "\#" down 1 left 1 "\#"]
["\#\#\#" down 1 left 2 "\#"]
[right 1 "\#" down 1 left 2 "\#\#" down 1 left 1 "\#"]
[right 1 "\#" down 1 left 2 "\#\#\#"]
["\#" down 1 left 1 "\#\#" down 1 left 2 "\#"]
["\#\#\#" down 1 left 3 "\#"]
["\#\#" down 1 left 1 "\#" down 1 left 1 "\#"]
[right 2 "\#" down 1 left 3 "\#\#\#"]
["\#" down 1 left 1 "\#" down 1 left 1 "\#\#"]
["\#\#\#" down 1 left 1 "\#"]
[right 1 "\#" down 1 left 1 "\#" down 1 left 2 "\#\#"]
["\#" down 1 left 1 "\#\#\#"]
["\#\#" down 1 left 2 "\#" down 1 left 1 "\#"]
["\#\#" down 1 left 1 "\#\#"]
[right 1 "\#" down 1 left 2 "\#\#" down 1 left 2 "\#"]
[right 1 "\#\#" down 1 left 3 "\#\#"]
["\#" down 1 left 1 "\#\#" down 1 left 1 "\#"]
["\#\#" down 1 left 2 "\#\#"]
; Here are the same shapes, with spaces instead of "\#"s:

```
```

    [" "]
    [" " down 1 left 1 " " down 1 left 1 " " down 1 left 1 " "]
    [" " down 1 left 2 " "]
    [right 1 " " down 1 left 2 " " down 1 left 1 " "]
    [right 1 " " down 1 left 2 " "]
    [" " down 1 left 1 " " down 1 left 2 " "]
    [" " down 1 left 3 " "]
    [" " down 1 left 1 " " down 1 left 1 " "]
    [right 2 " " down 1 left 3 " "]
    [" " down 1 left 1 " " down 1 left 1 " "]
    [" " down 1 left 1 " "]
    [right 1 " " down 1 left 1 " " down 1 left 2 " "]
    [" " down 1 left 1 " "]
    [" " down 1 left 2 " " down 1 left 1 " "]
    [" " down 1 left 1 " "]
    [right 1 " " down 1 left 2 " " down 1 left 2 " "]
    [right 1 " " down 1 left 3 " "]
    [" " down 1 left 1 " " down 1 left 1 " "]
    [" " down 1 left 2 " "]
    ]

```

I wrote another quick script to test it. Notice the " \(i+19\) " used to erase the exiting shape:
```

for i 1 19 1 [
print tui [clear]
print rejoin ["shape " i ":"]
do compose [prin tui [move 10x10] print tui shape/(i)]
ask ""
do compose [prin tui [move 10x10] print tui shape/(i + 19)]
print rejoin ["shape " i " has been erased."]
ask ""
]

```

Beautiful. Steps 1 and 2 are complete. Now I can work on the last part of the outline (the things related to how the game actually plays, moving pieces and responding to user input). First, l'll get the shapes to fall down the screen. That'll be done by printing, erasing and then redrawing the piece one row lower, in a continuous loop. Here's an outline to organize that thought process:
1. Start by clearing the screen.
2. Pieces appear in a random order, so come up with a random number to represent some random shape's index number.
3. Use a for loop to increment the vertical position of the piece: for each row, print the random piece number at the current horizontal position (initially set to 15), and at the vertical position represented by the current "for" variable.
4. Wait a moment, then erase the piece (using the shape number +19 ). Then increment the row number and start again.
5. When the piece reaches the last row, print it there without erasing.
6. Wrap that whole thing in a forever loop to keep it going indefinitely.

Let's get that much going:
```

prin tui [clear]
forever [
random/seed now
r: random 19 ; the number of a random shape
xpos: 18 ; the initial horizontal position
for i 1 25 1 [
pos: to-pair rejoin [i "x" xpos]
; print the shape represented by "r" at the "pos"
; coordinate:
do compose/deep [prin tui [at (pos)] print tui shape/(r)]
; The wait time could be a user controlled variable, or

```
```

        ; it could be sped up as the difficulty level increases:
        wait :00:00.30
    ; erase the shape, then continue the loop:
    do compose/deep [
        prin tui [at (pos)] print tui shape/(r + 19)]
    ]
    ; reprint the shape at its final resting place:
    do compose/deep [prin tui [move (pos)] print tui shape/(r)]
    ]

```

NOTE: It struck me in writing the above code that the TUI function actually takes all its coordinates in an unusual order. Typically, in coordinates with the form \(X x Y\), " X " is the horizontal position and " Y " is the vertical position. TUI uses the format \(Y x X\), where \(Y\) is the vertical position measured in rows from the top of the screen. \(X\) is the horizontal position, measured in columns from the left side of the screen. Keep in mind that the order of X and Y coordinates is opposite the normal expectation.

Now I need to come up with a way for the user to control the horizontal position of the shape. Here's some pseudo code to help me think about how to do that:
1. Be on the lookout for keystroke input from the user.
2. If the user presses the "I" key, add 1 to the current horizontal position of the shape (held in the variable "xpos"). If the user presses the "k" key, subtract 1 from xpos.

First, I need a way to get keystroke input without blocking the program flow (i.e., I need to wait for keystroke input to be acknowledged when it occurs, but I can't just stop the normal program flow to wait for key presses. For game play to continue, the "for" and "forever" loops can't be interrupted. So I searched Google for "REBOL key stroke" and got pointed to the following code at http://www.rebol.org/cgi-bin/cgiwrap/rebol/ml-display-thread.r?m=rmISCRQ (in the REBOL mailing list archive):
```

c: open/binary/no-wait [scheme: 'console]
; set following to whatever you wish
; intentionally slow at 2 secs so you can "see" the effect
wait-duration: :0:2
d: 0
forever [
if not none? wait/all [c wait-duration] [
print to-char to-integer copy c
]
d: d + 1 ;let's do other stuff
print d
]

```

That little bit of code does exactly what I need. The parts required for my needs are:
```

c: open/binary/no-wait [scheme: 'console]
forever [
if not none? wait/all [c wait-duration] [
print to-char to-integer copy c
]
]

```

I adjusted the variable names, checked for " k " or "I" key presses, and used the code below to test that it worked the way I wanted:
```

keys: open/binary/no-wait [scheme: 'console]
forever [
if not none? wait/all [keys :00:00.01] [
switch to-string to-char to-integer copy keys [
"k" [print "you pressed k"]
"l" [print "you pressed l"]

```
        ]
        ]
; print "nothing pressed" ; make sure it's working
]

Next, I integrated the above code into the loop created earlier to drop the shape down the screen. Notice that I added a conditional "if", to be executed when either "k" or "I" keystrokes are encountered. It checks that the horizontal bounds don't go outside the \(5-30\) positions. That keeps the shapes within the horizontal boundaries of the playing field. Also, notice that the variable "old-xpos" is used to hold the position of the shape that needs to be erased:
```

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 25 1 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/(r)]
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
switch to-string to-char to-integer copy keys [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"1" [if (xpos < 30) [xpos: xpos + 1]]
]
]
pos: to-pair rejoin [i "x" old-xpos]
do compose/deep [
prin tui [at (pos)] print tui shape/(r + 19)]
]
do compose/deep [prin tui [move (pos)] print tui shape/(r)]
]

```

It's coming along well :) Now I need to be able to spin the shapes around. Here's some pseudo code to organize my thoughts:
1. Watch for the "O" key to be pressed. That will be the keycode to run the shape spinning code.
2. Create a set of conditionals to cycle through the list of rotated shapes related to the current shape. For example, if the current shape (variable "r") is number 12, then the rotated versions of that shape are numbers 11-14. With each press of the "O" key, replace the variable \(r\) with the next shape in that list. That logic must "wrap around" (i.e., the next shape after 14 should be 11). Instead of using a block list of shapes to do this, I decide to use a switch structure to individually map each shape to the one it should rotate to (something like "if shape \(r\) is now \#14, turn shape \(r\) into \#11" - do that explicitly for each shape).

I already have some code to watch for keystrokes, so l'll try the last part of the above outline first:
```

switch to-string r [
"1" [r: 2]
"2" [r: 1]
"3" [r: 4]
"4" [r: 5]
"5" [r: 6]
"6" [r: 3]
"7" [r: 8]
"8" [r: 9]
"9" [r: 10]
"10" [r: 7]
"11" [r: 12]
"12" [r: 13]
"13" [r: 14]
"14" [r: 11]
"15" [r: 16]

```
```

    "16" [r: 15]
    "17" [r: 18]
    "18" [r: 17]
    "19" [r: 19]
    ```
]

Wait a sec - that makes the shapes rotate clockwise (from \#11 go to \#12, \#14 to \#11, etc.) I prefer for them to rotate counterclockwise (\#11 to \#14, \#14 to \#13, etc). Here's the revised code:
```

switch to-string r [
"1" [r: 2]
"2" [r: 1]
"3" [r: 6]
"4" [r: 3]
"5" [r: 4]
"6" [r: 5]
"7" [r: 10]
"8" [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"16" [r: 15]
"17" [r: 18]
"18" [r: 17]
"19" [r: 19]
]

```

Now add the letter "O" to the list of keys to be watched, and run the above code when it's pressed. Also create an "old-r" variable to retain the number of the shape that needs to be erased. (Since the user changes shapes after the current one has been printed, we need to keep track of which one to erase):
```

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 25 1 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/(r)]
old-xpos: xpos
old-r: r
if not none? wait/all [keys :00:00.30] [
keystroke: to-string to-char to-integer copy keys
switch keystroke [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"l" [if (xpos < 30) [xpos: xpos + 1]]
"O" [switch to-string r [
"1" [r: 2]
"2" [r: 1]
"3" [r: 6]
"4" [r: 3]
"5" [r: 4]
"6" [r: 5]
"7" [r: 10]
"8" [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]

```
```

        "13" [r: 12]
        "14" [r: 13]
        "15" [r: 16]
        "16" [r: 15]
        "17" [r: 18]
        "18" [r: 17]
        "19" [r: 19]
        ]]
        ]
        ]
        do compose/deep [
        prin tui [at (pos)] print tui shape/(old-r + 19)
        ]
    ]
    do compose/deep [prin tui [at (pos)] print tui shape/(r)]
    ]

```

The shapes are moving correctly now, but there's still a lot of work to be done. The first line of the last section of the overall game outline reads: "If the shape touches the bottom of the playing field, make it lock into the grid of other shapes that have already fallen". Right now the pieces all just fall to different stopping points in the playing field (depending on their height), and they don't stack on top of each other. Here's some pseudo code to fix that:
1. I need to be aware of the highest coordinate in each column on the playing field. When the game starts, the highest coordinate in every column of the playing field is row 30 (the flat bottom line that makes up the playing field). I'll store each of these coordinates in a block called "floor".
2. I also need to be aware of the lowest coordinate in each column of the currently falling shape. I'll make a block called "edge" to hold those coordinates (referring to the lower edges of the shape). Those coordinates will define the position of each of the lowest points in the currently falling shape, in relation to its top left point (the "pos" coordinate).
3. Every time the shape falls one position down the screen, add each of the edge coordinates to the pos coordinate. If any of those coordinates is one position higher than the floor coordinate in the same column, then stop moving that shape (break out of the "for" loop that makes the shape fall). Use a foreach loop to cycle through the current coordinates in the relevant columns of each block, performing a comparison check on the floor and edge coordinates in each column.
4. When a shape finishes its drop down the screen, calculate the new highest position in the columns it occupies (the coordinates of the top character in each column), and make those changes to the block that holds the high point information. To do that, l'll need to make a "top" block to hold the relative positions of the highest coordinates in the shape, and add them to the height of the current coordinates in the appropriate columns.

I'll start out simply, just getting each shape to lay flat on the floor of the playing field (row 30). For the moment, all I need to do is create a block of floor coordinates that represents that bottom line:
```

floor: [30x1 30x2 30x3 30x4 30x5 30x6 30x7 30x8 30x9 30x10 30x11
30x12 30x13 30x14 30x15 30x16 30x17 30x18 30x19 30x20 30x21
30x22 30x23 30x24 30x25 30x26 30x27 30x28 30x29 30x30 30x31
30\times32 30\times33 30\times34 30\times35]

```

Next, l'll define a set of lower coordinates for each shape, and store them in a nested block structure similar to the earlier "shape" block. " \(0 \times 0\) " refers to the same coordinate as "pos" ( 0 positions to the right, and 0 positions down from "pos"). " \(0 \times 10\) " is one position to the right, and " \(1 \times 0\) " is one position down. I look at the visual representations of the shapes again to come up with the list:
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline ; & & & & \# & & & & \\
\hline ; & 1 & \#\#\#\# & 2 & \# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & & & & & \\
\hline ; & 3 & \#\#\# & 4 & \# & 5 & \# & 6 & \# \\
\hline ; & & \# & & \#\# & & \#\#\# & & \#\# \\
\hline ; & & & & \# & & & & \# \\
\hline ; & & & & & & & & \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|c|}
\hline ; & 7 & \#\#\# & 8 & \#\# & 9 & \# & 10 & \# \\
\hline ; & & \# & & \# & & \#\#\# & & \# \\
\hline ; & & & & \# & & & & \#\# \\
\hline ; & & & & & & & & \\
\hline ; & 11 & \#\#\# & 12 & \# & 13 & & 14 & \#\# \\
\hline ; & & \# & & \# & & \#\#\# & & \# \\
\hline ; & & & & \#\# & & & & \# \\
\hline ; & & & & & & & & \\
\hline ; & 15 & \#\# & 16 & \# & & & & \\
\hline ; & & \#\# & & \#\# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & & & & & \\
\hline ; & 17 & \#\# & 18 & \# & & & & \\
\hline ; & & \#\# & & \#\# & & & & \\
\hline ; & & & & \# & & & & \\
\hline ; & & & & & & & & \\
\hline ; & 19 & \#\# & & & & & & \\
\hline ; & & \#\# & & & & & & \\
\hline
\end{tabular}

Here's the complete set of low point definitions for each shape:
```

edge: [ [0x0 0x1 0x2 0x3] [3x0] [0x0 1x1 0x2] [1x0 2x1]
[1x0 1x1 1x2] [2x0 1x1] [1x0 0x1 0x2] [0x0 2x1] [1x0 1x1 1x2]
[2x0 2x1] [0x0 0x1 1x2] [2x0 2x1] [1x0 1x1 1x2] [2x0 0x1]
[0x0 1x1 1x2] [2x0 1x1] [1x0 1x1 0x2] [1x0 2x1] [1x0 1x1] ]

```

So, the relative coordinates of the low points in shape 3, for example, are referred to as edge \(/ 3\). Here's some sample code to demonstrate how I can now refer to the bottom points in any shape using a foreach loop. The code "pos + position" refers to the low edge in each column:
```

pos: 5x5
r: 6
foreach position compose edge/(r) [print pos + position]

```

To check if any of those edges are touching the floor, use a foreach loop to cycle through the current coordinates in the relevant columns of each block, performing a comparison check on the floor and edge coordinates in each column. Here's some sample code to flesh out and test that idea:
```

pos: 30x10
for r 1 19 1 [
print tui [clear]
prin "Piece: " print r
foreach po compose edge/(r) [
print pos + po
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
edge-y: to-integer first pos + to-integer first po
edge-x: to-integer second pos + to-integer second po
print rejoin [
"edge: " edge-y "x" edge-x " "
"floor: "floor-y "x" floor-x
]
if (edge-y >= floor-y) and (floor-x = edge-x) [
print rejoin [
"You're touching or beyond the floor at: "
pos + po
]
]
]

```
    ]
    ask ""
]

Now let's integrate this technique into the existing code. We'll use a new variable "stop" to break out of the loop that drops the shape, when the current shape touches the floor:
```

keys: open/binary/no-wait [scheme: 'console]
forever [
random/seed now
r: random 19
xpos: 18
for i 1 32 1 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/(r)]
old-r: r
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [
keystroke: to-string to-char to-integer copy keys
switch keystroke [
"k" [if (xpos > 5) [xpos: xpos - 1]]
"l" [if (xpos < 30) [xpos: xpos + 1]]
"o" [switch to-string r [
"1" [r: 2]
"2" [r: 1]
"3" [r: 6]
"4" [r: 3]
"5" [r: 4]
"6" [r: 5]
"7" [r: 10]
"8" [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"16" [r: 15]
"17" [r: 18]
"18" [r: 17]
"19" [r: 19]
]]
]
]
do compose/deep [
prin tui [at (pos)] print tui shape/(old-r + 19)
]
stop: false
foreach po compose edge/(r) [
foreach coord floor [
floor-y: to-integer first coord
floor-x: to-integer second coord
edge-y: i + to-integer first po
edge-x: xpos + to-integer second po
if (edge-y >= floor-y) and (floor-x = edge-x) [
stop: true
break
]
]
]
if stop = true [break]
]
do compose/deep [prin tui [at (pos)] print tui shape/(old-r)]

This works, but there's a bug. If the piece has been spun around (using the "O" key), the new foreach loop fails to stop the piece from falling. That's because the foreach loop only cycles through the coordinates of the "edge/r" block. If the user flips the shape around, the " $r$ " value gets changed before this code is run. The easiest way to fix this problem is to simply repeat the foreach loop using the "edge/old-r" block. This is an inefficient quick hack, but I'm writing this late at night - and there's some value to pointing out bad coding practice - so I choose to use that solution. I make a promise to myself to come up with a more elegant solution later... (Note to self: once a coding solution has been implemented, changes are harder to make, and bad code typically remains permanent ... I need to be careful about using quick hacks). Here's the current code:

```
keys: open/binary/no-wait [scheme: 'console]
forever [
    random/seed now
    r: random 19
    xpos: 18
    for i 1 32 1 [
        pos: to-pair rejoin [i "x" xpos]
        do compose/deep [prin tui [at (pos)] print tui shape/(r)]
        old-r: r
        old-xpos: xpos
        if not none? wait/all [keys :00:00.30] [
            keystroke: to-string to-char to-integer copy keys
            switch keystroke [
                    "k" [if (xpos > 5) [xpos: xpos - 1]]
                    "l" [if (xpos < 30) [xpos: xpos + 1]]
                    "O" [switch to-string r [
                    "1" [r: 2]
                    "2" [r: 1]
                    "3" [r: 6]
                        "4" [r: 3]
                    "5" [r: 4]
                    "6" [r: 5]
                            "7" [r: 10]
                            "8" [r: 7]
                            "9" [r: 8]
                    "10" [r: 9]
                    "11" [r: 14]
                        "12" [r: 11]
                    "13" [r: 12]
                    "14" [r: 13]
                    "15" [r: 16]
                        "16" [r: 15]
                        "17" [r: 18]
                            "18" [r: 17]
                            "19" [r: 19]
                    ]]
            ]
        ]
        do compose/deep [
            prin tui [at (pos)] print tui shape/(old-r + 19)
            ]
            stop: false
            foreach po compose edge/(r) [
                foreach coord floor [
                    floor-y: to-integer first coord
                    floor-x: to-integer second coord
                    edge-y: i + to-integer first po
                    edge-x: xpos + to-integer second po
                    if (edge-y = floor-y) and (floor-x = edge-x) [
                    stop: true
                    break
                    ]
                ]
            ]
            foreach po compose edge/(old-r) [
                foreach coord floor [
                            floor-y: to-integer first coord
```

```
            floor-x: to-integer second coord
            edge-y: i + to-integer first po
            edge-x: old-xpos + to-integer second po
            if (edge-y = floor-y) and (floor-x = edge-x) [
                        stop: true
                    break
                ]
            ]
        ]
        if stop = true [break]
    ]
    do compose/deep [prin tui [at (pos)] print tui shape/(old-r)]
]
```

Next, I decide to test the existing program for other bugs. I've been keeping separate text files containing all the code changes I make as I go along. Every time I make, test, and change a chunk of code, I save the new trial version with a new filename and version number. I save each version, just so that I don't permanently erase old code with each change - it may be potentially useful. My current working version is now \#19.

I noticed during this debugging session that shape 1 still breaks through the right side of the wall. I could change that by adjusting the "(xpos < 30)" conditional expression that occurs when the "L" key gets pressed. But that solution will keep the other shapes from laying snugly against the wall. In fact, that additional problem is occurring now with shapes that are only 2 characters wide - I didn't notice until now. To deal with these problems, I create a block of values called "width", listing the widths of all 19 shapes, which can be used in the existing conditional expression:

```
width: [4 4 1 3 3 2 3 2 % 3 2 3 2 2 3 2 3 3 2 3 2 2 3 2 2]
```

Now I can check if the shape is at the right boundary, using the revised code below:

```
[if (xpos < (33 - compose width/(r))) [
    xpos: xpos + 1]
]
```

That check also needs to be performed every time the "O" key is pressed (we don't want the shape breaking out of the wall when it spins). I make the above changes to my current version of the program, and the problems are fixed.

The game is really starting to take shape! Now we need to make the shapes stack on top of each other. Earlier, I wrote these outline thoughts: "when a shape finishes its drop down the screen, calculate the new highest position in the columns it occupies (the coordinates of the top character in each column), and make those changes to the block that holds the high point information. To do that, l'll need to make a "top" block to hold the relative positions of the highest coordinates in the shape, and add them to the height of the current coordinates in the appropriate columns". Sounds like I'll need to loop through some columns to make the changes to the floor.

To create the "top" block I look at the visual representations of each shape once again, and come up with a coordinate list representing the high points in the shape, relative to the top left coordinate. It's similar to the "edge" block:

```
top: [ [0x0 0x1 0x2 0x3] [0x0] [0x0 0x1 0x2] [1x0 0x1]
    [1x0 0x1 1x2] [0x0 1x1] [0x0 0x1 0x2] [0x0 0x1] [1x0 1x1 0x2]
    [0x0 2x1] [0x0 0x1 0x2] [2x0 0x1] [0x0 1x1 1x2] [0x0 0x1]
    [0x0 0x1 1x2] [1x0 0x1] [1x0 0x1 0x2] [0x0 1x1] [0x0 0x1] ]
```

The shape finishes its drop down the screen during the previous foreach loops we created, so to calculate the new highest positions in the columns occupied by the shape, I first need to determine which shape was the last one on the screen ("r" or "old-r"). The quick hack I made earlier is now coming back to bite me a bit

- I now need to make duplicates of any changes that occur in both foreach loops:

```
stop-shape-num: r
; (or stop-shape-num: old-r, depending on the foreach loop)
stop: true
break
```

Now to make the changes to the "floor" block, I loop through the columns occupied by the piece, setting each of the top characters in the shape to be the high coordinates in the respective columns of the floor. The "poke" function lets me replace the original coordinates in the floor block with the new coordinates. Those changes are made just before breaking out of the loop that drops the shape:

```
if stop = true [
    ; get the left-most column the last shape occupies:
    left-col: second pos
    ; get the number of columns the shape occupies:
    width-of-shape: length? compose top/(stop-shape-num)
    ; get the right most column the shape occupies:
    right-col: left-col + width-of-shape - 1
    ; Loop through each column occupied by the shape,
    ; replacing each coordinate in the current column
    ; of the floor with the new high coordinate:
    counter: 1
    for current-column left-col right-col 1 [
        add-coord: compose top/(stop-shape-num)/(counter)
        new-floor-coord: (pos + add-coord + -1x0)
        poke floor current-column new-floor-coord
        counter: counter + 1
    ]
    break
]
```

The new stacking code works, but there's a design flaw. If I maneuver a shape into an unoccupied space directly underneath any high point in the floor, without first touching the high point in that column, the piece doesn't stop. Furthermore, if that happens, it changes the new high point to the bottom of the column which the current shape occupies. I realize here that what I need to mark are not only the high points in the floor, but also every additional coordinate on the screen that contains a character. This is just as easy to accomplish. Instead of changing the current coordinates in the floor block (using the "poke" function):

```
poke floor current-column new-floor-coord
```

just add the new coordinates to the list (using "append"). That will keep track of all points at which a character is printed on the screen:

```
append floor new-floor-coord
```

That fixes the problem above, but I've also realized that if I move a shape sideways into an open position in the floor, the characters sometimes still overlap inappropriately. That's because the "top" and "edge" blocks only mark the highest and lowest points in each shape. It strikes me now that I could just combine those two blocks into one, marking all the coordinates occupied by a shape. Here's the new block - I call it "oc", short for "occupied":

```
oc: [
    [0x0 0x1 0x2 0x3] [0x0 1x0 2x0 3x0] [0x0 0x1 0x2 1x1]
    [0x1 1x0 1x1 2x1] [0x1 1x0 1x1 1x2] [0x0 1x0 1x1 2x0]
    [0x0 0x1 0x2 1x0] [0x0 0x1 1x1 2x1] [0x2 1x0 1x1 1x2]
```

```
[0x0 1x0 2x0 2x1] [0x0 0x1 0x2 1x2] [0x1 1x1 2x0 2x1]
[0x0 1x0 1x1 1x2] [0x0 0x1 1x0 2x0] [0x0 0x1 1x1 1x2]
[0x1 1x0 1x1 2x0] [0x1 0x2 1x0 1x1] [0x0 1x0 1x1 2x1]
[0x0 0x1 1x0 1x1]
```

I remove the "top" and "edge" blocks, and replace all code references to them with "oc".
Now there's another bug I need to fix. Sometimes when I press a key, the following error occurs:

```
** Script Error: Invalid argument: [45
** Where: to-integer |
** Near: forall arg [change arg to-integer first arg]
arg: to-pair
```

The code referenced is not part of any code l've written. It seems to be related to keystroke input because it only happens when I press one of the game control keys. Since I'm not sure what's creating the error (maybe it's related to the timing of keystrokes, or perhaps it has to do with a key release), I make an educated guess and figure that the following line, which waits for keystrokes, is where it's occurring:

```
if not none? wait/all [keys :00:00.30] [...]
```

I wrap that whole thing in an error check:

```
if not error? try [if not none? wait/all [keys :00:00.30] [...]]
```

And, hmmm ... that doesn't work. So instead of guessing, I work methodically to check each of the other main sections of the program. Every section gets wrapped in an "error? try" routine, and I also put in an "if" conditional stucture to print out a numbered error message whenever an error occurs. I find that the error is first occurring here:

```
do compose/deep [prin tui [at (pos)] print tui shape/(r)]
```

Wrapped in the error test, that section looks like this:

```
if error? try [
    do compose/deep [
            prin tui [at (pos)] print tui shape/(r)
    ]
] [print "er1"]
```

I'm curious about what's causing the error, so I dig a little deeper. This time I have the error check print out the variables contained in the code:

```
if error? try [
    do compose/deep [
        prin tui [at (pos)] print tui shape/(r)
    ]
] [print rejoin [pos " " r]]
```

Nothing seems to be amiss. Every time the error occurs, the variables show a correct coordinate and shape
number. So, for now l'll simply leave the error check in place, removing the printout. This will keep the game moving along whenever the ghostly error occurs. I'll need to post a message to the REBOL mailing list to see if anyone knows why the error is occurring. For the time being, the following error handler fixes the issue:

```
if error? try [
    do compose/deep [
        prin tui [at (pos)] print tui shape/(r)
    ]
] []
```

It turns out that I need to do the same thing for all the other similar occurences of code that print a shape to the screen:

```
if error? try [
    do compose/deep [
        prin tui [at (pos)] print tui shape/(old-r + 19)
    ]
] []
```

```
if error? try [
```

if error? try [
do compose/deep [
do compose/deep [
prin tui [at (pos)] print tui shape/(old-r)
prin tui [at (pos)] print tui shape/(old-r)
]
]
] []

```
] []
```

With all the known bugs controlled, I can move on to implementing the last parts of the game design. We need to check if the top row of the playing area is reached. If any shape stops moving at this ceiling row, end the game. This needs to be done any time a piece reaches it's final resting place, so I put it immediately after the main "for" loop in the program outline (so that it's evaluated immediately after the stopping code is executed):

```
if (first pos) < 2 [
    prin tui [at 35x0]
    print "Game Over"
    halt
]
```

Finally, to erase the bottom line of shapes every time a row is filled in horizontally, we're going to have to redraw the playing field entirely. The "floor" block contains all the information needed to rebuild the current state of the playing field (all the positions at which a character is currently printed). Here's an outline and some pseudo code to think through what needs to be done:

1. Every time a shape stops moving, check to see if any row of the floor is full (i.e., there's one character printed in every column). I can use a for loop and a find function to perform that check on the floor block. (l'll start things off by just checking the bottom row).
2. If any row is full (for now, just the bottom row), remove that row of characters from the floor block. Use a remove-each loop to remove any coordinates that have y positions in the relevant row from the floor block.
3. Move all of the other characters above the relevant row down one row. Add one y position to all the other coordinates in the floor block which are above the relevant row. Use a foreach loop to go through each coordinate in the block and add $1 \times 0$. To replace the old floor block with the new one, first create a temporary block made up of the new floor block coordinates, then copy it back to the floor block once it's complete.
4. Erase the current screen, print the static background, and then reprint a new playing field using the refreshed block of floor coordinates. We can accomplish this easily using a foreach loop and TUI to print the characters at each coordinate in the list.
```
line-is-full: true
for colmn 5 32 1 [
    each-coord: to-pair rejoin [29 "x" colmn]
    if not find floor each-coord [
        line-is-full: false
        break
    ]
]
; #2:
if line-is-full = true [
    remove-each cor floor [(first cor) = 29]
; #3:
    new-floor: copy []
    foreach cords floor [
        append new-floor (cords + 1x0)
    ]
    floor: copy new-floor
; #4:
    prin tui [clear]
    a-line: copy [] loop 28 [append a-line " "]
    a-line: rejoin [" |" to-string a-line "|"]
    loop 30 [print a-line]
    prin " " loop 30 [prin "+"] print ""
    foreach was-here floor [
        if not ((first was-here) = 30) [
            prin tui compose [at (was-here)]
            prin "#"
        ]
    ]
]
```

At this point, I realize that l've made some logic errors in how the floor block and the stopping routine are structured. As it stands, when the screen is refreshed, the bottom row of the block (row 30) needs to be erased so that all the characters in row 29 can fall down one position. But if row 30 is erased, then the bottom of the floor disappears. As it turns out, row 31 should actually be treated as the bottom row, and all the characters should stop at $1 \times 0$ position higher then any character in the floor.

I make the required changes to the coordinates in the floor block (change all the y positions from 30 to 31 ). I also change the "new-floor-coord" variable in the stopping routine, and adjust the code above so that characters below line 30 are not printed. Additionally, the entire section above gets wrapped in a "for" loop to check if each row 1-30 is full. In the code above, I only checked if the bottom line was full - the number 29 referred to the row. I replace that number with the "row" variable created in the for loop. And with that, the last requirements of my original game outline are satisfied and an initial version of "Textris" is in working order. Here's the code:

```
REBOL [Title: "Textris"]
tui: func [
    {Cursor positioning dialect (iho)}
    [catch]
    commands [block!]
    /local screen-size string arg cnt cmd c err
] [
    screen-size: (
        c: open/binary/no-wait [scheme: 'console]
        prin "^(1B)[7n"
        arg: next next to-string copy c
        close c
        arg: parse/all arg ";R"
```

```
        forall arg [change arg to-integer first arg]
        arg: to-pair head arg
    )
    string: copy ""
    cmd: func [s][join "^(1B)[" s]
    if error? set/any 'err try [
        commands: compose bind commands 'screen-size ][
        throw err
    ]
    arg: parse commands [
        any [
            'direct set arg string! (append string arg) |
            'home (append string cmd "H") |
            'kill (append string cmd "K") |
            'clear (append string cmd "J") |
            'up set arg integer! (append string cmd [
                arg "A"]) |
            'down set arg integer! (append string cmd [
                arg "B"]) |
            'right set arg integer! (append string cmd [
                arg "C"]) |
            'left set arg integer! (append string cmd [
                arg "D"]) |
            'at set arg pair! (append string cmd [
                arg/x ";" arg/y "H" ]) |
            'del set arg integer! (append string cmd [
                arg "P"]) |
            'space set arg integer! (append string cmd [
                arg "@"]) |
            'move set arg pair! (append string cmd [
                arg/x ";" arg/y "H" ]) |
            set cnt integer! set arg string! (
                append string head insert/dup copy "" arg cnt
            ) I
            set arg string! (append string arg)
        ]
        end
    ]
    if not arg [throw make error! "Unable to parse block"]
    string
]
shape: [
    ["####"]
    ["#" down 1 left 1 "#" down 1 left 1 "#" down 1 left 1 "#"]
    ["###" down 1 left 2 "#"]
    [right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]
    [right 1 "#" down 1 left 2 "###"]
    ["#" down 1 left 1 "##" down 1 left 2 "#"]
    ["###" down 1 left 3 "#"]
    ["##" down 1 left 1 "#" down 1 left 1 "#"]
    [right 2 "#" down 1 left 3 "###"]
    ["#" down 1 left 1 "#" down 1 left 1 "##"]
    ["###" down 1 left 1 "#"]
    [right 1 "#" down 1 left 1 "#" down 1 left 2 "##"]
    ["#" down 1 left 1 "###"]
    ["##" down 1 left 2 "#" down 1 left 1 "#"]
    ["##" down 1 left 1 "##"]
    [right 1 "#" down 1 left 2 "##" down 1 left 2 "#"]
    [right 1 "##" down 1 left 3 "##"]
    ["#" down 1 left 1 "##" down 1 left 1 "#"]
    ["##" down 1 left 2 "##"]
    ;
    [" "]
    [" " down 1 left 1 " " down 1 left 1 " " down 1 left 1 " "]
    [" " down 1 left 2 " "]
    [right 1 " " down 1 left 2 " " down 1 left 1 " "]
    [right 1 " " down 1 left 2 " "]
```

```
[" " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[right 2 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 1 " "]
[right 1 " " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 1 " "]
[" " down 1 left 2 " " down 1 left 1 " "]
[" " down 1 left 1 " "]
[right 1 " " down 1 left 2 " " down 1 left 2 " "]
[right 1 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 2 " "]
]
floor: [
    31x5 31x6 31x7 31x8 31x9 31x10 31x11 31x12 31x13 31x14 31x15
    31x16 31x17 31x18 31x19 31x20 31x21 31x22 31x23 31x24 31x25
    31\times26 31\times27 31\times28 31\times29 31\times30 31\times31 31\times32
]
oc: [
    [0x0 0x1 0x2 0x3] [0x0 1x0 2x0 3x0] [0x0 0x1 0x2 1x1]
    [0x1 1x0 1x1 2x1] [0x1 1x0 1x1 1x2] [0x0 1x0 1x1 2x0]
    [0x0 0x1 0x2 1x0] [0x0 0x1 1x1 2x1] [0x2 1x0 1x1 1x2]
    [0x0 1x0 2x0 2x1] [0x0 0x1 0x2 1x2] [0x1 1x1 2x0 2x1]
    [0x0 1x0 1x1 1x2] [0x0 0x1 1x0 2x0] [0x0 0x1 1x1 1x2]
    [0x1 1x0 1x1 2x0] [0x1 0x2 1x0 1x1] [0x0 1x0 1x1 2x1]
    [0x0 0x1 1x0 1x1]
]
width: [4 1 3 2 3 2 3 2 3 2 3 2 3 2 3 2 3 2 2]
a-line: copy [] loop 28 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 30 [print a-line] prin " " loop 30 [prin "+"] print ""
keys: open/binary/no-wait [scheme: 'console]
forever [
    random/seed now
    r: random 19
    xpos: 18
    for i 1 30 1 [
        pos: to-pair rejoin [i "x" xpos]
        if error? try [
            do compose/deep [
                prin tui [at (pos)] print tui shape/(r)
        ]
        ] []
        old-r: r
        old-xpos: xpos
        if not none? wait/all [keys :00:00.30] [
        keystroke: to-string to-char to-integer copy keys
        switch/default keystroke [
                "k" [if (xpos > 5) [
                xpos: xpos - 1
                    ]]
                "l" [if (xpos < (33 - compose width/(r))) [
                        xpos: xpos + 1
            ]]
                "०" [if (xpos < (33 - compose width/(r))) [
                switch to-string r [
                                    "1" [r: 2]
                                    "2" [r: 1]
                                    "3" [r: 6]
                                    "4" [r: 3]
                                    "5" [r: 4]
```

```
    "6" [r: 5]
    "7" [r: 10]
    "8" [r: 7]
    "9" [r: 8]
    "10" [r: 9]
    "11" [r: 14]
    "12" [r: 11]
    "13" [r: 12]
    "14" [r: 13]
    "15" [r: 16]
    "16" [r: 15]
    "17" [r: 18]
    "18" [r: 17]
    "19" [r: 19]
    ]
                    ]
        ]
        ] []
    ]
    if error? try [
        do compose/deep [
            prin tui [at (pos)] print tui shape/(old-r + 19)
        ]
    ] []
    stop: false
    foreach po compose oc/(r) [
        foreach coord floor [
            floor-y: to-integer first coord
            floor-x: to-integer second coord
            oc-y: i + to-integer first po
            oc-x: xpos + to-integer second po
            if (oc-y = (floor-y - 1)) and (floor-x = oc-x) [
                stop-shape-num: r
                stop: true
                break
            ]
        ]
    ]
    foreach po compose oc/(old-r) [
        foreach coord floor [
            floor-y: to-integer first coord
            floor-x: to-integer second coord
            oc-y: i + to-integer first po
            oc-x: old-xpos + to-integer second po
            if (oc-y = (floor-y - 1)) and (floor-x = oc-x) [
                stop-shape-num: old-r
                stop: true
                break
            ]
        ]
    ]
    if stop = true [
        left-col: second pos
        width-of-shape: length? compose oc/(stop-shape-num)
        right-col: left-col + width-of-shape - 1
        counter: 1
        for current-column left-col right-col 1 [
            add-coord: compose oc/(stop-shape-num)/(counter)
            new-floor-coord: (pos + add-coord)
            append floor new-floor-coord
            counter: counter + 1
        ]
        break
    ]
]
if (first pos) < 2 [
    prin tui [at 33x0]
    print "GAME OVER!!!"
```

```
    halt
    ]
    if error? try [
        do compose/deep [
                prin tui [at (pos)] print tui shape/(old-r)
    ]
    ] []
    for row 1 30 1 [
    line-is-full: true
    for colmn 5 32 1 [
        each-coord: to-pair rejoin [row "x" colmn]
        if not find floor each-coord [
                line-is-full: false
                break
        ]
    ]
    if line-is-full = true [
        remove-each cor floor [(first cor) = row]
        new-floor: copy [
                31x5 31x6 31x7 31x8 31x9 31x10 31x11 31x12 31x13
                31\times14 31x15 31x16 31x17 31x18 31x19 31x20 31x21
                31\times22 31x23 31x24 31x25 31x26 31x27 31x28 31x29
                31\times30 31\times31 31\times32
        ]
        foreach cords floor [
                either ((first cords) < row) [
                append new-floor (cords + 1x0)
                ][
                    append new-floor cords
                ]
        ]
        floor: copy unique new-floor
        prin tui [clear]
        a-line: copy [] loop 28 [append a-line " "]
        a-line: rejoin [" |" to-string a-line "|"]
        loop 30 [print a-line]
        prin " " loop 30 [prin "+"] print ""
        foreach was-here floor [
            if not ((first was-here) = 31) [
                prin tui compose [at (was-here)]
                prin "#"
                ]
            ]
        ]
    ]
]
```

Now that the program is working to my original specs, I want to make it look a bit spiffier. First of all, the playing area looks too wide and tall. I check Rebtris, and it's only 10 columns wide by 20 rows tall. I like that look and feel, so I adjust the floor block, the code that draws the static backdrop, and all computations related to the right boundaries of the playing field and the number of rows, to reflect that change.

I also want to print out a "Textris" title header, some keyboard instructions, and a score header. Tui allows me to print this text to the right of the playing field where I want it:

```
print tui [
    at 4x21 "TEXTRIS" at 5x21 "-------"
    at 7x20 "'K' = left" at 8x20 "'L' = right"
    at 9x20 "'O' = spin" at 11x21 "Score:"
]
```

Keeping track of the score is simple. When the program starts, a "score" variable is created and set to 0 ("score: 0"). Every time a piece stops falling, 10 points are added to the score. That number is printed beneath the score header (notice that the score number must first be converted to a string, in order to be
printed by tui):
score: score + 10
print tui compose [at $13 \times 21$ (to-string score)]

Every time a row is filled in, 1000 points are added to the score. When the screen if redrawn to reflect the newly erased row, the tui code that prints the backdrop also prints out the updated score:

```
print tui compose [
    at 4x21 "TEXTRIS" at 5x21 "-------"
    at 7x20 "'K' = left" at 8x20 "'L' = right"
    at 9x20 "'O' = spin" at 11x21 "Score:"
    at 13x21 (to-string score)
]
```

Next, I want to add a pause key. This will fit in the switch structure that watches for keystrokes. Whenever the "P" key is pressed, print a message indicating that the game has been paused. Use an "ask" action to wait for input, and then print two blank lines to erase the pause message and any errant characters that the user may type in before hitting the [Enter] key:

```
"p" [
    print tui [
        at 23x0 "Press [Enter] to continue"
    ]
    ask ""
    print tui [
        at 24x0 " "
        at 23x0 " "
    ]
]
```

After posting some of this code to the REBOL mail list, another bug has become obvious. If the insert key or the arrow keys are pressed during game play, the game crashes. The following code produces a "** Math Error: Math or number overflow" when those keys are evaluated:

```
keystroke: to-string to-char to-integer copy keys
```

To fix that, I create my own error check. The keys codes for the arrow keys are \#\{1B5B41\}, \#\{1B5B42\}, \# \{1B5B43\}, \#\{1B5B44\}, and \#\{1B5B327E\}. I check to see if they've been pressed first. If not, run the code above:

```
now-key: copy keys
if not (
    find [
        #{1B5B41} #{1B5B42} #{1B5B43}
        #{1B5B44} #{1B5B327E}
    ] (now-key)
) [keystroke: to-string to-char to-integer now-key]
```

That works, but a message to the list by Gabrielle Santilli creates a simpler solution. It turns out that I should have looked at the console port format a bit more carefully. All that's needed to get the keystroke is:

```
keystroke: to-string copy keys
```

And that does not produce errors for any entered keys.

I added all the above code to the program, and then tested everything. In doing so, I made an interesting discovery - it turns out that the code which produced the ghostly key input error in the shape printing routines is in a section of the TUI dialect that enables one to check for screen size. I think the error has something to do with the fact that I'm "compose"ing the results - not sure, but it doesn't matter. Since I'm not using that function, I simply remove it from the code. While I'm at it, I remove all the other parts of the TUI dialect that I'm not using. It turns out that all I need is:

```
tui: func [commands [block!]] [
    string: copy ""
    cmd: func [s][join "^(1B)[" s]
    arg: parse commands [
        any [
            'clear (append string cmd "J") |
            'up set arg integer! (append string cmd [
                arg "A"]) |
            'down set arg integer! (append string cmd [
                arg "B"]) |
            'right set arg integer! (append string cmd [
                arg "C"]) |
            'left set arg integer! (append string cmd [
                arg "D"]) |
            'at set arg pair! (append string cmd [
                arg/x ";" arg/y "H" ]) |
            set arg string! (append string arg)
        ]
        end
    ]
    string
]
```

With that error gone, I can remove all the error checking routines in the program (they were causing some additional problems). Now Textris feels like a reasonably complete program. Here's the final code:

```
REBOL [Title: "Textris"]
tui: func [commands [block!]] [
    string: copy ""
    cmd: func [s][join "^(1B)[" s]
    arg: parse commands [
        any [
            'clear (append string cmd "J") |
            'up set arg integer! (append string cmd [
                arg "A"]) |
            'down set arg integer! (append string cmd [
                arg "B"]) |
            'right set arg integer! (append string cmd [
                arg "C"]) |
            'left set arg integer! (append string cmd [
                arg "D"]) |
            'at set arg pair! (append string cmd [
                arg/x ";" arg/y "H" ]) |
                set arg string! (append string arg)
            ]
            end
    ]
    string
]
shape: [
    ["####"]
    ["#" down 1 left 1 "#" down 1 left 1 "#" down 1 left 1 "#"]
    ["###" down 1 left 2 "#"]
```

```
[right 1 "#" down 1 left 2 "##" down 1 left 1 "#"]
[right 1 "#" down 1 left 2 "###"]
["#" down 1 left 1 "##" down 1 left 2 "#"]
["###" down 1 left 3 "#"]
["##" down 1 left 1 "#" down 1 left 1 "#"]
[right 2 "#" down 1 left 3 "###"]
["#" down 1 left 1 "#" down 1 left 1 "##"]
["###" down 1 left 1 "#"]
[right 1 "#" down 1 left 1 "#" down 1 left 2 "##"]
["#" down 1 left 1 "###"]
["##" down 1 left 2 "#" down 1 left 1 "#"]
["##" down 1 left 1 "##"]
[right 1 "#" down 1 left 2 "##" down 1 left 2 "#"]
[right 1 "##" down 1 left 3 "##"]
["#" down 1 left 1 "##" down 1 left 1 "#"]
["##" down 1 left 2 "##"]
;
[" "]
[" " down 1 left 1 " " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 2 " "]
[right 1 " " down 1 left 2 " " down 1 left 1 " "]
[right 1 " " down 1 left 2 " "]
[" " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[right 2 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 1 " "]
[right 1 " " down 1 left 1 " " down 1 left 2 " "]
[" " down 1 left 1 " "]
[" " down 1 left 2 " " down 1 left 1 " "]
[" " down 1 left 1 " "]
[right 1 " " down 1 left 2 " " down 1 left 2 " "]
[right 1 " " down 1 left 3 " "]
[" " down 1 left 1 " " down 1 left 1 " "]
[" " down 1 left 2 " "]
]
floor: [
    21x5 21x6 21x7 21x8 21x9 21x10 21x11 21x12 21x13 21x14 21x15
]
oc: [
    [0x0 0x1 0x2 0x3] [0x0 1x0 2x0 3x0] [0x0 0x1 0x2 1x1]
    [0x1 1x0 1x1 2x1] [0x1 1x0 1x1 1x2] [0x0 1x0 1x1 2x0]
    [0x0 0x1 0x2 1x0] [0x0 0x1 1x1 2x1] [0x2 1x0 1x1 1x2]
    [0x0 1x0 2x0 2x1] [0x0 0x1 0x2 1x2] [0x1 1x1 2x0 2x1]
    [0x0 1x0 1x1 1x2] [0x0 0x1 1x0 2x0] [0x0 0x1 1x1 1x2]
    [0x1 1x0 1x1 2x0] [0x1 0x2 1x0 1x1] [0x0 1x0 1x1 2x1]
    [0x0 0x1 1x0 1x1]
]
width: [4 1 3 2 3 2 3 2 3 2 3 2 3 2 3 2 3 2 2]
score: 0
prin tui [clear]
a-line: copy [] loop 11 [append a-line " "]
a-line: rejoin [" |" to-string a-line "|"]
loop 20 [print a-line] prin " " loop 13 [prin "+"] print ""
print tui compose [
    at 4\times21 "TEXTRIS" at 5x21 "-------"
    at 7x20 "Use arrow keys" at 8x20 "to move/spin."
    at 10x20 "'P' = pause"
    at 13x20 "SCORE: " (to-string score)
]
keys: open/binary/no-wait [scheme: 'console]
forever [
    random/seed now
    r: random 19
    xpos: 9
```

for i 1201 [
pos: to-pair rejoin [i "x" xpos]
do compose/deep [prin tui [at (pos)] print tui shape/(r)]
old-r: r
old-xpos: xpos
if not none? wait/all [keys :00:00.30] [ switch/default to-string copy keys [ "p" [
print tui [ at $23 x 0$ "Press [Enter] to continue"
]
ask ""
print tui [ at 24x0 at $23 x 0$ " "
]
]
"^[[D" [if (xpos > 5) [
xpos: xpos - 1
] ]
"^[[C" [if (xpos < (16 - compose width/(r))) [ xpos: xpos +1 ]
"^[ [A" [if (xpos < (16 - compose width/(r))) [
switch to-string $r$ [
"1" [r: 2]
"2" [r: 1]
"3" [r: 6]
"4" [r: 3]
"5" [r: 4]
"6" [r: 5]
"7" [r: 10]
"8" [r: 7]
"9" [r: 8]
"10" [r: 9]
"11" [r: 14]
"12" [r: 11]
"13" [r: 12]
"14" [r: 13]
"15" [r: 16]
"16" [r: 15]
"17" [r: 18]
"18" [r: 17] "19" [r: 19]
]
]
]
] []
]
do compose/deep [
prin tui [at (pos)] print tui shape/(old-r + 19)
]
stop: false
foreach po compose oc/(r) [
foreach coord floor [
floor-y: to-integer first coord floor-x: to-integer second coord
oc-y: i + to-integer first po
oc-x: xpos + to-integer second po if (oc-y = (floor-y - 1)) and (floor-x = oc-x) [ stop-shape-num: r
stop: true
break
]
]
]
foreach po compose oc/(old-r) [
foreach coord floor [

```
            floor-y: to-integer first coord
            floor-x: to-integer second coord
            oc-y: i + to-integer first po
            oc-x: old-xpos + to-integer second po
            if (oc-y = (floor-y - 1)) and (floor-x = oc-x) [
                stop-shape-num: old-r
                stop: true
                break
                ]
        ]
    ]
    if stop = true [
        left-col: second pos
        width-of-shape: length? compose oc/(stop-shape-num)
        right-col: left-col + width-of-shape - 1
        counter: 1
        for current-column left-col right-col 1 [
                add-coord: compose oc/(stop-shape-num)/(counter)
                new-floor-coord: (pos + add-coord)
                append floor new-floor-coord
                counter: counter + 1
        ]
        break
    ]
]
do compose/deep [prin tui [at (pos)] print tui shape/(old-r)]
if (first pos) < 2 [
    prin tui [at 23x0]
    print " GAME OVER!!!^/^/"
    halt
]
score: score + 10
print tui compose [at 13x28 (to-string score)]
for row 1 20 1 [
    line-is-full: true
    for colmn 5 15 1 [
        each-coord: to-pair rejoin [row "x" colmn]
        if not find floor each-coord [
                line-is-full: false
                break
        ]
    ]
    if line-is-full = true [
        remove-each cor floor [(first cor) = row]
        new-floor: copy [
                21x5 21x6 21x7 21x8 21x9 21x10 21x11 21x12 21x13
                21\times14 21x15
        ]
        foreach cords floor [
            either ((first cords) < row) [
                        append new-floor (cords + 1x0)
            ][
                append new-floor cords
            ]
        ]
        floor: copy unique new-floor
        score: score + 1000
        prin tui [clear]
        loop 20 [print a-line]
        prin " " loop 13 [prin "+"] print ""
        print tui compose [
            at 4x21 "TEXTRIS" at 5x21 "-------"
            at 7x20 "Use arrow keys" at 8x20 "to move/spin."
            at 10x20 "'P' = pause"
            at 13x20 "SCORE: " (to-string score)
        ]
        foreach was-here floor [
            if not ((first was-here) = 21) [
```

```
        prin tui compose [at (was-here)]
        prin "#"
        ]
        ]
        ]
    ]
]
```

Here's a quick synopsis of the program:

- The TUI dialect is defined.
- The "shape" block, containing the TUI instructions for drawing each shape is defined.
- The "floor", "oc", and "width" coordinate blocks are defined. The "score" variable is also defined.
- The backdrop characters (left, right, and bottom barriers), instructions, headers, and score are printed.
- A forever loop runs the main actions of the program. The subsections of that loop are:
- A shape is printed on the screen.
- User keystrokes are watched for.
- A switch structure decides what to do with entered keystrokes (right arrow = move right, left arrow = move left, up arrow = rotate shape, $p=$ pause).
- Another switch structure determines which shape to print when the current shape is rotated.
- The currently printed shape is erased.
- Two foreach loops check whether the current shape has reached a position at which it should stop falling.
- If the piece has reached a stopping point, the coordinates occupied by the piece are added to the "floor" block.
- The shape is printed at its final resting place.
- If the current shape touches the ceiling, the game ends.
- The score is updated.
- If any rows have been completely filled in, their coordinates are removed from the floor block, the coordinates of all other characters are moved down a row, and the screen is reprinted with the new floor coordinates and the new score.
- The forever loop continues.

If I'd been so thoughtful and organized as to write a structured outline like that in the beginning of the case study, things would've moved along more quickly. But any project is easier in retrospect ... I just try to remember that building as detailed an outline as possible before writing any code always saves a great deal of work and confusion.

Now that the game satisfies my original intentions, l'll bring the case study to a close, but not without first putting together a to-do list of things to improve in the program. If you'd like to try implementing some of these changes, first figure out where in the outline they should go, write some pseudo code to get the job done, and then come up with REBOL code to satisfy those pseudo code expressions:

1. Save high scores to disk.
2. Add a way to incrementally increase the speed at which shapes drop. Do this every time a certain number of rows is cleared.
3. Add a "next piece" preview.
4. Look for a way to remove the cursor from the printout, so that it's not visible along the left side of the wall as the shapes fall.
5. Add sound. Play tones for each event that occurs, and play a background tune while the game is running.
6. Rewrite the entire program using GUI techniques, instead of console text characters and TUI.

Looking at my coding process in retrospect, I should note some criticisms. One element that annoyed me was a set of badly chosen variable names. I initially used " $r$ ", for example, to represent the current shape number because it was first used to represent a random number. "R" is not so descriptive, and it was hard to remember what " $r$ " represented while I was coding. The same was true of " $i$ ", which became more important as the loop that dropped the shapes grew in complexity. I left those variables as they were in this case study so that the lines of code fit neatly onto this web page, but in my own coding I choose to use more descriptive variables. Doing that in general makes code more readable and easier to think through.

The Moral of the Story:
Whether or not you're interested in game programming, and despite the fact that the final product of this case study is a bland implementation of Tetris, some general understanding about coding can be gained
from the thought process covered in this section. It's typical of any general coding project you'll encounter: start with a design concept, outline the main structure of the program you imagine, use pseudo code to guide you from the "what am I trying to do?" through the "how do I code it" stages, and refine the detail of your outline by testing and experimenting with small code chunks along the way.

In general, if you can't think through the process of "what am I trying to accomplish" in a structured way, then you won't be able to write the code to accomplish it. Once you've got a basic grasp of language concepts and syntax, you'll see that writing code just takes lots of creative organization and experimentation. Keep a language reference close at hand, and you can work out the syntax of virtually any code you need to write. That's only a matter of knowing which functions and constructs are available to solve your problems, and looking up the format for those you're not familiar with. The difficult part in any coding situation is mapping each small thought process to a data construct, conditional expression, looping routine, function definition, existing code module, word label, etc. For large projects, you'll typically need an outline because it's so easy to get lost in the minute coding details along the way. Start with a top down approach, conceive and design a flow chart/outline, and then flesh out the details of each section until you've got code written to solve each design concept. Once you become familiar with that process, experience will show that you can code solutions for virtually any problem you encounter.

You'll find that in many cases REBOL allows you to think directly in code more easily than you can with pseudo code. That's because REBOL's high level design is meant to be human readable and human "thinkable". Although many coding concepts in all computer languages are generally the same, most other languages are more overtly designed and constrained by legacy concepts derived from requirements about how computers operate. Some languages tend to require much more low level coding or coersing of disparate modules to fit together in order to make the conceptual design take shape in final code form. Other languages get you bogged down in thinking about higher level OOP constructs. A lack of universal data structures such as REBOL's block/series structure, a lack of built in native data types such as time, tuples, pairs, money, etc., and a less natural way of structuring functions, variables and module definitions (not using words and dialects in a natural language way), require unique and contrived constructs to be designed to manipulate data in each individual program. In the most popular languages, program authors typically have to be more concerned about managing the rudimentary memory and cpu actions of the computer for everything that occurs in a program. That enables a greater measure of control over how a computer uses it's hardware resources, but it's very far from the way humans naturally think about solving real life situations. REBOL allows things to be done in a way of thinking that's closer to the outline stage. When you get used to writing REBOL code, you'll find that it saves a tremendous amount of time compared to other languages. Remember along the way that no matter what computer language(s) you learn, understanding how to think through the "what I am I trying to accomplish" outline is essential to writing code that accomplishes your task.

### 10.10 Case 10 - Scheduling Teachers, Part Two

After several months of using the teacher scheduling application described in the first case study, my business expanded, and the teaching staff grew. With the way things worked in my short initial program, I would have to create a new folder on the web site and compile a unique version of the program for each new teacher. This would require recompiling and uploading a new version, for each teacher, every time I alter the program. I wanted to make a multi-user version of the application to simplify setup and to save maintenance time. I also wanted to add some error checking and a simple password scheme to the existing program. To create a new version of the application, here's my concept in outline/pseudo code form:

1. Maintain the existing folder and file structure on the web site (http://website.com/teacher/name, schedule.txt, and index.php).
2. Add a file to the web site containing a list of current teachers and associated passwords. Put it outside the public_html folder, so that people can't download it without a password.
3. In the application, start by downloading that file from the website (using ftp).
4. Display a text list of teacher names from the downloaded file.
5. When a teacher name is selected, request a password from the user and check that it matches the associated password for the given teacher.
6. Append the teacher name to the http and ftp URLs, and run the program as before.
7. Add some error checking and backup routines every time the data is read or written locally, or on the web server. That way, no data is ever lost.
8. Compile the program and upload it to the web site. Point all links on the index.php pages to that single file. Now, any time I want to add a new teacher, all I need to do is add the new teacher name and password to the downloadable text file and copy a blank index.php and schedule.txt to a new folder on the web server. If I ever make additional changes to the program, I only need to recompile and upload that single program file.

To start things off, I created a text file called "teacherlist.txt" and stored it outside the public_html folder on the web server. It's formatted like this:

```
["mark" "markspassword"] ["ryan" "ryanspassword"]
["nick" "nickspassword"] ["peter" "peterspassword"]
["rudi" "rudispassword"] ["tom" "tomspassword"]
```

The first thing I do in the program is read the data:
teacherlist: load ftp://user:pass@website.com/teacherlist.txt

Next, display a list of the teachers. The first item in each block of teacherlist.txt is the teacher name. A foreach loop reads each of those names into a new block, and that block is displayed using a GUI text-list widget:

```
teachers: copy []
foreach teacher teacherlist [append teachers first teacher]
view center-face layout [
    text-list data teachers [folder: value unview]
]
```

Next, get the password from the user and use a foreach loop to look through the list, checking for a match in teacher names and passwords entered by the user (the first and second elements, respectively, in each block):

```
pass: request-pass/only
correct: false
foreach teacher teacherlist [
    if ((first teacher) = folder) and (pass = (second teacher)) [
        correct: true
    ]
]
if correct = false [alert "Incorrect password." quit]
```

I add the following line to the script, which keeps REBOL from terminating the script when the [Esc] key is pressed. That behavior is the default in the REBOL interpreter, and makes it easy for someone to just stop the script and view the teacherlist. (I'm not so concerned about security here, but I don't want passwords to be blatantly available):

```
system/console/break: false
```

Finally, I come up with an error message to be executed any time an Internet connection isn't available. It allows the user to read any of the recently backed up schedule.txt files so that the program is useful even if an Internet connection isn't available:

```
error-message: does [
    ans: request {Internet connection is not available.
        Would you like to see one of the recent local backups?}
    either ans = true [
        editor to-file request-file quit
    ][
        quit
    ]
]
```

routine from the initial program so that no data is ever lost. Here's the final code:

```
REBOL [title: "Lesson Scheduler"]
system/console/break: false
error-message: does [
    ans: request {Internet connection is not available.
        Would you like to see one of the recent local backups?}
    either ans = true [
        editor to-file request-file quit
    ][
        quit
    ]
]
if error? try [
    teacherlist: load ftp://user:pass@website.com/teacherlist.txt
][
    error-message
]
teachers: copy []
foreach teacher teacherlist [append teachers first teacher]
view center-face layout [
    text-list data teachers [folder: value unview]
]
pass: request-pass/only
correct: false
foreach teacher teacherlist [
    if ((first teacher) = folder) and (pass = (second teacher)) [
        correct: true
    ]
]
if correct = false [alert "Incorrect password." quit]
url: rejoin [http://website.com/teacher/ folder]
ftp-url: rejoin [
    ftp://user:pass@website.com/public_html/teacher/ folder
]
if error? try [
    write %schedule.txt read rejoin [url "/schedule.txt"]
][
    error-message
]
; backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
; local:
write to-file rejoin [
    folder "-schedule_" now/date "_" cur-time ".txt"
] read %schedule.txt
; online:
if error? try [
    write rejoin [
        ftp-url "/" now/date "_" cur-time
    ] read %schedule.txt
][
    error-message
]
editor %schedule.txt
; backup again (after changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
write to-file rejoin [
    folder "-schedule_" now/date "_" cur-time ".txt"
```

```
] read %schedule.txt
if error? try [
    write rejoin [
                ftp-url "/" now/date "_" cur-time
    ] read %schedule.txt
] [
    alert "Internet connection not available while backing up."
]
; save to web site:
if error? try [
    write rejoin [ftp-url "/schedule.txt"] read %schedule.txt
] [
    alert {Internet connection not available while updating web
    site. Your schedule has NOT been saved online.}
    quit
]
browse url
```

With the new application complete, I wanted to create an additional cgi application for the web site to collectively display all available times in each of the teachers' schedules. This would help with scheduling because both students and management could instantly see a bird's eye view of all open appointment times, on a single web page. In order for that display to be viewable by the general public, I want the cgi app to strip out all personal data contained in the schedules. To create the cgi, I need to search each line of schedule text for "----". If a line contains the characters "----", that time is available. Here's a pseudo code outline that I thought through as I organized the process:

1. Make a list of all the teacher pages. Store the links in a block.
2. Use a foreach loop to cycle through each page in the list. Read in the data on each page in line format, using another foreach loop.
3. For each line, use a find function to check whether the line contains the name of a day of the week, or the characters "----". If so, print the line, adding some additional formatting to separate days as headers. Also print each page link as a header separating each teacher's schedule in the printout.

First, I created the block of links:

```
page-list: [
    http://website.com/teacher/ryan
    http://website.com/teacher/mark
    http://website.com/teacher/nick
    http://website.com/teacher/peter
    http://website.com/teacher/tom
    http://website.com/teacher/rudi
]
```

For step 2, I created the foreach loop to read each page:

```
foreach page page-list [
    data: read/lines page
]
```

Inside that loop, I added the code to print out the teacher name and day headers, and the available times:

```
foreach page page-list [
    print newline
    print to-string page
    print ""
    data: read/lines page
    week: ["MONDAY" "TUESDAY" "WEDNESDAY" "THURSDAY" "FRIDAY"
        "SATURDAY" "SUNDAY"]
```

```
    foreach line data [
        foreach day week [
        if find line day [print "" print line print ""]
        ]
        if find line "----" [print line]
    ]
]
```

Now I've got a little command line application that does what I need:

```
REBOL []
page-list: [
    http://website.com/teacher/ryan
    http://website.com/teacher/mark
    http://website.com/teacher/nick
    http://website.com/teacher/peter
    http://website.com/teacher/tom
    http://website.com/teacher/rudi
]
foreach page page-list [
    print newline
    print to-string page
    print ""
    data: read/lines page
    week: ["MONDAY" "TUESDAY" "WEDNESDAY" "THURSDAY" "FRIDAY"
        "SATURDAY" "SUNDAY"]
    foreach line data [
        foreach day week [
            if find line day [print "" print line print ""]
        ]
        if find line "----" [print line]
    ]
]
```

Next, to the basic CGI framework provided earlier in this tutorial, I simply added the code above. The only real changes I needed to make were some added "< B R >"s (HTML line ends) to make the text display properly in the browser:

```
#!/home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Available Appointment Times"</TITLE>]
print [</HEAD><BODY>]
page-list: [
    http://website.com/teacher/ryan
    http://website.com/teacher/mark
    http://website.com/teacher/nick
    http://website.com/teacher/peter
    http://website.com/teacher/tom
    http://website.com/teacher/rudi
]
foreach page page-list [
    print [<BR><BR>]
    print to-string page
    print [<BR>]
    data: read/lines page
    week: ["MONDAY" "TUESDAY" "WEDNESDAY" "THURSDAY" "FRIDAY"
            "SATURDAY" "SUNDAY"]
    foreach line data [
        foreach day week [
                if find line day [print [<BR>] print line print [<BR><BR>]]
        ]
        if find line "----" [print line print [<BR>]]
```

As more teachers were added to the scheduling system, it became apparent that a CGI version of the editor would be helpful (for use on mobile phones, at work, and in other environments where installing an executable was problematic). For that, I simply used the password protected online text editor, found earlier in this tutorial:

```
#!/home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Edit Schedule"</TITLE></HEAD><BODY>]
; submitted: decode-cgi system/options/cgi/query-string
; We can't use the above normal line to decode, because
; we're using the post method to submit data (because data
; from the textarea may get too big for the get method).
; Use the following function to process data from a post
; method instead:
read-cgi: func [/local data buffer][
    switch system/options/cgi/request-method [
        "POST" [
            data: make string! 1020
            buffer: make string! 16380
            while [positive? read-io system/ports/input buffer 16380][
                append data buffer
                clear buffer
            ]
        ]
        "GET" [data: system/options/cgi/query-string]
    ]
    data
]
submitted: decode-cgi read-cgi
; if schedule.txt has been edited and submitted:
if ((submitted/2 = "save") or (submitted/2 = "save")) [
    ; save newly edited schedule:
    write to-file rejoin ["./" submitted/6 "/schedule.txt"] submitted/4
    print ["Schedule Saved."]
    print rejoin [
        {<META HTTP-EQUIV="REFRESH" CONTENT="0;
                URL=http://website.com/folder/}
        submitted/6 {">}
    ]
    quit
]
; if user is just opening page (i.e., no data has been submitted
yet), request user/pass:
if ((submitted/2 = none) or (submitted/4 = none)) [
    print [<strong>"W A R N I N G - "]
    print ["Private Server, Login Required:"</strong><BR><BR>]
    print [<FORM ACTION="./edit.cgi">]
    print [" Username: " <input type=text size="50" name="name"><BR><BR>]
    print [" Password: " <input type=text size="50" name="pass"><BR><BR>]
    print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
    print [</FORM>]
    quit
```

check user/pass against those in teacherlist.txt,
; end if incorrect:
teacherlist: load %teacherlist.txt
folder: submitted/2
password: submitted/4
response: false
foreach teacher teacherlist [
if ((first teacher) = folder) and (password = (second teacher)) [
response: true
]
]
if response = false [print "Incorrect Username/Password." quit]
; if user/pass is ok, go on:
; backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
schedule_text: read to-file rejoin ["./" folder "/schedule.txt"]
write to-file rejoin [
"./" folder "/" now/date "_" cur-time ".txt"] schedule_text
print [<strong>"Be sure to SUBMIT when done:"</strong><BR><BR>]
print [<FORM method="post" ACTION="./edit.cgi">]
print [<INPUT TYPE=hidden NAME=submit_confirm VALUE="save">]
print [<textarea cols="100" rows="15" name="contents">]
print [schedule_text]
print [</textarea><BR><BR>]
print rejoin [{<INPUT TYPE=hidden NAME=folder VALUE="} folder {">}]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
print [</BODY></HTML>]

```

Now there's a way for all the teachers to edit their schedules. I can add a new teacher to the system in about 5 seconds (just create a new directory on the server and copy blank schedule.txt and index.php files). Anyone involved in scheduling can make changes online, regardless of location or computer type, and everyone stays synchronized. In addition, anyone can get an instant bird's eye view of all available appointment times - this helps tremendously when scheduling new students and maintaining daily activities.

\subsection*{10.11 Case 11 - An Online Member Page CGI Program}

One of my friends wanted to create an online member database for a local club. He wanted members to be able to sign up and add their contact information, upload photos, and add info about themselves. He was tired of manually making changes to the members' pages, and wanted users to be able to add, edit, and delete their own information. He wanted basic password enabled access so that users could only edit their own information, and he wanted a back end utility that allowed him to make changes as administrator, and which automatically saved each successive change to the database, so that no data could ever be lost. He also wanted users automatically emailed their password, in case they forgot.

Here was my basic thought process and plan of attack:
1. This will be an online system (a web site), so the user interface will be a set of HTML pages that display each user's information, as well as a set of HTML forms for users to enter information. We decided to have the page display the following fields: Name, Address, Phone, Email, Age, Language, Height, Date the user was added, and an uploaded photo.
2. The data will be stored in some sort of online database. Since this is a small group with only a few users, I decided to create a simple flat file database - just a text file filled with blocks of REBOL data, one block per user, stored on the web server.
3. The page that pulls the info from the database and displays it in the above HTML will basically be a REBOL CGI application that runs a "foreach" loop to print each of the entries in the above HTML format. The pages where the users enter their information will be forms that submit the information to a REBOL CGI that appends it to the database text file. The pages where the users edit their information will be forms that display the information currently in the selected entry, without the password. When the user submits the new password and updated info, the CGI checks that the
submitted password matches the existing password for that entry, and then replaces the old block with the new one, in the database text file. The code for emailing the user a forgotten password and for automatically backing up data will also be put here.
4. An image upload/update page also needs to created. This will be an HTML form that accepts a local image file on the user's computer, submits that file to the CGI, which in turn writes that binary data to a directory on the web server, creates an HTML image link to it, and adds that link to the appropriate user entry in the database text file.
5. The back end will simply be the password protected text editor explored in case study \#8, with links to all the backup text files, for easy recovery (copy/paste) of lost data.

Here was the basic HTML layout I came up with for step 1. Each entry in the database will be displayed using this template:
```

<HR><BR> Date/Time: 23-Mar-2008/13:11:42-7:00
<A HREF="./index.cgi?function=">edit | </A>
<A HREF="./index.cgi?function=">delete</A>
<TABLE background="" border=0 cellPadding=2 cellSpacing=2
    width="100%"><TR>

<TD width = "600">
<BR>
<FONT FACE="Courier New, Courier, monospace">Name: </FONT>
<STRONG>The User Name Goes Here</STRONG>
<BR>
<FONT FACE="Courier New, Courier, monospace">Address: </FONT>
<STRONG>The Address Goes Here</STRONG>
<BR>
<FONT FACE="Courier New, Courier, monospace">Phone: </FONT>
<STRONG>The Phone</STRONG>
<BR>
<FONT FACE="Courier New, Courier, monospace">Email: </FONT>
<STRONG>The Email</STRONG>
<BR>
<FONT FACE="Courier New, Courier, monospace">Age: </FONT>
<STRONG>The Age</STRONG>
<BR>
<FONT FACE="Courier New, Courier, monospace">Language: </FONT>
<STRONG>The Language</STRONG>
<BR>
<FONT FACE="Courier New, Courier, monospace">Height: </FONT>
<STRONG>The Height</STRONG>
<BR><BR>
</TD>
<TD width="170" valign="center">
<A HREF="./default.jpg" target=_blank><IMG align=baseline alt=""
    border=0 hspace=0 src="./default.jpg" width="160" height="120">
</A>
</TD>
</TR></TABLE>

```
Some Additional Notes Go Here...
< \(\mathrm{BR}>\) <BR>

The database design for step 2 was even simpler to create. Here's an example of what each block looks like. Notice that each entry in the database is just a text string separated by spaces, for each field of info we want displayed on the member page. In the block, I added a link to a default image, in case the user didn't upload their own photo. This file was saved as \%bb.db:
```

    "123-456-7890" "name@website.com" "40"
    {REBOL, C, C++, Python, PHP, Basic, AutoIt, others...}
    "6'" {I'm a nobody - just a test account.} "password"
    [
        {<a href = "./default.jpg" target=_blank>
        <IMG align=baseline alt="" border=
        src="./default.jpg" width="160" height="120"></a>}
    ]
    ]
["Tester McUser" "22-Feb-2008/13:14:44-8:00" "1 Way Lane"
"234-567-8910" "tester@website.com" "35" "REBOL"
{5' 11"} "I'm just another test account." "password"
[
{<a href = "./files/photo.jpg" target=_blank>
<IMG align=baseline alt="" border=0 hspace=0
        src="./files/photo.jpg" width="160" height="120"></a>}
]
]

```

At this point I could begin the work of step 3, creating a CGI program that prints the HTML page in step 1, with the above data. Here's a simple CGI script that simply prints the HTML design together with the entries from the database inserted:
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print read %header.html
bbs: load %bb.db ; load the database info
print [<center><table border=1 cellpadding=10 width=90%><tr><td>]
print {<TABLE background="" border=0 cellPadding=0 cellSpacing=0
    height="100%" width="100%"><tr><td width = "600">}
print [<hr>]
reverse bbs
foreach bb bbs [
print [<BR>]
print rejoin ["Date/Time: " bb/2]
print "
print rejoin [{<a href="./index.cgi?function=">edit | </a>}]
print rejoin [{<a href="./index.cgi?function=">delete</a>}]
print "
print {<TABLE background="" border=0 cellPadding=2
        cellSpacing=2 height="100%" width="100%"><tr>
<td width = "600"><BR>}
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Name: </FONT><strong>" bb/1 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Address: </FONT><strong>" bb/3 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Phone: </FONT><strong>" bb/4 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Email: </FONT><strong>" bb/5 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Age: </FONT><strong>" bb/6 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Language: </FONT><strong>" bb/7 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Height: </FONT><strong>" bb/8 "</strong>"]

```
```

    print [<BR><BR>]
    print </td>
    print {<td width = "170" valign = "center">}
    print bb/11 ; image link
    print {</td></tr></table>}
    print bb/9 ; "other information " text
    print [<BR><BR><HR>]
    ]
print [</td></tr></td></tr></td></tr></table>]
print [</td></tr></table></center>]
print read %footer.html

```

To that code, there were a number of features that I realized I should add. First, I wanted to munge email addresses so that they were less likely to get collected by spam bots. This line of code does the job well enough for my needs. It turns "name@address.com" into "name at address dot com":
```

(replace/all (replace bb/5 "@" " at ") "." " dot ")

```

I also wanted any http:// links in the "other information" section to be automatically linked. To do that, I used parse to search for "http://" and the ending space character, then wrapped that link in the required < A H R E F = ...> tags. Here's the code:
```

bb temp: copy bb/9
bb_temp2: copy bb_temp
parse/all bb_temp [any [
thru "http://" copy link to " " (replace bb temp2
(rejoin [{http://} link]) (rejoin [
{ <a href="} {http://} link
            {" target=_blank>http://} link {</a> }]))
]
to end
]

```

Furthermore, I wanted to have line endings in the "other information" section automatically converted to HTML " < b r >"s, so that they display correctly on the web page. That's easy:
```

replace/all bb_temp newline " <br> "

```

My friend wanted a count displayed of the total number of members. That's also easy, with "length? bbs":
```

print rejoin [{<font size=5> Members: (} length? bbs {)</font></td>}]

```

I also added a "join now" link to the CGI page where users would be able to add themselves to the database (that page hasn't been created yet):
```

print {<td><a href="./add.cgi">Join Now</a></td></tr></table><BR>}

```

In order for users to edit/delete their info later, I needed to tag each displayed entry with a unique number to automatically select the appropriate block from the database. To do this, I added a counter variable to the foreach loop, and incremented it each time through the loop (counter: counter +1 ). Then I replaced the generic edit and delete links in the code above . . .
```

print rejoin [{<a href="./index.cgi?function=">edit | </a>}]

```
print rejoin [\{<a href="./index.cgi?function=">delete</a>\}]
... with links that contain the counter, and which can be deciphered by a CGI program as "get" data:
```

print rejoin [
{<a href="./index.cgi?function=edititemnumber&messagenumber=}
    counter {&Submit=Post+Message">edit | </a>}
]
print rejoin [
{<a href="./index.cgi?function=deleteitemnumber&messagenumber=}
    counter {&Submit=Post+Message">delete</a>}
]

```

Here's the script, as it stands so far:
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print read %header.html
bbs: load %bb.db
print [<center><table border=1 cellpadding=10 width=90%><tr><td>]
print-all: does [
print {<TABLE background="" border=0 cellPadding=0 cellSpacing=0
        height="100%" width="100%"><tr><td width = "600">}
print rejoin [{<font size=5> Members: (} length? bbs {)</font></td>}]
print {<td><a href="./add.cgi">Join Now</a></td></tr></table><BR>}
print [<hr>]
counter: 1
reverse bbs
foreach bb bbs [
print [<BR>]
if bb/1 <> "file uploaded" [
print rejoin ["Date/Time: " bb/2]
print "
print rejoin trim [
{<a href=
            "./index.cgi?function=edititemnumber&messagenumber=}
                    counter
                    {&Submit=Post+Message">edit | </a>}
]
print rejoin trim [
{<a href=
                    "./index.cgi?function=deleteitemnumber&messagenumber=}
                    counter
                    {&Submit=Post+Message">delete</a>}
]
print " "
print {
<TABLE background="" border=0 cellPadding=2
                    cellSpacing=2 height="100%" width="100%"><tr>
<td width = "600"><BR>
}
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Name: </FONT><strong>" bb/1 "</strong>"]
print [<BR>]
print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
"Address: </FONT><strong>" bb/3 "</strong>"]
print [<BR>]

```
```

            print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
            "Phone: </FONT><strong>" bb/4 "</strong>"]
            print [<BR>]
            print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
            "Email: </FONT><strong>"
            (replace/all (replace bb/5 "@" " at ") "." " dot ")
            "</strong>"
                ]
            print [<BR>]
            print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
            "Age: </FONT><strong>" bb/6 "</strong>"]
            print [<BR>]
            print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
            "Language: </FONT><strong>" bb/7 "</strong>"]
            print [<BR>]
            print rejoin [{<FONT FACE="Courier New, Courier, monospace">}
                "Height: </FONT><strong>" bb/8 "</strong>"]
            print [<BR><BR>]
        ]
    ; automatically convert line endings to HTML " <br>"
bb temp: copy bb/9
replace/all bb_temp newline " <br> "
bb_temp2: copy bb_temp
; automatically link any urls starting with http://
append bb temp " "
parse/all bb_temp [any [
thru "http://" copy link to " " (replace bb_temp2
(rejoin [{http://} link]) (rejoin [
{ <a href="} {http://} link
                {" target=_blank>http://} link {</a> }]))
]
to end
]
print </td>
print {<td width = "170" valign = "center">}
print bb/11 ; image link
print {</td></tr></table>}
print bb_temp2
print [<\overline{BR}><BR><HR}>
counter: counter + 1
]
print [</td></tr></td></tr></td></tr></table>]
]
print-all
print [</td></tr></table></center>]
print read %footer.html

```

The page above was saved as index.cgi, and serves as the main display page for the site. In order to ensure that a fresh copy of that page is always viewed by visitors, I also created the following index.html page that simply refreshes the index.cgi page. By using that index.html page as the primary link (and by making that HTML file the default page for the web site), visitors always automatically see a refreshed view of the member page, with any changes/updates that have been made:
```

<html>
<head>
<title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="O; URL=./index.cgi">
</head>
<body bgcolor="#FFFFFF">
</body>
</html>
```

Next, I needed to create a form for users to enter their member information. This was saved as add.cgi. The form posts any submitted information back to index.cgi.
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print read %header.html
print [<center><table border=1 cellpadding=10 width=90%><tr><td>]
print [<font size=5>" Add New Member Information:"</font>]
print " "
print " "
print " "
print [<hr>]
print [<FORM method="post" ACTION="./index.cgi">]
print [<br>" Your Name: " <br><input type=text size="60"
    name="username"><BR>]
print [<br>" Password (required to edit member info later): " <br>
<input type=text size="60" name="password"><BR>]
print [<br>" Address: " <br><input type=text size="60" name="address">
<BR>]
print [<br>" Phone: " <br><input type=text size="60" name="phone"><BR>]
print [<br>" Email: " <br><input type=text size="60" name="email"><BR>]
print [<br>" Age: " <br><input type=text size="60" name="age"><BR>]
print [<br>" Language: " <br><input type=text size="60" name="language">
<BR>]
print [<br>" Height: " <br><input type=text size="60" name="height"><BR>
<BR>]
print [" Other Information/Notes: " <br>]
print [<textarea name=otherinfo rows=5 cols=50></textarea><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Post New Member Info">]
print [</FORM>]
print [</td></tr></table></center>]
print read %footer.html

```

I integrated the following code into index.cgi, to read and add the info from the above form to the database:
```

; here's the default code used to read any data from an HTML form:
read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
]
"GET" [data: system/options/cgi/query-string]
]
data
]
submitted: decode-cgi read-cgi
; make sure at least a user name and password was entered:
if submitted/2 <> none [
if (submitted/2 = "") or (submitted/4 = "") [
print {
<strong>You must include at least
a name and password.</strong>
<br><br>Press the [BACK] button
in your browser to try again.
}
print [</td></tr></table></center>]
print read %footer.html

```
halt
]
; now create a new entry block to add to the database:
entry: copy []
append entry submitted/2 ; name
; the time on the server is 3 hours different then our local time:
append entry to-string (now \(+3: 00\) )
append entry submitted/6 ; address
append entry submitted/8 ; phone
append entry submitted/10 ; email
append entry submitted/12 ; age
append entry submitted/14 ; language
append entry submitted/16 ; height
append entry submitted/18 ; other info
append entry submitted/4 ; password
append/only entry [ \{<a href = "./default.jpg" target=_blank> <IMG align=baseline alt="" border= \(\overline{0}\) hspace=0 src="./default.jpg" width="160" height="120"></a>\}
]
; append the new entry to the database, and notify the user:
```

append/only tail bbs entry
save %bb.db bbs
print {<strong>New Member Added.</strong>
Click "Edit" to upload a photo.}
print [</td></tr></table></center>]
print read %footer.html
; now display the member page with the new info refreshed:
wait :00:04
refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./index.html"></head>
}
print refresh-me
quit

```

Now we can finish up the rest of the work in step 3 of our outline. The pseudo code in my outline reads "The pages where the users edit their information will be forms that display the information currently in the selected entry, without the password. When the user submits the new password and updated info, the CGI checks that the submitted password matches the existing password for that entry, and then replaces the old block with the new one, in the database text file". I've already created links in index.html to reference the "edititemnumber" (created earlier using a counter variable in the foreach loop of index.cgi). And we've already created the basic data entry form to add new users. So we can check for the edititemnumber, and fill the form with appropriate items from the database. In order to find and replace the original entry in the database, once the user has made changes, the original values also need to be submitted as additional hidden form fields, along with the user-editable values in the form's text fields. Here's what I came up with:
```

if submitted/2 = "edititemnumber" [
; pick the correct entry from the database, using the submitted
; counter variable from the "edit" link in index.cgi:
selected-block: pick bbs (
(length? bbs) - (to-integer submitted/4) + 1
)
print [<font size=5>" Edit Your Existing Member Information:"</font>]
print "
; here's a link we'll need for the section of the outline that
; enables image uploading:
print rejoin [
{<a href="./upload.cgi?name=} first selected-block
            {">Upload Image (Add or Change)</a><hr>}

```
```

]
print " "
print "<br><br>"
print {<strong><i>PASSWORD REQUIRED TO EDIT! </i></strong>
(Enter it in the field below.)}
print "<br><br>"
print [<FORM method="post" ACTION="./edit.cgi">]
print rejoin [
{<br> Your Name: <br>
<input type=text size="60" name="username" value="}
    first selected-block {"><BR>}
]
print [<br> <strong> " Member Password " </strong> "(same
as when you created the original account): " <br>
<input type=text size="60" name="password"><BR>
]
print rejoin [
{<br> Address: <br><input type=text size="60"
            name="address" value="}
        pick selected-block 3 {"><BR>}
]
print rejoin [
{<br> Phone: <br><input type=text size="60"
            name="phone" value="}
        pick selected-block 4 {"><BR>}
]
print rejoin [
{<br> Email: <br><input type=text size="60"
                name="email" value="}
        pick selected-block 5 {"><BR>}
]
print rejoin [
{<br> Age: <br><input type=text size="60"
        name="age" value="}
        pick selected-block 6 {"><BR>}
]
print rejoin [
{<br> Language: <br><input type=text size="60"
        name="language" value="}
        pick selected-block 7 {"><BR>}
]
print rejoin [
{<br> Height: <br><input type=text size="60"
            name="height" value="}
        pick selected-block 8 {"><BR><BR>}
]
print [" Other Information/Notes: " <br>]
print [<textarea name=otherinfo rows=5 cols=50>]
print [pick selected-block 9]
print [</textarea><BR><BR>]
print rejoin [
{<input type="hidden" name="original_username" value="}
            pick selected-block 1 {">}
]
print rejoin [
{<input type="hidden" name="original_date" value="}
        pick selected-block 2 {">}
]
print rejoin [
{<input type="hidden" name="original_address" value="}
            pick selected-block 3 {">}
]
print rejoin [
{<input type="hidden" name="original_phone" value="}
    pick selected-block 4 {">}
]
print rejoin [
{<input type="hidden" name="original_email" value="}

```
```

    pick selected-block 5 {">}
    ]
    print rejoin [
    {<input type="hidden" name="original_age" value="}
    pick selected-block 6 {">}
    ]
    print rejoin [
        {<input type="hidden" name="original_language" value="}
        pick selected-block 7 {">}
    ]
    print rejoin [
        {<input type="hidden" name="original_height" value="}
        pick selected-block 8 {">}
    ]
    print rejoin [
        {<input type="hidden" name="original_otherinfo" value="}
        pick selected-block 9 {">}
    ]
    print [<INPUT TYPE="SUBMIT" NAME="Submit"
        VALUE="Update Member Information">]
    print [</FORM>]
    print [</td></tr></table></center>]
    print read %footer.html
    quit
    ]

```

I added the above code to index.cgi. Notice that the above form points to edit.cgi, which actually does the work of checking the password and processing the changes in the database. It has all the standard header and read-cgi code, and then it uses a foreach loop to look for a database entry that has all the same data as that submitted by the hidden items in the form above, and checks the original password in that entry. In comparing the original password with that entered by the user, I also enabled an administrator password "blahblah". I also added the code to email users their password, in case they've forgotten it (just send the stored password to the email address contained in the database, for that entry):
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print read %header.html
bbs: load %bb.db
read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
]
"GET" [data: system/options/cgi/query-string]
]
data
]
submitted: construct decode-cgi read-cgi
; get password from the entry submitted:
foreach message bbs [
if all [
find message submitted/original_username
find message submitted/original-date
find message submitted/original_address
find message submitted/original_phone
find message submitted/original_email

```
```

        find message submitted/original_age
        find message submitted/original_language
        find message submitted/original_height
        find message submitted/original_otherinfo
    ] [read-pass: message/10]
    ]
; save the old block:
old-message: to-block reduce [
submitted/original_username
submitted/original_date
submitted/original_address
submitted/original_phone
submitted/original_email
submitted/original_age
submitted/original_language
submitted/original_height
submitted/original_otherinfo
read-pass
]
; so that the original pass is not replaced by "blahblah":
either submitted/password = "blahblah" [
entered-pass: read-pass
] [
entered-pass: submitted/password
]
; create the new entry for the database:
new-message: to-block reduce [
submitted/username
submitted/original_date
submitted/address
submitted/phone
submitted/email
submitted/age
submitted/language
submitted/height
submitted/otherinfo
entered-pass
]
; check the password, and replace:
if submitted/password <> "" [
either (
read-pass = submitted/password
) or (
submitted/password = "blahblah"
) [
foreach message bbs [replace message old-message new-message]
] [
print {
<strong>Forgot your member password?</strong> <br><br>
It's being emailed to the address for this entry, right now...
Wait for this page to refresh, then <strong>check your email!
</strong>
}
print read %footer.html
wait 3
set-net [user@website.com smtp.website.com]
send (to-email submitted/original_email) (to-string rejoin [
"Forgot your member password?" newline newline
trim {Someone was editing an entry with this email address,
but the incorrect password was used. Here is the correct

```
```

                password, in case you've forgotten:}
            newline newline read-pass
        ])
        ]
    ]
save %bb.db bbs
; diplay the edited results on the main user page:
refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="O; URL=./index.cgi"></head>
}
print refresh-me
print read %footer.html

```

Here, I decided to add the backup code. What I did was create a folder for all previous versions of the database text file to be saved as backups. Then I created a text file that contained the number of the current backup file (to start out, that text file just contained the number 1). Then, I incremented that number and saved it back to that number file. And finally, I saved a copy of the current database to a text file with the current backup number appended to the filename. This code went right before bb.db was saved in the CGI above:
```

backup-num: load %backup-num.txt
backup-num: backup-num + 1
write %backup-num.txt backup-num
filename: to-file rejoin ["./backup/bb-" (to-string backup-num) ".txt"]
save filename bbs

```

The following code is basically a simpler version of the editing code above, which allows users to delete an entry. All that's needed in this case is the username and password. All the other info is passed along to delete.cgi as hidden fields. This code gets added to index.cgi:
```

if submitted/2 = "deleteitemnumber" [
selected-block: pick bbs (
(length? bbs) - (to-integer submitted/4) + 1
)
print [<font size=5>" Delete An Existing Member Account:"</font><hr>]
print [<FORM method="post" ACTION="./delete.cgi">]
print rejoin [
{<br> Your Name: <br>
<input type=text size="60" name="username" value="}
        first selected-block {"><BR>}
]
print [<br>" Member Password (
same as when you created the original account): "
<br><input type=text size="60" name="password"><BR><BR>
]
print rejoin [
{<input type="hidden" name="original_username" value="}
        pick selected-block 1 {">}
]
print rejoin [
{<input type="hidden" name="original_date" value="}
        pick selected-block 2 {">}
]
print rejoin [
{<input type="hidden" name="original_address" value="}
        pick selected-block 3 {">}
]
print rejoin [
{<input type="hidden" name="original_phone" value="}
            pick selected-block 4 {">}

```
```

    ]
    print rejoin [
        {<input type="hidden" name="original_email" value="}
        pick selected-block 5 {">}
    ]
    print rejoin [
        {<input type="hidden" name="original_age" value="}
        pick selected-block 6 {">}
    ]
    print rejoin [
        {<input type="hidden" name="original_language" value="}
        pick selected-block 7 {">}
    ]
    print rejoin [
        {<input type="hidden" name="original_height" value="}
        pick selected-block 8 {">}
    ]
    print rejoin [
    {<input type="hidden" name="original_otherinfo" value="}
    pick selected-block 9 {">}
    ]
    print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Delete Member Info">]
    print [</FORM>]
    print [</td></tr></table></center>]
    print read %footer.html
    quit
    ```
]

Here's the code for delete.cgi, which the above form points to, and which does the actual work of deleting the selected block from the database (it's basically a variation of the edit.cgi script above):
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print read %header.html
bbs: load %bb.db
read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
]
"GET" [data: system/options/cgi/query-string]
]
data
]
submitted: construct decode-cgi read-cgi

```
foreach message bbs [
    if all [
        find message submitted/original_username
        find message submitted/original_date
        find message submitted/original_address
        find message submitted/original_phone
        find message submitted/original_email
        find message submitted/original_age
        find message submitted/original_language
        find message submitted/original_height
        find message submitted/original_otherinfo
    ] [read-pass: message/10]
```

old-message: to-block reduce [
submitted/original_username
submitted/original_date
submitted/original-address
submitted/original_phone
submitted/original_email
submitted/original_age
submitted/original_language
submitted/original_height
submitted/original_otherinfo
read-pass
]
if submitted/password <> "" [
if (
read-pass = submitted/password
) or (
submitted/password = "blahblah"
) [
backup-num: load %backup-num.txt
backup-num: backup-num + 1
write %backup-num.txt backup-num
filename: to-file rejoin [
"./backup/bb-" (to-string backup-num) ".txt"
]
save filename bbs
foreach message bbs [replace message old-message ""]
]
]
remove-each message bbs [
any [
message = [""]
(all [
message/1 = "" message/2 = "" message/3 = "" message/4 = ""
message/5 = "" message/6 = "" message/7 = "" message/8 = ""
message/9 = ""
]
)
]
]
save %bb.db bbs
refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="O; URL=./index.cgi"></head>
}
print refresh-me
print read %footer.html

```

Creating the image upload page for step \#4 in our outline was a bit of a challenge. That's because REBOL has no built-in way to accept binary data from HTML forms (images, in this case), called "form-multipart" data. I searched the mailing list and quickly found a solution at http://www.rebol.org/cgi-bin/cgiwrap/rebol/ml-display-thread.r?m=rmIKVSQ. Andreas Bolka's "decode-multipart-form-data" did exactly what I needed. That function converts the data entered by a user, as well as the files they choose and upload from their hard drive, into a friendly and easy to use REBOL object.
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL [Title: "HTTP File Upload"]
print "content-type: text/html^/"
print read %header.html

```
```

read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
]
"GET" [data: system/options/cgi/query-string]
]
data
]
; here's Andreas's magic function to read form/multipart data:
decode-multipart-form-data: func [
p-content-type
p-post-data
/local list ct bd delim-beg delim-end non-cr non-lf non-crlf mime-part
] [
list: copy []
if not found? find p-content-type "multipart/form-data" [return list]
ct: copy p-content-type
bd: join "--" copy find/tail ct "boundary="
delim-beg: join bd crlf
delim-end: join crlf bd
non-cr: complement charset reduce [ cr ]
non-lf: complement charset reduce [ newline ]
non-crlf: [ non-cr | cr non-lf ]
mime-part: [
( ct-dispo: content: none ct-type: "text/plain" )
delim-beg ; mime-part start delimiter
"content-disposition: " copy ct-dispo any non-crlf crlf
opt [ "content-type: " copy ct-type any non-crlf crlf ]
crlf ; content delimiter
copy content
to delim-end crlf ; mime-part end delimiter
( handle-mime-part ct-dispo ct-type content )
]
handle-mime-part: func [
p-ct-dispo
p-ct-type
p-content
/local tmp name value val-p
] [
p-ct-dispo: parse p-ct-dispo {;="}
name: to-set-word (select p-ct-dispo "name")
either (none? tmp: select p-ct-dispo "filename")
and (found? find p-ct-type "text/plain") [
value: content
] [
value: make object! [
filename: copy tmp
type: copy p-ct-type
content: either none? p-content [none] [copy p-content]
]
]
either val-p: find list name
[change/only next val-p compose [(first next val-p) (value)]]
[ append list compose [ (to-set-word name) (value) ] ]
]

```
```

    use [ ct-dispo ct-type content ] [
        parse/all p-post-data [ some mime-part "--" crlf ]
    ]
    list
    ]
; now we can put the uploaded binary, and all the text entered by the
; user via the HTML form, into a REBOL object. we can refer to the
; uploaded photo using the syntax: cgi-object/photo/content
post-data: read-cgi
cgi-object: construct decode-multipart-form-data (
system/options/cgi/content-type copy post-data
)
; I created a "./files" subdirectory to hold these images. Now
; write the file to the web server using the original filename,
; but without any Windows path characters, and notify the user:
adjusted-filename: copy cgi-object/photo/filename
adjusted-filename: replace/all adjusted-filename "/" "-"
adjusted-filename: replace/all adjusted-filename "\" "-"
adjusted-filename: replace/all adjusted-filename " " "_"
adjusted-filename: replace/all adjusted-filename ":" "_"
adjusted-filename: to-file rejoin ["./files/" adjusted-filename]
write/binary adjusted-filename cgi-object/photo/content
print [<strong>]
print {Upload Complete. }
print [</strong>]
print [<br><br>]
; now add an HTML link to this file, to the database:
bbs: load %bb.db
entry: copy []
link-added: rejoin [
{<a href = "} to-string adjusted-filename {" target=_blank>}
{<IMG align=baseline alt="" border=0 hspace=0 src="}
    to-string adjusted-filename
    {" width="160" height="120">} </a>
] ; display image inline
append entry link-added
foreach message bbs [
if (all [
cgi-object/username = message/1
cgi-object/password = message/10
]) [
if ((length? message) < 11) [append message ""]
message/11: entry
]
]
save %bb.db bbs
; show additions by refreshing the index.cgi page:
refresh-me: {
<head><title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="O; URL=./index.cgi"></head>
}
print refresh-me
print read %footer.html

```

The last step in the outline was easy. I just used the code from the previous case study (the password protected CGI text editor), and pointed it to the database text file. I also looped through the backup directory and printed links to each of the files in that directory, so that any of the previous backup files could be easily
copied and pasted into the editor, to revert the database to a previous state.
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Edit Database!!!"</TITLE></HEAD><BODY>]
read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
]
"GET" [data: system/options/cgi/query-string]
]
data
]
submitted: decode-cgi read-cgi
; if schedule.txt has been edited and submitted:
if ((submitted/2 = "save") or (submitted/2 = "save")) [
; save newly edited schedule:
write %./bb.db submitted/4
print ["Database Saved."]
; print {<META HTTP-EQUIV="REFRESH" CONTENT="0; URL=./bb.db">}
quit
]
; if user is just opening page (i.e., no data has been submitted
; yet), request user/pass:
if ((submitted/2 = none) or (submitted/4 = none)) [
print [<strong>"W A R N I N G - Private Server, Login Required:"
</strong><BR><BR>]
print [<FORM ACTION="./editor.cgi">]
print [" Username: " <input type=text size="50" name="name"><BR><BR>]
print [" Password: " <input type=text size="50" name="pass"><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
quit
]
; check user/pass, end if incorrect:
response: false
if ((submitted/2 = "username") and (submitted/4 = "password")) [
response: true
]
if response = false [print "Incorrect Username/Password." quit]
; if user/pass is ok, go on (backup before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
schedule_text: read %./bb.db
write to-file rejoin [
"./backup/" now/date "_" cur-time ".txt"
] schedule_text
; here's the form that lets the user edit the text:
print [<center>]

```
```

print [<strong>"Be sure to click [SUBMIT] when done:"</strong><BR><BR>]
print [<strong>"(This will OVERWRIGHT the current database!)"</strong>
<BR><BR>]
print [<FORM method="post" ACTION="./editor.cgi">]
print [<INPUT TYPE=hidden NAME=submit confirm VALUE="save">]
print [<textarea cols="100" rows="25" name="contents">]
print [schedule_text]
print [</textarea><BR><BR>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
print [</center>]
print {<br><br><br><br><br><br><br><br><hr>}
; here's a linked listing of all the backup files available for
; copy/paste:
foreach file (read %./backup/) [
print rejoin [
{<a href="./backup/} file {" target=_blank>} file {</a> }]
]
print [</BODY></HTML>]

```

That's it - the web site and all its features are complete! You can see a live demo at http://guitarz.org/tester and download the complete set of scripts in this case study at http://guitarz.org/tester/member_board.zip.

\subsection*{10.12 Case 12-A CGI Event Calendar}

My friend liked the system above so much that we adapted it for use as an online classifieds page and also as an event calendar listing on the same web site. For the calendar, we just changed the database fields to: Event, Date/Time, Location, Contact Name, Contact Phone, Contact Email, Requirements. Links and display text such as "Join Now" were simply changed to "Enter A New Event", etc.

The calendar was in use for quite a while and functioning beautifully, when my friend asked if I could create an event page that actually looked like a normal calendar display, instead of just a list of events. Ok, so here's how I broke down the basic creative process:
1. Design an HTML page that looks like a calendar. My guiding thought was that the CGI program which printed this page would include a loop that runs through the days of the current month, and prints HTML table rows and cells for each numbered day, one row per group of days SundaySaturday.
2. For each day of the month printed in the table above, search through the database for dates that match the current table cell being printed, and then print the event description (first item in the block for that event), with a link to the event listing page.

As always, I began the process by looking for some existing code that may be useful in my design (it's always a good idea to avoid reinventing the wheel). My work was immediately made easy, when I searched for "calendar" at rebol.org. I quickly found the HTML calendar by Bohdan Lechnowsky, which prints out an HTML calendar display for the current month. It uses a table design created by loops, much like I had imagined. I read through Bohdan's code, made some comments as to what each section accomplished, and made some changes to the design of the tables so that the calendar stretched to fit the entire page of the browser. I also wrote a line of code to visually highlight the current day (so that today's date is always printed in a unique color). You can see the original code at the link above, and here are my tweaks and comments:
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print {<HTML><HEAD><TITLE>Event Calendar</TITLE></HEAD><BODY>}
; print month + year header:
date: now/date
html: copy rejoin [
{<CENTER><TABLE border=1 valign=middle width=99% height=99%>
<TR><TD colspan=7 align=center height=8%><FONT size=5>}

```
```

    pick system/locale/months date/month { } date/year
    {</FONT></TD></TR><TR>}
    ]
; print days header:
days: ["Sun" "Mon" "Tue" "Wed" "Thu" "Fri" "Sat"]
foreach day days [
append html rejoin [
{<TD bgcolor="#206080" align=center width=10% height=5%>
<FONT face="courier new,courier" color="FFFFFF" size="+1">}
day
{</FONT></TD>}
]
]
append html {</TR><TR>}
; print non-month days at the begining of month in gray:
sdate: date sdate/day: 0
loop sdate/weekday // 7 + 1 [append html {<TD bgcolor=gray></TD>}]
; print every other day, with the current day in a unique color:
while [sdate/day: sdate/day + 1 sdate/month = date/month][
append html rejoin [
{<TD bgcolor="\#}
; I ADDED THIS CODE TO VISUALLY HIGHLIGHT THE CURRENT DAY:
either date/day = sdate/day ["AA9060"]["FFFFFF"]
{" height=14% valign=top>} sdate/day
{</TD>}
]
if sdate/weekday = 6 [append HTML {</TR><TR>}]
]
; print non-month days at the end of month in gray:
loop 7 - sdate/weekday [append html rejoin [{<TD bgcolor=gray></TD>}]]
; finish and print:
append html {</TR></TABLE></CENTER></BODY></HTML>}
print html

```

With step 1 in my outline done, I completed the second and last step by adding the code below. It was really simple. First, I created a variable called "event-labels" which would hold any events in the database that occurred on a given day. I put this inside Bohdan's while loop, which ran through each day of the month and printed the calendar table cells for each separate day). I used a foreach loop to compare each date found in the database to the current date being added to the calendar. If there's a match, "event-labels" is rejoined with the first item in the event entry (the description of the event), and linked to the event display. The string of text in event-labels is then later printed into the table, within the current day's cell.
```

while [sdate/day: sdate/day + 1 sdate/month = date/month][
event-labels: {}
foreach entry bbs [
date-in-entry: 1-Jan-1001
attempt [date-in-entry: (to-date entry/3)]
if (date-in-entry = sdate) [
event-labels: rejoin [
{<font size=1>}
event-labels
"<strong><br><br>"
{<a href="http://website.com/path/calendar">}
entry/1
{</a>}
"</strong>"

```
                \{</font>\}
        ]
        ]

That's it! Here's the whole script:
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print {<HTML><HEAD><TITLE>Event Calendar</TITLE></HEAD><BODY>}
bbs: load %bb.db
date: now/date
html: copy rejoin [
{<CENTER><TABLE border=1 valign=middle width=99% height=99%>
<TR><TD colspan=7 align=center height=8%><FONT size=5>}
pick system/locale/months date/month { } date/year
{</FONT></TD></TR><TR>}
]
days: ["Sun" "Mon" "Tue" "Wed" "Thu" "Fri" "Sat"]
foreach day days [
append html rejoin [
{<TD bgcolor="#206080" align=center width=10% height=5%>
<FONT face="courier new,courier" color="FFFFFF" size="+1">}
day
{</FONT></TD>}
]
]
append html {</TR><TR>}
sdate: date sdate/day: 0
loop sdate/weekday // 7 + 1 [append html {<TD bgcolor=gray></TD>}]
while [sdate/day: sdate/day + 1 sdate/month = date/month][
event-labels: {}
foreach entry bbs [
date-in-entry: 1-Jan-1001
attempt [date-in-entry: (to-date entry/3)]
if (date-in-entry = sdate) [
event-labels: rejoin [
{<font size=1>}
event-labels
"<strong><br><br>"
{<a href="http://website.com/path/calendar">}
entry/1
{</a>}
"</strong>"
{</font>}
]
]
]
append html rejoin [
{<TD bgcolor="\#}
either date/day = sdate/day ["AA9060"]["FFFFFF"]
; HERE, THE EVENTS ARE PRINTED IN THE APPROPRIATE DAY:
{" height=14% valign=top>} sdate/day event-labels
{</TD>}
]
if sdate/weekday = 6 [append html {</TR><TR>}]
]
loop 7 - sdate/weekday [append html rejoin [{<TD bgcolor=gray></TD>}]]
append html {</TR></TABLE></CENTER></BODY></HTML>}

```
```

print html

```

\subsection*{10.13 Case 13 - Ski Game, Snake Game, and Space Invaders Shootup}

The Textris project was entertaining and educational, so I'm motivated to create another simple game. For this case study, I wanted to create a game that demonstrated more graphic techniques, instead of using text. I found a nice game tutorial at http://gm2d.com/2009/02/simple-flash-game-in-haxe. That game was written in another programming language, but does provide a nice example to emulate in REBOL.

In the Ski Game, the player is represented by a graphic that can be moved side to side across the top of the screen. Randomly placed tree images scroll up the screen, into the path of the skier. The goal is to avoid hitting trees for as long as possible. The longer the skier stays alive, the higher the score.

I began thinking through a plan of attack with this outline:
1. First, l'll need some images to use in the game. The tutorial link above contains open source graphics. l'll use the binary resouce embedder provided earlier in this tutorial to import and use those graphics in the code of this game.
2. I'll need to build a screen full of scrolling trees. To do that, here's some pseudo code, and a description of my imagined code outline: I'll create a graphical playing area using a 'draw' block on a 'view layout' window. To create a set of trees at various locations, I'll use a 'for' loop and the 'random' function to build up a block of the necessary enumerated coordinate positions, image data, etc. To move the trees, l'll use 'feel engage' on the draw block. Whenever a given amount of time has passed (some milliseconds, tested with a 'time' action in the engage loop), l'll increment the coordinate position of every tree, and increment the score. The majority of the program will run in this timer loop, so that the trees continuously move up the screen. If any of the trees reach the top of the screen, l'll remove them from the draw block, and replace them with new ones at random horizontal positions at the bottom of the screen. That will give the appearance of an endless hill of scrolling trees, and a continually counted score.
3. I'll need a player graphic. Side to side movement of that graphic needs to be controlled by the player, either via key strokes or mouse movements. I can either check for 'key actions in the engage loop above, or continuously check mouse position using the 'all-over' view feel option. If a movement left is detected, display a left facing skier graphic and update his position 1 pixel to the left (currentposition \(-1 \times 0\) ). If a movement right is detected, display a right facing graphic and update his right position 1 pixel to the right.
4. I'll need to check for collisions and end the game if the skier hits a tree. That'll involve comparing the positions of the skier graphic with those of all the tree graphics, in every iteration of the timer loop above.

For step one, I used Windows Paint to modify the right and left facing skier images that I found at the web site above. I created my own tree graphic by editing a simple line drawing found with Google. Using the binary resouce embedder from earlier in this tutorial, I converted those images to the following REBOL code:
```

tree: load to-binary decompress 64\#{
eJzt18sNwjAQBFDTBSVw5EQBnLjQE1XRngmBQEj8Wa/3M4oYOZKBKHkaWwTO1/sh
jDkNx3N6HI7LcOzCfnz/9v5cMnEai7lj4mokT9C7XczUsrhvGSku6RkgDIbHAEPO
2EiIMBdMDuaOWZCSL91bQvCsSY4MHE9umXz7ydVi3xgltYvEKboexzVSlpTa614d
NonpUauIv176dX0ZTRgJlVgzN125A3gkGwld1bkrNFqqedQfEI02AU9PjDeMpac/
ShKeTXylROqCImlXRFd9zkQoh4tp+GpqlSTnLnum4HTEzK/gjpmTpDxSASlHFqYU
EE/8nddG9n+9LIm8t90eIEra2JZWDRSG4VEioa0UFCZFqv/aMQh2Rf790EnGgcJU
SVAer0Bhcp7/epVJvkHzBHjPfz+XSe6BwryC5gmQno3mAY3tpba2KAAA
}
skier-left: load to-binary decompress 64\#{
eJyNOU8Og2EcB/DvNrz+E5fJZSmRf9Ej76h3Ne1AIspyMQflpJDFU/KO1cQmSnGa
A3PYkvInB3kvuyzlgJolh+fCRUq5iBvP8+5lTvKrX33ep+/zp9/b2Tthhl6zvGt5
W3nX8TYhS1//MOGnSjNEa/AUxdOUVQ3raL9IYbBvA2OBI9Q0DqB6fAujl08Yi97D
Hr3F5EQYSss2OrrWEFO5xB+VO5Vx/skvnxmQbDCFvxcjMJ/b0s6LAZXGA300ZtTt
pW3WbJmDeMC8a1gE9o3bTBFI9YvGhrOKSueyEQpu9ri60vQFXFqPMx1K+sNWrdOh
73Y/uMr85fKdcIrJ0z6vxSfsYV5KCU2JEPNIlD9dFZ65AfXwD+HsKdAZiiLdqtvt
Hh65E5ZklTGmDvWLgxxKkjAivwt7XxhJEvIsrCY8ikLs0Tj3yGeCKaQtdsX9fv3G
N1jCJdyv841HJkNriiM7Li290IDV0jcU8kuIHaiPLEDEsG9DQYxiQTi0A8sBpEvh
OT65GmBYH9Jx5nf8TFFUFf5zX2hFdG1uAgAA
}
skier-right: load to-binary decompress 64\#{

```
eJxz8s1jYgCDMiDWAGIJINYCYkYGFrD4D0YGOBBAMBn4++Yz6HjVMSgY1oP5gWdu M/gHTmCwNutlKJ2616F03VUGp3XnGGo+/mGILVnMoFkwhaHm7GcGz 4m7GbABFwST eQWSNXMQbM+3DAwlULbmEgaWXih75QUGzvkQJstMBwbPRRA2L1D5yS8QNudioNQF qNYPDExAZRCtDg78c6Fa7wZK3Ycq94003L1fAcLWigpctUsZzHTSj5Jd+l7NAKS6 3HnXk6jHSiBF7sUmxi7Gl9VAZrqVOxsZuTirg8TTSOqAQs5FIPFOBhYXFkgog/zg 7gJlq5SXpaWVF4091ZKuXl6eV14AZLIfKS82LzYuB2nlOFxWX15ubA6ytm1KWU65 cXExkM1091NNR3q5eTFQPYfHE7YT6cXlJgcYGI7cPMAOMtKhgcH9wE8FBuPycgOG BoYKtl80DL4gjccY2HSAfr4BVMvgAwyazwwsXSA7ORgY2BQYeH+Cw+sAKPo5wEHj kQAO/GZwIIHDgc0AaxQSBAAFOXD7bgIAAA== \}

For all the rest of the steps in my initial outline, I organized my pseudo code thoughts into a general code outline. Since this program is all about a visual interface and event handling, I could use a very basic graphic and event handling code structure to begin filling out. Here's a simple skeleton:
```

; (Include the above graphic code here)
; Define some variables to start with (i.e., initial score = 0, etc).
; Create a "board" block to hold image information for all graphics
; to be display on screen. Skier image should be first, then the trees.
; Use a "for" loop to create the data:
for i 1 20 1 [
; Add tree image data to the block described above. Use the "random"
; function to come up with 20 random coordinate locations.
]
; Here's a basic screen layout structure with draw block, timer and
; key action detection, and the outline ideas above written into the
; appropriate areas of code:
view layout [
scrn: box effect [draw board] rate 0 feel [
engage: func [f a e] [
if a = 'key [
; Move skier graphic left-right
]
if a = 'time [
; Scroll the tree graphics upward.
; Remove any trees that go past the top of the screen.
; Replace removed trees with new trees at the bottom
; of the screen.
; Check for collisions and end the game if skier hits
; a tree.
; Update the score.
]
]
]
; Display a score in the GUI using some sort of text widget
]

```

Next, I fleshed out the code structure above with more detailed thoughts about how to accomplish everything in the initial descriptive outline. No actual code yet - just thoughts about how to accomplish each of the outline ideas, in the appropriate areas of the code structure. Here are my thoughts:
```

; (Include the above graphic code here)
; Define some variables to start with:
; I need to generate some random position coordinates. Prepare (seed)
; the 'random function.
; All the items on the screen will be kept in a block (I'll call it

```
```

"board"). Start with the code needed to display the skier image
in a draw block. The block should contain the following info for
each image:
[
the draw function 'image',
the coordinate position of the graphic,
the actual binary image data,
the transparency color (black), so the edges of the images
don't appear square (i.e., so the black outer frame corners of
the image file disappear by blending into the background).
]
; Now add twenty trees to the above block, to appear at random places
; on the screen:
for i 1 20 1 [
; Assign a random coordinate to the variable 'pos', within the
; bounds of the playing screen.
; Shift every image position down 300 pixels, so the user
; has a moment to see them coming, and to get situated at the
; beginning of the game.
; Put each image into the "board" block described above.
]
; We now have a block of images that can be displayed on screen
; using 'draw' (see the '2D Drawing, Graphics, and Animation'
; section earlier in this tutorial).
; Center the GUI window, and get rid of the standard 20 pixel
; gray padding around the edges ('layout/tight'):
view center-face layout/tight [
; Set the color of the screen white like snow, and set the
; size of the playing area:
scrn: box white 600x440 effect [draw board] rate 0 feel [
engage: func [f a e] [
if a = 'key [
if e/key = 'right [
; The second item in the block created above will
; be the position coordinate of the skier graphic.
; If the right arrow key has been pressed, add 5
; to the horizontal portion of that position
; coordinate.
; The third item in the graphic block is the
; actual graphic data used to display the skier.
; If the right arrow key has been pressed, that
; data should be replaced with the right facing
; skier graphic.
]
if e/key = 'left [
; Same as the section above, but for the left key.
]
; Now that the data block has been updated with position
; and graphics alterations, show them on screen:

```
```

    show scrn
    ]
if a = 'time [

```
; Everything in this block happens each time a timer ; action is detected in the feel block of the draw ; function above (currently, the rate is set to 0 ; seconds, so all this code just keeps looping).
; First, move the trees up 5 pixels each.
; I'm going to need to deal with every item in the ; graphic block, sometimes removing and adding items.
; To make the whole process easier, I'm going to build a new copy of the changed block from scratch.
; I'll loop through each item in the existing block and check for the pair items (remember, there are 4 items for each image ('image, coordinate pos, graphic data, and transparency color)). Remember also that ; the first graphic in the block is the skier character. ; When working with tree graphics, we want to be sure to skip over the first four items in the block:

\section*{foreach item board [}
; Looping through the existing graphic block, ; subtract \(0 \times 5\) from each tree's position (move each ; one up 5 pixels). Append those new coordinate ; positions, along with every other item, in order, ; into the new block: either all [
; If the item is a coordinate,
; and we're not dealing with the first 4 items:

\section*{] [}
; Add the new coordinate position ; (old position + 5) to the new block.
; Otherwise, add all other items to the new block, ; as is (i.e., we're not changing the image or ; transparency data).
]
; If the newly added coordinate is higher than the ; top of the screen, remove all 4 of its items from ; the new block (i.e., remove the tree graphic from ; the game).
; Now copy the new block back to the "board" variable.
; If any tree graphics have been removed from the top
; of the screen, replace them with new graphic
; data in the block. We can check for removals by
; looking at the length of the data block. It should
; be 84 items long ( 1 skier +20 trees \(=21 * 4\), or 84
items long). Coordinates of the new trees should be at random horizontal locations along the bottom of
; the screen (i.e., somewhere along (random) \(x 440\) pixels).
; Append the new graphic data to the "board" block.
```

Collision Detection:
Check to see if skier position is within range of ANY
tree position. Use a foreach loop to make
comparisons. To ensure we're not detecting the
skier colliding with himself, use a copy of the board
without the first 4 items. To check if images are
touching, we need to consider the sizes and shapes of
both the tree and skier graphics. I came up with the
following measurements: If the top left corner of the
skier image is within -40 and +15 horizontal pixels and
5 to }30\mathrm{ vertical pixel, they will be touching.
This is an imperfect estimate that I came up with after
some trial and error eyeballing the images, which
considers the fact that we're starting calculations
from the top left corner of each differently sized
square image file.
The calculation should check to see if horizontal
skier_position - horizontal tree_position is within
that range of pixels.
; I'll build a new block of data to perform the
comparison, which has the skier items removed:
collision-board: remove/part (copy board) 4
foreach item collision-board [
if (type? item) = pair! [
if all [
; "item/1" and "item/2" refer respectively to
; horizontal and vertical components of the
; tree coordinate being checked (the x and y
; values in the coordinate). "board/2/1" and
; "board/2/2" refer to the position of the
; skier graphic (remember, the skier's
; current position is always the second item
; in the block). The calculations in this
; section will check the ranges described
; above.
] [
If the above calculations evaluate to true,
alert the user and end the game.
]
]
]
; Every time through the loop, increase and update the
score display.
; Put the text label "Score:" at the top left corner of the screen.
; The game score updated in the code above can just be contained in
; another text widget. Assign that widget the word label "score".
; To make 'key actions work in the engage code above, the following
; stock line needs to be added to the layout:

```
            ]
        ]
    ]
    do [focus scrn]
]

Finally, I filled in the pseudo code outline above with actual working code that completed each pseudo code thought:
```

; (Include the above graphic code here)
; Define some variables to start with:
the-score: 0

```
; I need to generate some random position coordinates. The following
; line is stock REBOL code to ensure that numbers are actually random:
random/seed now
; All the items on the screen will be kept in a block.
; Start with the code needed to display the skier image
; in a draw block (black is the transparent color):
board: reduce ['image \(300 \times 20\) skier-right black]
; Now add twenty trees to the above block, to appear at random places
; on the screen:
```

for i 1 20 1 [

```
    ; Assign a random coordinate to the variable 'pos', within the
    ; bounds of the playing screen:
    pos: random 600x540
    ; Shift every image position down 300 pixels, so the user
    ; has a second to see them coming, and to get situated at the
    ; beginning of the game:
    pos: pos \(+0 \times 300\)
    ; Put each image into the block above:
    append board reduce ['image pos tree black]
]
; We now have a block of images that can be displayed on screen
; using 'draw' (see the '2D Drawing, Graphics, and Animation'
; section earlier in this tutorial).
; Center the GUI window, and get rid of the standard 20 pixel
; gray padding around the edges ('layout/tight'):
view center-face layout/tight [
    ; Set the color of the screen white like snow, and set the
    ; size of the playing area:
    scrn: box white \(600 \times 440\) effect [draw board] rate 0 feel [
        engage: func [f a e] [
            if \(a=\) 'key [
            if e/key = 'right [
                ; The second item in the block created above is
                ; the position coordinate of the skier graphic.
                ; If the right arrow key has been pressed, add 5
                ; to the horizontal portion of that position
                ; coordinate:
                board/2: board/2 + 5x0
                    ; The second item in the graphic block is the
                ; actual graphic data used to display the skier.
                ; If the right arrow key has been pressed, that
                ; data should be replaced with th right facing
```

    ; skier graphic:
    board/3: skier-right
    ]
    if e/key = 'left [
        ; Same as the section above, but for the left key:
            board/2: board/2 - 5x0
            board/3: skier-left
    ]
    ; Now that the data block has been updated with position
    ; and graphics alterations, show them on screen:
    show scrn
    ]
if a = 'time [
; Everything in this block happens each time a timer
; action is detected in the feel block of the draw
; function (currently, the rate is set to O seconds,
; so this code all just keeps looping).
; First, move the trees up 5 pixels each.
; I'm going to need to deal with every item in the
; graphic block, sometimes removing and adding items.
; To make the whole process easier, I'm going to
; build a new copy of the changed block from scratch:
new-board: copy []
; Now I'll loop through each item in the existing block
; and check for the pair items (remember, there are 4
; items for each image ('image, coordinate pos, graphic
; data, and transparency color)). Remember also that
; the first graphic in the block is the skier character.
; When working with tree graphics, we want to be sure to
skip over the first four items in the block:
foreach item board [
; Looping through the existing graphic block,
; subtract 0x5 from each tree's position (move each
; one up 5 pixels). Append those new coordinate
; positions, along with every item, in order, into
; the new block:
either all [
; If the item is a coordinate:
((type? item) = pair!)
; and we're not dealing with the first 4 items:
; (after we're done with this loop, 4 items will
; have been added to the new block):
((length? new-board) > 4)
] [
; Add the moved up position to the new block:
append new-board (item - 0x5)
] [
; Add all other items to the new block:

```
```

    append new-board item
    ]
    ; If the newly added coordinate is higher than the
    ; top of the screen, remove all 4 of its items from
    ; the new block (i.e., remove the tree graphic from
    ; the game):
    coord: first back back (tail new-board)
    if ((type? coord) = pair!) [
        if ((second coord) < -60) [
            remove back tail new-board
            remove back tail new-board
            remove back tail new-board
            remove back tail new-board
        ]
    ]
    ]
; Now copy the new block back to the "board" variable:
board: copy new-board
; If any tree graphics have been removed from the top
of the screen, replace them in the with new graphic
; data in the block. We can check for removals by
looking at the length of the data block. It should
be 84 items long (1 skier + 20 trees = 21*4, or 84
items long). Coordinates of the new trees should be
at random horizontal locations along the bottom of
; the screen (i.e., somewhere along (random) x440 pixels):
; Append the new graphic to the screen:
if (length? new-board) < 84 [
column: random 600
pos: to-pair rejoin [column "x" 440]
append board reduce ['image pos tree black]
]
; Collision Detection:
Check to see if skier position is within range of ANY
tree position. Use a foreach loop to make
comparisons. To make ensure you're not detecting the
skier colliding with himself, use a copy of the board
without the first 4 items. To check if images are
touching, we need to consider the sizes and shapes of
both the tree and skier graphics. I came up with the
following measurements: If the top left corner of the
skier image is within -40 and +15 horizontal pixels and
5 to }30\mathrm{ vertical pixel, they will be touching.
This is an imperfect estimate that I came up with some
trial and error eyeballing of the images, and which
considers the fact that we're starting the calculations
from the top left corner of each differently sized
image.
The calculation should check to see if horizontal
skier_position - horizontal tree_position is within
that range of pixels.
collision-board: remove/part (copy board) 4
foreach item collision-board [
if (type? item) = pair! [
if all [
; "item/1" and "item/2" refer respectively to

```
```

                    ; tree coordinate being checked (the x and y
                    ; values in the coordinate). "board/2/1" and
                    ; "board/2/2" refer to the position of the
                    ; skier graphic (remember, the skier's
                    ; current position is always the second item
                    ; in the block). The calculations below
                    ; check the ranges described above:
                    ((item/1 - board/2/1) < 15)
                    ((item/1 - board/2/1) > -40)
                    ((board/2/2 - item/2) < 30)
                    ((board/2/2 - item/2) > 5)
            ] [
                    ; Alert the user and end the game:
                    alert "Ouch - you hit a tree!"
                    alert rejoin ["Final Score: " the-score]
                    quit
                    ]
            ]
        ]
            ; Every time through the loop, increase and update the
            ; score display:
                the-score: the-score + 1
                score/text: to-string the-score
                show scrn
        ]
        ]
    ]
    ; Put the word "Score:" at the top left corner of the screen:
    origin across h2 "Score:"
    ; Here's the game score text which is updated in the code above,
    ; It's just a text header widget, assign the word label "score":
    score: h2 bold "000000"
; To make 'key actions work in the engage code above, the following
; stock line needs to be added to the layout:
do [focus scrn]

```
]

Here's the final game, with comments removed:
REBOL [title: "Ski Game"]
tree: load to-binary decompress 64\#\{
eJzt18sNwjAQBFDTBSVw5EQBnLjQE1XRngmBQEj8Wa/3M4oYOZKBKHkaWwTO1/sh
jDkNx3N6HI7LcOzCfnz/9v5cMnEai7lj4mokT9C7XczUsrhvGSku6RkgDIbHAEP0
2EiIMBdMDuaOWZCSL91bQvCsSY4MHE9umXz7ydVi3xgltYvEKboexzVSlpTa614d
NonpUauIv176dXOZTRgJlVgzN125A3gkGwld1bkrNFqqedQfEI02AU9PjDeMpac/
ShKeTXylROqCImlXRFd9zkQoh4tp+GpqlSTnLnum4HTEzK/gjpmTpDxSASlHFqYU
EE/8nddG9n+9LIm8t9OeIEra2JZWDRSG4VEioa0UFCZFqv/aMQh2Rf790EnGgcJU
SVAer0Bhcp7/epVJvkHzBHjPfz+XSe6BwryC5gmQno3mAY3tpba2KAAA
\}
skier-left: load to-binary decompress 64\# \{
eJyNOU8og2EcB/DvNrz+E5fJZSmRf9Ej76h3Ne1AIspyMQflpJDFU/KO1cQmSnGa
A3PYkvInB3kvuyzlgJolh+fCRUq5iBvP8+5lTvKrX33ep+/zp9/b2Tthhl6zvGt5
W3nX8TYhS1//MOGnSjNEa/AUxdOUVQ3raL9IYbBvA2OBI9QODqB6fAujl08Yi97D
Hr3F5EQYSss2OrrWEFo5xB+VO5Vx/skvnxmQbDCFvxcjMJ/b0s6LAZXGA3OOZtTt
pW3WbJmDeMC8a1gE9o3bTBFI9YvGhrOKSueyEQpu9ri60vQFXFqPMx1K+sNWrdOh 73Y/uMr85fKdcIrJ0z6vxSfsYV5KCU2JEPNIID9dFZ65AfXwD+HsKdAZiiLdqtvt Hh65E5ZklTGmDvWLgxxKkjAivwt7XxhJEvIsrCY8ikLs0Tj3yGeCKaQtdsX9fv3G N1jCJdyv841HJkNriiM7Li290IDV0jcU8kuIHaiPLEDEsG9DQYxiQTi0A8sBpEvh OT65GmBYH9Jx5nf8TFFUFf5ZX2hFdG1uAgAA \}
skier-right: load to-binary decompress 64\#\{
eJxz8s1jYgCDMiDWAGIJINYCYkYGFrD4D0YGOBBAMBn4++Yz6HjVMSgY1oP5gWdu M/gHTmCwNutlKJ2616F03VUGp3XnGGo+/mGILVnMoFkwhaHm7GcGz 4m7GbABFwST eQWSNXMQbM+3DAwlULbmEgaWXih75QUGzvkQJstMBwbPRRA2L1D5yS8QNudioNQF qNYPDExAZRCtDg78c6Fa7wZK3Ycq94003L1fAcLWigpctUsZzHTSj5Jd+l7NAKS6 3HnXk6jHSiBF7sUmxi7Gl9VAZrqVOxsZuTirg8TTSOqAQs5FIPFOBhYXFkgog/zg 7gJlq5SXpaWVF4091ZKuXl6eV14AZLIfKS82LzYuB2nlOFxWXl5ubA6ytm1KWU65 cXExkM1091NNR3q5eTFQPYfHE7YT6cXlJgcYGI7cPMAOMtKhgcH9wE8FBuPycgOG BoYKtl80DL4gjccY2HSAfr4BVMvgAwyazwwsXSA7ORgY2BQYeH+Cw+sAKPo5wEHj kQAO/GZwIIHDgc0AaxQSBAAFOXD7bgIAAA==
\}
random/seed now
the-score: 0
```

board: reduce ['image 300x20 skier-right black]

```
for i 1201 [
    pos: random 600x540
    pos: pos \(+0 \times 300\)
    append board reduce ['image pos tree black]
]
view center-face layout/tight [
        scrn: box white \(600 \times 440\) effect [draw board] rate 0 feel [
            engage: func [f a e] [
                if \(a=\) 'key [
                    if e/key = 'right [
                board/2: board/2 + 5x0
                board/3: skier-right
                ]
                if e/key = 'left [
                board/2: board/2 - 5x0
                board/3: skier-left
                ]
                show scrn
                ]
                if a = 'time [
                new-board: copy []
                foreach item board [
                either all [
                    ((type? item) = pair!)
                    ((length? new-board) > 4)
                ] [
                    append new-board (item - 0x5)
                ] [
                    append new-board item
                        ]
                coord: first back back (tail new-board)
                if ((type? coord) = pair!) [
                    if ((second coord) < -60) [
                        remove back tail new-board
                        remove back tail new-board
                        remove back tail new-board
                        remove back tail new-board
                ]
        ]
        ]
        board: copy new-board
        if (length? new-board) < 84 [
                        column: random 600
        pos: to-pair rejoin [column "x" 440]
        append board reduce ['image pos tree black]
        ]
        collision-board: remove/part (copy board) 4
        foreach item collision-board [
```

    if (type? item) = pair! [
        if all [
            ((item/1 - board/2/1) < 15)
            ((item/1 - board/2/1) > -40)
            ((board/2/2 - item/2) < 30)
            ((board/2/2 - item/2) > 5)
            ] [
                alert "Ouch - you hit a tree!"
                alert rejoin ["Final Score: " the-score]
                quit
            ]
                    ]
            ]
            the-score: the-score + 1
            score/text: to-string the-score
            show scrn
        ]
        ]
    ]
    origin across h2 "Score:"
    score: h2 bold "000000"
    do [focus scrn]
    ]

```

\subsection*{10.13.1 Addendum}

It should be noted that I did lots of trial and error coding along the way, while writing and testing this program. One thing that I tried initially was to have the skier move left-right by following left-right mouse gestures. I scrapped that idea because my code performed too slowly for this application, but the resulting code may still be useful in other projects. It's included here for completeness.

I defined this starting variable at the beginning of the program:
```

mouse-pos: 0x0

```
and added this code to the "feel" block, directly beneath the "engage" function:
```

over: func [f a p] [
if not mouse-pos = p [ ; i.e., if mouse has moved
either p/1 > mouse-pos/1 [ ; true = mouse has moved right
; update the skier image data in the "board" block:
board/3: skier-right
] [
board/3: skier-left
]
; set skier's position based on the column position of the
; mouse:
board/2: to-pair rejoin compose [(p/1 - 35) "x" 20]
mouse-pos: p
show scrn
]
]

```

In order for the REBOL to continuously check for mouse events, the following "all-over" option must be added to the 'view layout' code:
```

view/options layout [...] [all-over]

```

Another way to accomplish the same goal, without using the "all-over" option, is to use the feel "detect" function:
```

detect: func [f e] [
if e/type = 'move [
p: e/offset
if not mouse-pos = p [
either p/1 > mouse-pos/1 [
board/3: skier-right
] [
board/3: skier-left
]
board/2: to-pair rejoin compose [(p/1 - 35) "x" 20]
mouse-pos: p
show scrn
]
]
e
]

```

That type of mouse control wasn't the best solution here, but could certainly be useful in other programs.

\subsection*{10.13.2 Snake Game}

Below is the code for the classic "Snake" game. The point of the snake game is to move a snake image around the screen, devouring a food pellet that appears at random locations. Every time you eat a pellet, your snake body grows by one unit. Avoid hitting the edge of the playing field, and avoid hitting your own body for as long as possible.

Notice that the code outline for this program is nearly identical to that of the ski game:
1. Embed the images needed to display snake sections and food pellets (for this example, I used simple green and red button images created using the "to-image" and "layout" functions, but that can be easily changed).
2. Set some initial variables (starting score, random starting coordinates, initial values for flags used throughout the program, etc.).
3. Create a board block to hold the image data and coordinates of the snake sections and food images.
4. Display the playing board in a "view layout" draw block, and move game play along by continuously checking for "feel engage" time and key events.
5. Change the direction the snake moves every time a key is pressed. Adjust snake coordinates (move the snake section images), and adjust the score, every time a timer event occurs (15 times per second). As in the ski game, create a temporary block to copy and adjust all the new snake coordinates (move the head of the snake to a new adjacent location, then move each consecutive section of the snake to the previous location of its adjoining section).
6. Check for collisions by comparing coordinate positions of the snake sections with other items on the board. End the game if the snake collides with a wall, or itself. Whenever the snake collides with a food image, move the food image to a new random coordinate, and add a new snake section image to the board (append an image to the board block, to increase the length of the snake).
```

REBOL [Title: "Snake Game"]
snake: to-image layout/tight [button red 10x10]
food: to-image layout/tight [button green 10x10]
the-score: 0 direction: 0x10 newsection: false random/seed now
rand-pair: func [s] [
to-pair rejoin [(round/to random s 10) "x" (round/to random s 10)]
]
b: reduce [
'image food ((rand-pair 190) + 50x50)
'image snake ((rand-pair 190) + 50x50)
]
view center-face layout/tight gui: [

```
```

    scrn: box white 300x300 effect [draw b] rate 15 feel [
    engage: func [f a e] [
        if a = 'key [
            if e/key = 'up [direction: 0x-10]
            if e/key = 'down [direction: 0x10]
            if e/key = 'left [direction: -10x0]
            if e/key = 'right [direction: 10x0]
        ]
        if a = 'time [
                if any [b/6/1 < 0 b/6/2 < 0 b/6/1 > 290 b/6/2 > 290] [
                alert "You hit the wall!" quit
        ]
        if find (at b 7) b/6 [alert "You hit yourself!" quit]
        if within? b/6 b/3 10x10 [
                append b reduce ['image snake (last b)]
                newsection: true
                b/3: (rand-pair 290)
            ]
                newb: copy/part head b 5 append newb (b/6 + direction)
                for item 7 (length? head b) 1 [
                either (type? (pick b item) = pair!) [
                    append newb pick b (item - 3)
                ] [
                    append newb pick b item
                ]
            ]
        if newsection = true [
                clear (back tail newb)
                append newb (last b)
                newsection: false
            ]
                b: copy newb
                show scrn
                the-score: the-score + 1
                score/text: to-string the-score
        ]
    ]
    ]
    origin across h2 "Score:"
    score: h2 bold "000000"
    do [focus scrn]
    ]

```

\subsection*{10.13.3 Obfuscation}

Just for fun, I created an obfuscated (unreadable) version of the snake program. REBOL is such a malleable language that it's possible to create unbelievably compact code. I was able to squash the above 2030 bytes of nicely formatted code into the following 771 bytes of pure REBOL fury:
do[p: :append \(u\) : : reduce \(k\) : :pick \(r\) : : random \(y\) : :layout \(q\) : 'image \(z\) : :if \(\mathrm{g}: ~:\) to-image v : : length? x : does [alert join\{SCORE: \}[v b]quit]s: g y/tight [btn red 10x10]0: g y/tight[btn tan 10x10]d: 0x10 w: 0 r/seed now b: u[q o( ( \((r 19 \times 19) * 10)+50 \times 50) q \operatorname{s}(((r 19 x 19) * 10)+50 \times 50)]\) view center-face y/tight[c: area 305x305 effect[draw b]rate 15 feel[engage: func[f a e][z a \(=\) 'key[d: select u['up 0x-10 'down \(0 x 10\) 'left \(-10 x 0\) 'right \(10 x 0] e / k e y] z a\) \(=\) 'time \([z\) any \([b / 6 / 1<0 \mathrm{~b} / 6 / 2<0 \mathrm{~b} / 6 / 1>290 \mathrm{~b} / 6 / 2>290][\mathrm{x}] \mathrm{z}\) find (at b 7) b/6[x]z within? b/6 b/3 10x10[p b u[q s(last b)]w: 1 b/3: ( (r 29x29)* 10)]n: copy/part b \(5 \mathrm{p} n(\mathrm{~b} / 6+\mathrm{d})\) for \(\mathrm{i} 7(\mathrm{v} \mathrm{b}) 1 \quad\) [either (type? \((\mathrm{k} \mathrm{b} \mathrm{i)}=\)
 0]b: copy \(n\) show c]l]do[focus c]]]

The above code is a fully functional snake program (go ahead, paste it into the interpreter...). I created it by renaming functions using single-letter labels (r: :random, p: :append, etc.). Any function that was used several times in the program got renamed. I also removed any spaces which surrounded parentheses or
brackets. Line breaks are included only so that the code fits inside this web page - otherwise, they're not necessary. There's not much practical purpose to obfuscating code in this way, but it can be used to impress all your friends who don't know REBOL :)

\subsection*{10.13.4 Space Invaders Shootup}

Below is an extremely simple variation of the classic Space Invaders game idea. Compare the code outline of this program with that of the previous games, and notice again the similar structure: embedded image definitions, game board block creation, view layout draw display, "feel engage" key and time event loops, coodinate calculations to move game images and to detect collisions, etc. Notice also the
"system/view/caret: none" and "system/view/caret: head f/text" code before and after each "show scrn".
This erases the text caret (small vertical line) that appears in a face whenever the "focus" function is called:
```

REBOL [title: "Space Invaders Shootup"]
alien1: load to-binary decompress 64\#{
eJx9UzFLQzEQjijUOognHTIVhCdOcXJ1kLe3g7SbFKcsWQoWZ7MFhNKxg0PpH3Cx
WbKUqpPoUNcOPim1Q+kPkCJekvf0NTx7cLl7d8133+XywvL+FrFyhVpCPUY9QN0g
LnG7ScjjrtM98iedToeM3kbW7/f71k4/p6R+USe9Xo/UqjUbi94jMhgMrL/8XpLm
ZZP4spPyzxVTT35MM2Zir4vFYu4dM7GP2M483Fa8f8w00/Vy24yzo8RXipfJmdb8
kJxwrdJ7K4gxiSs7/09czYpdW6vcsI+AtrEKQ7ScDP1LHO/aNQ8huzaVeSDaHrNi
3IlBjDI6mqVsWvIA0E5ZJ2OtlUIuAKHmqOS5kHOt9UPMP0sm3TU5PHdHQVIZMs3v
qZTPmrMAQAj6ZXOSUtkwPKRwloKQNlexCDOvR4fpclGq76KNzC2mQPiG681i5gAw
ZusVJEAh5JojBzrEGQYC2dncuh7+y83d7ASVAu8MpAQqkT9+3Gg3Q+wHI2AZSAFm
1+99FzMQkzllVUxeTFUrc4vC4Q4VV4wlLyaerjD1XPe+tLxK8SNbqTrJOIf/Bd4X
V+VU7AfjSm0ZEgQAAA==
}
ship1: load to-binary decompress 64\#{
eJx1Us9L3EAU/rTbMdHE9VlYukSQFhUpvXjQXrfizR8XkYAntOoQVsTLGlgEFdSL
13jqPXgre6sEJAgDsidPIul/sHjopeIfILj0JdnV3ez0y7zJzLx533vvY2YXhzOI
scs2yfaF7QNbDxLHjzfAu4HEhpKryAgDfccC4rfAws0IjF/96HsWyH7XMNXIon9z
QJvWsNQw8XZP4NPlKD73Whi/HcZO4z207fv7jyo8/jk4r1TdFQXcSrV+flEtq3x2
5amuB44lyU+BpHRKHq4dKXnZCbLkxl9kOF5BarPVDFWyBAWcEAVFsjrhENGmhyPK
UXe+XNHf9HqZW9GgyzUUoloqXcXE1wv6iSTHohSkQ8yJQ512RCiSvPIGbaVkTFuu
Ge5/erfdurb+wM3ETZHPyjaX5NzNHPATOHMsn894sMZ JWX4uH78OYSvTrUU+paI2
q8nQ15JHMFaSOZLBbHPnoR2ndHUa5NtPwubfFKziT1YqRDdY2VV3JckT3X2ZIlwW
KQjmUxGhGQ0Ecm501hBvUsSi/NpXmjLRoFx4YWuL0789fN24m+jsK2x+wGE+JjLR
DePiqdbKZqZojf1qLZ2ptdO3ZrxXwjCODzuThK3Af4EF8jYSBAAA
}
alien-fire: load to-binary decompress 64\#{
eJxz801jZACDMiDWAGI+IJYFYkYGFrD4CyAW5oZgAYhSBhZmFoaWphaG48eOMwQF
BDFoaGgwPH36lGHZsmUM4uLiDFk5WQyzZs1iuHHzBsOfv38Ydu7cyWBhZsFQXlrO
EBEVATTBaWlolAoDA/vp3bt37wHyZwPpTUCaedqpUBWGS6HLMj8AedpA0Z1QGqTK
KXrNtCdgF/BLtrCD6GywOAPDabA6BobCTAMwXTfzFMh8uM7ZUBpi/p3QZdMMwLp2
796GbH7omrR2sH6Omc+h5m4C09pQuiKzHWp+O1R+D1QeQjstPQINIwag+wBUhlwj
XgEAAA==
}
ship-fire: load to-binary decompress 64\#{
eJxz8t3FAAFlQKwBxOxALAjEjAwsYHEXIBbmhmABqFo2FhYG914eBvajbAwKSTIM
/H8FGFjUOBg4tnEyGP1VYWAXZWOwadNg4KhiYdA5JMLAacbJIHNLhUFnkgiDIpMg
2IyDd2UYVMqdGNLLyxoOz7RpCJ5p2pDi4sYAwlFpSz+AcEoJkF8O5KstZWhUkvig
4uLEOAIUO7f7zQcA8m8lvboAAAA=
}
bottom: 270 end: sidewall: false random/seed now
b: ['image 300x400 ship1 'line -10x270 610x270]
for row 60 220 40 [
for column 20 380 60 [
pos: to-pair rejoin [column "x" row]
append b reduce ['image pos alien1]
]
]
view center-face layout/tight [
scrn: box black 600x440 effect [draw b] rate 1000 feel [
engage: func [f a e] [
if a = 'key [
if e/key = 'right [b/2: b/2 + 5x0]
if e/key = 'left [b/2: b/2 - 5x0]

```
```

    if e/key = 'up [
    if not find b ship-fire [
        fire-pos: b/2 + 25x-20
        append b reduce ['image fire-pos ship-fire]
    ]
    ]
    system/view/caret: none
    show scrn
    system/view/caret: head f/text
    ]
if a = 'time [
if (random 1000) > 900 [
f-pos: to-pair rejoin [random 600 "x" bottom]
append b reduce ['image f-pos alien-fire]
]
for i 1 (length? b) 1 [
removed: false
if ((pick b i) = ship-fire) [
for c 8 (length? head b) 3 [
if (within? (pick b c) (
(pick b (i - 1)) + -40x0) 50x35)
and ((pick b (c + 1)) <> ship-fire) [
removed: true
d: c
e: i - 1
]
]
either ((second (pick b (i - 1))) < -10) [
remove/part at b (i - 2) 3
] [
do compose [b/(i - 1): b/(i - 1) - 0x9]
]
]
if ((pick b i) = alien1) [
either ((second (pick b (i - 1))) > 385) [
end: true
] [
if ((first (pick b (i - 1))) > 550) [
sidewall: true
for item 4 (length? b) 1 [
if (pick b item) = alien1 [
do compose [
b/(item - 1): b/(item - 1) + 0x2
]
]
]
bottom: bottom + 2
b/5: to-pair rejoin [-10 "x" bottom]
b/6: to-pair rejoin [610 "x" bottom]
]
if ((first (pick b (i - 1))) < 0) [
sidewall: false
for item 4 (length? b) 1 [
if (pick b item) = alien1 [
do compose [
b/(item - 1): b/(item - 1) + 0x2
]
]
]
bottom: bottom + 2
b/5: to-pair rejoin [-10 "x" bottom]
b/6: to-pair rejoin [610 "x" bottom]
]
if sidewall = true [
do compose [b/(i - 1): b/(i - 1) - 2x0]
]
if sidewall = false [
do compose [b/(i - 1): b/(i - 1) + 2x0]

```
```

                                    ]
    ]
    ]
    if ((pick b i) = alien-fire) [
        if within? ((pick b (i - 1)) + 0x14) (
        (pick b 2) + -10x0) 65x35 [
                alert "You've been killed by alien fire!" quit
        ]
        either ((second (pick b (i - 1))) > 400) [
                remove/part at b (i - 2) 3
        ] [
        do compose [b/(i - 1): b/(i - 1) + 0x3]
        ]
        ]
        if removed = true [
        remove/part (at b (d - 1)) 3
        remove/part (at b (e - 1)) 3
            ]
        ]
        system/view/caret: none
        show scrn
        system/view/caret: head f/text
        if not (find b alien1) [
            alert "You killed all the aliens. You win!" quit
        ]
        if end = true [alert "The aliens landed! Game over." quit]
        ]
        ]
    ]
    do [focus scrn]
    ]

```

I created a version of this game for my fiance using an image of my face for ship1, and an image of her face as alien1. An XpackerX executable version of it is available at
http://musiclessonz.com/rebol tutorial/corina invaders.exe.

Now take a break from coding, and play a few games :)

\subsection*{10.14 Case 14 - Media Player (Wave/Mp3 Jukebox)}

This case study started when a reader of this tutorial sent me an email question. He was having trouble creating a simple script that would load the file names from a directory on his hard drive into a GUI text list. He wanted to be able to click on .wav files in the list in order to play the sounds. I generally don't have time to answer questions like that, but this one was a quicky. The following code switches to the Windows media folder, reads the directory listing, and displays the file names in a GUl text list:
```

change-dir %/c/Windows/media
view layout [text-list data read %.]

```

I just added the contents of the "play-sound" function found earlier in this tutorial, to the action block of the text list. This loads the contents of the value selected in the text list (the file name), and plays the sound:
```

change-dir %/c/Windows/media
view layout [
vh2 "Click a File to Play:"
text-list data read %. [
wait 0
sound-port: open sound://
insert sound-port (load value)
wait sound-port
close sound-port
]

```

That was simple.
A few days later the reader emailed me for some additional help. As it stands, the script crashes if the user selects anything other than a wav file, or if another file is selected while a wav is currently playing. I wrote back with some code to get the text list to show only .wav files and to make the program wait to play another file. I also wrote some additional code to let users select a different starting directory. Here it is:
```

; Here's how to use the "request-dir" function to let the user
; select a folder to switch into:
start-dir: request-dir/dir %/c/Windows/media
change-dir start-dir
; To display only files with a ".wav" extension in your text list,
; create a new empty block. Use a "foreach" loop to go through the
; directory listing, and append to the new block only file names
; which have ".wav" as the suffix:
waves: []
foreach file read %. [
if %.wav = (suffix? file) [append waves file]
]
; Now you can display the "waves" block of data in the GUI text list.
; To wait for sounds to finish playing before another file can
; be selected, add a "wait-flag" variable to the play-sound
; function. When a sound starts playing, set the wait-flag
; variable to true. When it's finished playing, set the wait-flag
; to false. Also be sure to set it initially to "false" at
; the beginning of your program:
play-sound: func [sound-file] [
wait 0
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false
]
wait-flag: false
; When a file is selected from the text list, only run the
; "play-sound" function if the "wait-flag" variable is not
; set to true (i.e., if no sounds are playing):
view layout [
vh2 "Click a File to Play:"
text-list data waves [
if wait-flag <> true [
play-sound value
]
]
]

```

As I tested the above code, I realized that a few various .wav files in the Windows media folder wouldn't play properly, and the script crashed. I added the following code to handle errors:
```

if error? try [play-sound value] [

```
        alert "malformed wave" ; Alert the user with a message,
        close sound-port ; close the port opened by the broken
        wait-flag: false ; play-sound function, and set the flag
back to false (so other waves can play).

I also decided to add a button to the GUI to allow users to change the directory at will, instead of just at the beginning of the script:
```

btn "Change Folder" [
change-dir request-dir
waves: copy []
foreach file read %. [
if %.wav = suffix? file [append waves file]
]
file-list/data: waves
show file-list
]

```

At this point, we've got a nice little .wav playing application:
```

REbOL []
play-sound: func [sound-file] [
wait 0
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false
]
wait-flag: false
change-dir %/c/Windows/media
waves: []
foreach file read %. [
if %.wav = suffix? file [append waves file]
]
view layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
if wait-flag <> true [
if error? try [play-sound value] [
alert "malformed wave"
close sound-port
wait-flag: false
]
]
]
btn "Change Folder" [
change-dir request-dir
waves: copy []
foreach file read %. [
if %.wav = suffix? file [append waves file]
]
file-list/data: waves
show file-list
]
]

```

This was posted online, and within a few days several readers asked the same question: "How do I get it to play .mp3 files?". REBOL cannot natively play mp3s, so we need to use an external tool to make that
happen. Earlier in the tutorial, I included a .dIl example that plays mp3 files, but I wanted a slightly more industrial strength solution. I decided to give the well known "LAME" mp3 encoder/decoder a try. I downloaded the compiled Windows version of LAME from http://www.rarewares.org/mp3-lame-bundle.php, and compressed the .exe version of it using the binary resouce embedder found earlier in this tutorial. For the sake of saving space in this tutorial, I uploaded the compressed, embedded code to http://musiclessonz.com/rebol tutorial/lame.r. The following line writes the lame.exe program to the current directory of your hard drive:
```

do http://musiclessonz.com/rebol_tutorial/lame.r ; ~250k download

```

To use our media player program without having to download anything, simply put the above lame.r code directly in your script. Once you've got lame.exe on your hard drive, you can use it to convert .mp3 files to .wav files using the format:
```

call/wait {lame.exe --decode your-input.mp3 your-output.wav}

```

I added the line above to my existing program, and changed the "waves" block-building foreach routine to include .mp3 files:
```

waves: []
foreach file read %. [
if ((%.wav = suffix? file) or
(%.mp3 = suffix? file)) [append waves file]
]

```

I also changed the wave playing routine (the action block of the GUI text list), so that if an mp3 file is selected, lame is run and the file is converted to a temporary wav file, and then that wav file is played:
```

file-list: text-list data waves [
either %.mp3 = suffix? value [
call/wait rejoin ["lame.exe --decode "
(to-local-file value) " temp.wav"]
if wait-flag <> true [
if error? try [play-sound %temp.wav] [
alert "malformed wave"
close sound-port
wait-flag: false
]
]
] [
if wait-flag <> true [
if error? try [play-sound value] [
alert "malformed wave"
close sound-port
wait-flag: false
]
]
]
]

```

With those changes, the code now looks like this:
```

REBOL []
do http://musiclessonz.com/rebol_tutorial/lame.r
play-sound: func [sound-file] [

```
```

    wait 0
    wait-flag: true
    ring: load sound-file
    sound-port: open sound://
    insert sound-port ring
    wait sound-port
    close sound-port
    wait-flag: false
    ]
wait-flag: false
change-dir %/c/Windows/media
waves: []
foreach file read %. [
if ((%.wav = suffix? file) or
(%.mp3 = suffix? file)) [append waves file]
]
view center-face layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
either %.mp3 = suffix? value [
message/text: "Decoding mp3..." show message
call/wait rejoin ["lame.exe --decode "
(to-local-file value) " temp.wav"]
message/text: "" show message
if wait-flag <> true [
if error? try [play-sound %temp.wav] [
alert "malformed wave"
close sound-port
wait-flag: false
]
]
] [
if wait-flag <> true [
if error? try [play-sound value] [
alert "malformed wave"
close sound-port
wait-flag: false
]
]
]
]
btn "Change Folder" [
change-dir request-dir
waves: copy []
foreach file read %. [
if ((%.wav = suffix? file) or
(%.mp3 = suffix? file)) [append waves file]
]
file-list/data: waves
show file-list
]
message: h2 "
]

```

That's a cute solution, but the performance is not acceptable for any legitimate use. Large mp3 files take a long time to convert before being played.

Another potential mp3 playing option I considered was a small command line mp3 player called "madplay.exe", available from http://www.rarewares.org/mp3-others.php. Madplay doesn't have any GUI interface - you simply run it on the command line and control playback using keystrokes. Madplay can play many types of media, and keystrokes can be sent to it programatically using the Windows API or the Autoit DLL. I did create a working app using madplay.exe and autoit.dll, but I won't document that code here because it felt like another cobbled together solution.

To find a real solution, I googled "play mp3 dll". The first thing that came up was "libwmp3.dIl" from http://www.inet.hr/~zcindori/libwmp3/index.html. Bingo - that did exactly what I wanted. The dll shipped with example usage code written in Visual Basic, C, C++, and Delphi. From these examples, I was able to
decipher the required function names, input parameters, and return values, and came up with the following code to access the .dIl in REBOL:
```

lib: load/library %libwmp3.dll
Mp3_Initialize: make routine! [
return: [integer!]
] lib "Mp3_Initialize"
Mp3_OpenFile: make routine! [
return: [integer!]
class [integer!]
filename [string!]
nWaveBufferLengthMs [integer!]
nSeekFromStart [integer!]
nFileSize [integer!]
] lib "Mp3_OpenFile"
Mp3_Play: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Play"
; The following function and structure aren't required
; to play mp3s, but we'll use them to determine if a
; file is currently being played:
Mp3_GetStatus: make routine! [
return: [integer!]
initialized [integer!]
status [struct! []]
] lib "Mp3_GetStatus"
status: make struct! [
fPlay [integer!]
fPause [integer!]
fStop [integer!]
fEcho [integer!]
nSfxMode [integer!]
fExternalEQ [integer!]
fInternalEQ [integer!]
fVocalCut [integer!]
fChannelMix [integer!]
fFadeIn [integer!]
fFadeOut [integer!]
fInternalVolume [integer!]
fLoop [integer!]
fReverse [integer!]
] none
; The following functions stop play and release memory when done:
Mp3_Stop: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Stop"
Mp3_Destroy: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Destroy"

```
```

initialized: Mp3_Initialize
Mp3_OpenFile iniEialized "test.mp3" 1000 0 0
Mp3_Play initialized
; Just change the "test.mp3" file to any .mp3 you want to play.
; Be sure that the file name is sent as a string, and that it's
; written in Windows file format (use the "to-local-file" and
; "what-dir" functions if necessary, to convert from REBOL file
format).

```

That's all the code required to play an mp 3 . To check if an mp 3 file is currently playing:
```

Mp3 GetStatus initialized status
if ( status/fPlay > 0 ) [print "playing"]

```

To stop an mp3 from playing:

Mp3_Stop initialized

To clean up afterward:
```

Mp3_Destroy initialized
free lib

```

I added some code to download the libwmp3.dll to the hard drive (of course, the .dll file could also be embedded directly in your code, using the binary resouce embedder from earlier in this tutorial):
```

if not exists? %libwmp3.dll [
write/binary %libwmp3.dll
read/binary http://musiclessonz.com/rebol_tutorial/libwmp3.dll
]

```

Now we can add real mp3 playing ability to our little app. Here's the final code:
```

REBOL [title: "Jukebox - Wav/Mp3 Player"]
if not exists? %libwmp3.dll [
write/binary %libwmp3.dll
read/binary http://musiclessonz.com/rebol_tutorial/libwmp3.dll
]
lib: load/library %libwmp3.dll
Mp3_Initialize: make routine! [
return: [integer!]
] lib "Mp3_Initialize"
Mp3_OpenFile: make routine! [
return: [integer!]
class [integer!]
filename [string!]
nWaveBufferLengthMs [integer!]
nSeekFromStart [integer!]
nFileSize [integer!]

```
```

] lib "Mp3_OpenFile"
Mp3_Play: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Play"
Mp3_Stop: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Stop"
Mp3_Destroy: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Destroy"
Mp3_GetStatus: make routine! [
return: [integer!]
initialized [integer!]
status [struct! []]
] lib "Mp3_GetStatus"
status: make struct! [
fPlay [integer!]
fPause [integer!]
fStop [integer!]
fEcho [integer!]
nSfxMode [integer!]
fExternalEQ [integer!]
fInternalEQ [integer!]
fVocalCut [integer!]
fChannelMix [integer!]
fFadeIn [integer!]
fFadeOut [integer!]
fInternalVolume [integer!]
fLoop [integer!]
fReverse [integer!]
] none
play-sound: func [sound-file] [
wait 0
wait-flag: true
ring: load sound-file
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: false
]
wait-flag: false
change-dir %/c/Windows/media
waves: []
foreach file read %. [
if ((%.wav = suffix? file) or
(%.mp3 = suffix? file)) [append waves file]
]
initialized: Mp3_Initialize
view center-face layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
Mp3_GetStatus initialized status
either %.mp3 = suffix? value [
if (wait-flag <> true) and (status/fPlay = 0) [
file: rejoin [to-local-file what-dir "\" value]

```
```

                Mp3_OpenFile initialized file 1000 0 0
                    Mp3_Play initialized
        ]
    ] [
        if (wait-flag <> true) and (status/fPlay = 0) [
            if error? try [play-sound value] [
                alert "malformed wave"
                close sound-port
                wait-flag: false
                ]
        ]
    ]
    ]
    across
    btn "Change Folder" [
        change-dir request-dir
        waves: copy []
        foreach file read %. [
            if ((%.wav = suffix? file) or
            (%.mp3 = suffix? file)) [append waves file]
        ]
        file-list/data: waves
        show file-list
    ]
    btn "Stop" [
        close sound-port
        wait-flag: false
        if (status/fPlay > 0) [Mp3_Stop initialized]
    ]
    ]
Mp3_Destroy initialized
free lib

```

I wrote a longer example that shows how to use other features of the libwmp3.dIl: pause/resume, volume control, fast forward/rewind, looping, reverse play and vocal removal. It's available at http://www.rebol.org/view-script.r?script=mp3-player-libwmp.r. The function prototypes in that example demonstrate how to use all the other functions in the library: equalizer settings, stream playing, retrieval of ID field and recorded data info, effect application (echo, reverb, etc.), and more. The example below demonstrates how to attach volume, loop play, and seek parameters to GUI slide controls (this example only works with MP3 files):
```

REBOL [Title: "Jukebox"]
if not exists? %libwmp3.dll [
write/binary %libwmp3.dll
read/binary http://musiclessonz.com/rebol_tutorial/libwmp3.dll
]
lib: load/library %libwmp3.dll
Mp3_Initialize: make routine! [
return: [integer!]
] lib "Mp3 Initialize"
Mp3_OpenFile: make routine! [
return: [integer!]
class [integer!]
filename [string!]
nWaveBufferLengthMs [integer!]
nSeekFromStart [integer!]
nFileSize [integer!]
] lib "Mp3 OpenFile"
Mp3_Play: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Play"
Mp3_Stop: make routine! [
return: [integer!]

```
```

    initialized [integer!]
    ] lib "Mp3_Stop"
Mp3_Destroy: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Destroy"
Mp3_GetStatus: make routine! [
return: [integer!]
initialized [integer!]
status [struct! []]
] lib "Mp3_GetStatus"
status: make struct! [
fPlay [integer!]
fPause [integer!]
fStop [integer!]
fEcho [integer!]
nSfxMode [integer!]
fExternalEQ [integer!]
fInternalEQ [integer!]
fVocalCut [integer!]
fChannelMix [integer!]
fFadeIn [integer!]
fFadeOut [integer!]
fInternalVolume [integer!]
fLoop [integer!]
fReverse [integer!]
] none
Mp3_Time: make struct! [
ms [integer!]
sec [integer!]
bytes [integer!]
frames [integer!]
hms_hour [integer!]
hms_minute [integer!]
hms_second [integer!]
hms_millisecond [integer!]
] none
TIME FORMAT SEC: 2
SONG_BEGIN: 1
SONG_CURRENT_FORWARD: 4
Mp3_Seek: make routine! [
return: [integer!]
initialized [integer!]
fFormat [integer!]
pTime [struct! []]
nMoveMethod [integer!]
] lib "Mp3_Seek"
Mp3_PlayLoop: make routine! [
return: [integer!]
initialized [integer!]
fFormatStartTime [integer!]
pStartTime [struct! []]
fFormatEndTime [integer!]
pEndTime [struct! []]
nNumOfRepeat [integer!]
] lib "Mp3_PlayLoop"
Mp3_GetSongLength: make routine!
return: [integer!]
initialized [integer!]
pLength [struct! []]
] lib "Mp3_GetSongLength"
Mp3_GetPosition: make routine! [
return: [integer!]
initialized [integer!]
pTime [struct! []]
] lib "Mp3_GetPosition"
Mp3_SetVolume: make routine! [
return: [integer!]

```
```

    initialized [integer!]
    nLeftVolume [integer!]
    nRightVolume [integer!]
    ] lib "Mp3_SetVolume"
Mp3_GetVolume: [
initialized [integer!]
pnLeftVolume [integer!]
pnRightVolume [integer!]
return: [integer!]
] lib "Mp3_GetVolume"
Mp3_VocalCut: make routine! [
return: [integer!]
initialized [integer!]
fEnable [integer!]
] lib "Mp3_VocalCut"
Mp3_ReverseMode: make routine! [
return: [integer!]
initialized [integer!]
fEnable [integer!]
] lib "Mp3 ReverseMode"
Mp3_Close: make routine! [
return: [integer!]
initialized [integer!]
] lib "Mp3_Close"
waves: []
foreach file read %. [
if (%.mp3 = suffix? file) [append waves file]
]
append waves "(CHANGE FOLDER...)"
initialized: Mp3_Initialize
view center-face layout [
vh2 "Click a File to Play:"
file-list: text-list data waves [
if value = "(CHANGE FOLDER...)" [
new-dir: request-dir
if new-dir = none [break]
change-dir new-dir
waves: copy []
foreach file read %. [
if (%.mp3 = suffix? file) [append waves file]
]
append waves "(CHANGE FOLDER...)"
file-list/data: waves
show file-list
break
]
Mp3_GetStatus initialized status
if (status/fPlay = 0) [
file: rejoin [to-local-file what-dir "\" value]
Mp3_OpenFile initialized file 1000 0 0
Mp3_Play initialized
]
]
across
tabs 40
text "Seek: "
tab slider 140x15 [
plength: make struct! Mp3_Time compose [0 0 0 0 0 0 0 0]
Mp3_GetSongLength initialized plength
location: to-integer (value * plength/sec)
ptime: make struct! Mp3_Time compose [0 (location) 0 0 0 0 0 0]
Mp3_Seek initialized TIME_FORMAT_SEC ptime SONG_BEGIN
Mp3_Play initialized
]
return
text "Volume: "
tab slider 140x15 [
volume: to-integer value * 100

```
```

        Mp3_SetVolume initialized volume volume
    ]
    return
    btn "Reverse" [
        Mp3_GetStatus initialized status
        either (status/fReverse > 0) [
            Mp3_ReverseMode initialized O
        ] [
            Mp3_ReverseMode initialized 1
        ]
    ]
    btn "Vocal-Cut" [
        Mp3_GetStatus initialized status
        either (status/fVocalCut > 0) [
            Mp3_VocalCut initialized 0
        ] [
            Mp3_VocalCut initialized 1
        ]
    ]
    return
    tabs 50
    text "Loop Start:"
    tab start-slider: slider 120x15 []
    return
    text "Loop End: "
    tab end-slider: slider 120x15 []
    return
    btn "Play Loop" [
        plength: make struct! Mp3_Time compose [[0 0 0 0 0 0 0 0 0 0
        Mp3_GetSongLength initialized plength
        s-loc: to-integer (start-slider/data * plength/sec)
        pStartTime: make struct! Mp3 Time compose [0 (s-loc) 0 0 0 0 0 0]
        end-loc: to-integer (end-slider/data * plength/sec)
        pEndTime: make struct! Mp3_Time compose [0 (end-loc) 0 0 0 0 0 0]
        ; TIME FORMAT SEC: 2
        Mp3_PlayLoop initialized 2 pStartTime 2 pEndTime 1000 ; 1000x
    ]
    btn 58 "Stop" [
        Mp3 GetStatus initialized status
        if (status/fPlay > 0) [Mp3_Stop initialized]
    ]
    ]
Mp3_Destroy initialized
free lib

```

Libwmp3.dII is a very powerful and easy solution for playing mp3 files in any Windows programming language. If you're interested in playing mp3s in REBOL, it's a must-have.

\subsection*{10.15 Case 15 - Creating the REBOL "Demo"}

At the beginning of this tutorial, a short application was provided to demonstrate how potent REBOL code can be. The 10 programs included in that demo are all shortened versions of other pieces of code found throughout this tutorial:

The "paint" program was covered in the section of the tutorial about the draw dialect:
```

view center-face layout [
s: area black 650x350 feel [
engage: func [f a e] [
if a = 'over [
append s/effect/draw e/offset
show s
]
if a = 'up [append s/effect/draw 'line]
]

```
```

    ] effect [draw [line]]
    b: btn "Save" [
        save/png %a.png to-image s
        alert "Saved 'a.png'"
    ]
    btn "Clear" [
        s/effect/draw: copy [line]
        show s]
    ]
    ]

```

The "game" is the obfuscated snake program covered earlier:
```

do[p: :append u: :reduce k: :pick r: :random y: :layout q: 'image z: :if
g: :to-image v: :length? x: does[alert join{SCORE: }[v b]quit]s: g y/tight
[btn red 10x10]0: g y/tight[btn tan 10x10]d: 0x10 w: 0 r/seed now b: u[q
o(((r 19x19)* 10)+ 50x50)q s(((r 19x19)* 10) + 50x50)]view center-face
y/tight[c: area 305x305 effect[draw b]rate 15 feel[engage: func[f a e][z a
= 'key[d: select u['up 0x-10 'down 0x10 'left -10x0 'right 10x0]e/key]z a
= 'time[z any[b/6/1< < b/6/2< 0 b/6/1 > 290 b/6/2 > 290][x]z find(at b
7)b/6[x]z within? b/6 b/3 10x10[p b u[q s(last b)]w: 1 b/3:((r 29x29)*
10)]n: copy/part b 5 p n(b/6 + d) for i 7 (v b)1 [either(type?(k b i)=
pair!) [p n k b(i - 3)][p n k b i]]z w = 1 [clear(back tail n)p n(last b)w:
0]b: copy n show c]]]do[focus c]]]

```

The "puzzle" is the tile program explained in the first section of the tutorial about GUIs:
```

alert {Arrange tiles alphabetically:}
view center-face layout [
origin 0x0 space 0x0 across
style p button 60x60 [
if not find [0x60 60x0 0x-60 -60x0] face/offset - x/offset [exit]
temp: face/offset face/offset: x/offset x/offset: temp
]
p "O" p "N" p "M" p "L" return
p "K" p "J" p "I" p "H" return
p "G" p "F" p "E" p "D" return
p "C" p "B" p "A" x: p white edge [size: 0]
]

```

The "calendar" is a simple application in which the user selects a day using the date requester function. Events for the day are typed into an area widget and then appended to a text file. The text file is searched every time a date is chosen. If the chosen date is found, the events for that day are shown in the area widget, which can be edited and saved back to the text file:
```

do the-calendar: [
if not (exists? %s) [write %s ""]
the-date: request-date
view center-face layout [
h5 to-string the-date
aa: area to-string select to-block (
find/last (to-block read %s) the-date
) the-date
btn "Save" [
write/append %s rejoin [the-date " {" aa/text "} " ]
unview
do the-calendar
]
]

```

The "video" program was covered in the section of the tutorial about multitasking. All it does is continually load and display images from a web cam server. The image refresh is handled using a feel-engage loop, which checks for a timer event:
```

video-address: to-url request-text/title/default "URL:" trim {
http://tinyurl.com/m54ltm}
view center-face layout [
image load video-address 640\times480 rate 0 feel [
engage: func [f a e] [
if a = 'time [
f/image: load video-address
show f
]
]
]
]

```

The "IP" program was covered in the section about the REBOL parse dialect. This program reads a web page which displays the remote WAN IP address of the user's computer in the title tag, then parses out all the extra text and displays the IP address, along with the user's local IP address (the local address is gotten by using REBOL's built in dns:// protocol:
```

parse read to-url "http://guitarz.org/ip.cgi" [
thru <title> copy my to </title>
]
i: last parse my none
alert to-string rejoin [
"WAN: " i " -- LAN: " read join dns:// read dns://
]

```

The "email" program is extremely simple. The user enters email account information into a GUI text field, and then the mail from that account is read using REBOL's native POP protocol. The contents of the mailbox are displayed in REBOL's built-in text editor, each separated by 6 newlines:
```

view center-face layout [
email-login: field "pop://user:pass@site.com"
btn "Read" [
my-mail: copy []
foreach i (read to-url email-login/text) [
append my-mail join i "^/^/^/^/^/^/"
editor my-mail
]
]
]

```

The "days between" program was covered in an earlier case study. Here's a simple version of the program (an example given in the first part of the case study):
```

view center-face layout [
btn "Start" [sd: request-date]
btn "End" [
ed: request-date
db/text: to-string (ed - sd)
show db
]
text "Days Between:"

```
```

db: field

```

The "sounds" program was also covered earlier:
```

play-sound: func [sound-file] [
wait 0 ring: load sound-file
wait-flag: 1
sound-port: open sound://
insert sound-port ring
wait sound-port
close sound-port
wait-flag: 0
]
wait-flag: 0
change-dir %/c/Windows/media
do get-waves: [
waves-list: copy []
foreach i read %. [
if %.wav = suffix? i [
append waves-list i
]
]
]
view center-face layout [
waves-gui-list: text-list data waves-list [
if wait-flag <> 1 [
if error? try [play-sound value] [
alert "Error"
close sound-port
wait-flag: 0
]
]
]
btn "Dir" [
change-dir request-dir
do get-waves
waves-gui-list/data: waves-list
show waves-gui-list
]
]

```

The "FTP" program is a stripped down version of the "FTP Tool" explained earlier:
```

view center-face layout [
px: field "ftp://user:pass@site.com/folder/" [
either dir? to-url value [
f/data: sort read to-url value
show f
] [
editor to-url value
]
]
f: text-list [
editor to-url join px/text value
]
btn "?" [
alert {
Type a URL path to browse (nonexistent files are created).
Click files to edit.
}
]

```

I enclosed all of those examples in a simple GUI, with buttons to run each program:
```

REBOL [title: "Demo"]
view layout [
style h btn }15
h "Paint" [
; code for the paint program goes here
]
h "Game" [
; code for the game program goes here
]
h "Puzzle" [
; code for the puzzle program goes here
]
h "Calendar" [
; code for the calendar program goes here
]
h "Video" [
; code for the video program goes here
]
h "IPs" [
; code for the IP program goes here
]
h "Email" [
; code for the email program goes here
]
h "Days" [
; code for the days-between program goes here
]
h "Sounds" [
; code for the sound program goes here
]
h "FTP" [
; code for the FTP program goes here
]
]

```

To make the demo as compact as possible, I used the same techniques as in the obfuscated snake program (from earlier in the tutorial). Here are the global functions that I renamed with shorter word labels:
```

p: :append kk: :pick r: :random y: :layout q: 'image z: :if gg: :to-image
v: :length? g: :view k: :center-face ts: :to-string tu: :to-url sh: :show
al: :alert rr: :request-date co: :copy

```

I also renamed other functions within their local contexts. In the following code, the value "s/effect/draw" is assigned the variable "pk". That saves having to write "s/effect/draw" again. That value does not exist in the global context, so that variable must be assigned locally. This type of shortened local variable assignment occurs several times throughout the demo code:
```

view layout [
s: area black 650x350 feel [
engage: func [f a e] [
if a = 'over [
append pk: s/effect/draw e/offset
show s
]
if a = 'up [append pk 'line]

```

\section*{]}
] effect [
```

        draw [line]
    ```
    ]

To finish the application, I simply removed any spaces which surrounded parentheses or brackets. The final code is found in the first section of this tutorial. Here's a screen shot - it's less than \(1 / 2\) a page of printed code:
REBOL[ftle:"Demo']p: :append kk: pickr: :random y: :layout q: 'image z: if gg: :to-image v: :length? g:
view k : center-face ts: to-string tu: :to-url ah: :show al: :alert rr: :request-date co: :copy g ystyle h btin 150
h"Paint"g/new k y/s: area black \(650 \times 350\) fee [engage: func|f a e][z a = 'overip pk: s/effect/draw e/offset sh
s]za = 'up[p pk "Inell effect[drawil ine]]b: btn"Save"'save/prg \%a.png gga a"Saved 'a.png"]btn"Clear'[
10) \(+50 \times 50\) ) \(\mathrm{g} / \mathrm{new} \mathrm{k}\) y/tight(c: area \(305 \times 305\) effect[daw b]rate 15 fee [engage: func[f a el] z a \(=\) key/d.
select ufup 0x-10 'down 0x 10 'lett -10x0 'right \(10 \times 0\) ] e/key]z a \(=\) 'time \([z\) anylb \(6 / 1<0 \mathrm{~b} / 6 / 2<0 \mathrm{~b} / 6 / 1>290\)
\(\mathrm{b} / 6 / 2>290] \mathrm{x}] \mathrm{z}\) find(at b 7\() \mathrm{b} / 6 \times \mathrm{x}] \mathrm{z}\) within? \(\mathrm{b} / 6 \mathrm{~b} / 310 \times 10\) (pb u(qs (ast b)]w: \(1 \mathrm{~b} / 3:\left((\mathrm{r} 29 \times 29)^{*} 10\right) \mathrm{hn:} \mathrm{co/part}\)
\(0 \times 0\) across stye \(p\) button \(60 \times 60[z\) not find \(0 \times 6060 \times 00 \times-60-60 \times 0]\) face/offset - xoffset (exit]t: facalifset
faceloffset: x/offset x/offset: tp]p"O"p"N"p"M"p"L"eturn p"K"p"J"p"l"p"H"return p"G"p"F"p"E"p"D"return \(p\)
"C"p"B"p"A"x: p white edge'size: Olll h"Calendar"do bxiz not(exists? \%s)|write \%s "Irq: rr g/newk yh5 ts
q aa: areats select to-block(find/ast(to-block read \%s)ra)ra btn"Save" (write/append \%s rejoin(rq" f"
ae/text" "]unvew do bx]ll]h "Video" wil: tu requesttexv/tle/defaut"URL:"http//tinyuricom/m54itm"g/new k
read htp://guitarz.org/p.cg]thrukitlexcopy my tod/ttles]i: last parse my none al ta rejoin("WAN: "T" LAN:
"read join dns:// read dns://]]n"Ema "Tg/new k y/mp. field"pop//userpass@site.com"thn"Read"Ma: co[]
"Error"close ap wi: 0]IDtn"Dir"change-dir requestdir do wi/data: w sh t]I]h[FTP)ig/new k yipx: field
'Ttp//user:pass(@)site.com/folder/"ether dir? tu ver value[f/data: sort read tu va ah f] [editor tu valf: text-list
jeditortu join pxitext value]btn"?"[a [Type a URL path to browse (nonexistent fles are created). Clid fies
to edt.311]

\subsection*{10.16 Case 16 - Guitar Chord Chart Printer}

This program was written to help students in high school jazz band quickly play all of the common extended, altered, and complex chord types. It creates and prints instant guitar chord diagram charts for songs. Although it was written to help teach complex jazz chords, it can also be used to create chord charts for any other type of music (with simpler chords): folk, rock, blues, pop, etc.

When I set out to create this program, here's what I envisioned:
1. Users should be able to select from a list of root notes ( \(\mathrm{A}, \mathrm{Bb}, \mathrm{C} \#\), etc.), and sonorities (major, minor, 7(\#5b9), etc.) for each chord in a song.
2. A list of selected chords should be shown in a text area.
3. When the user has added all the chords in a song, they should be able to click a button to view the chords in their browser. By displaying in a browser, the user can adjust printer settings to print charts at different sizes.
4. I wanted the user to be able to save and load chord lists to a text file, and to be able to create a zip file of all the rendered chords in a song (the HTML and all the images used to display the song on the browser).

To understand how this program works, it's essential to understand some basics about how chords are formed on the guitar fretboard. Every chord label in our musical system has two parts: a root note (letter name), and a sonority (type/characteristic sound). The traditional way to teach chord theory on guitar is to use two fretboard fingering patterns: 1 with the root note of the chord on the 6th string, and another with the root note on the 5th string. Each shape is a diagram of "intervals" (notes from a major scale, "do re mi fa so la ti do") that are combined to form chords. Every type of chord is made up of a specific formula of intervals, and that unique combination of intervals creates a predictable characteristic sound. The shapes can be slid up or down along the fretboard, so that the root note (interval number 1) in the diagram is placed on the specified root note of a given chord.

Here are the interval fretboard diagrams, showing where to put your fingers to create chords (These are basically pictures of the fretboard, as if the guitar is sitting upright in front of you. Search for "how to read guitar chord diagrams" in Google to understand more about how fretboard diagrams work.):

Root 6 interval shapes:
\begin{tabular}{llllll}
\hline 1 & 1 & 1 & 1 & 4 & 1 \\
1 & 3 & 6 & 9 & 1 & 7 \\
1 & 1 & 1 & 1 & 5 & 1 \\
1 & 1 & 7 & 3 & 1 & 1 \\
1 & 5 & 1 & 4 & 6 & 9 \\
1 & 1 & 1 & 1 & 1 & 1 \\
1 & 1 & 9 & 1 & 7 & 1
\end{tabular}

Root 5 interval shapes:
\begin{tabular}{llllll}
\hline 1 & 1 & 1 & 1 & 1 & 1 \\
1 & 1 & 1 & 1 & 1 & 1 \\
1 & 1 & 1 & 1 & 1 & 4 \\
1 & 1 & 3 & 6 & 1 & 1 \\
5 & 1 & 4 & 1 & 9 & 5 \\
1 & 1 & 1 & 7 & 1 & 1 \\
1 & 1 & 5 & 1 & 3 & 6
\end{tabular}

Here are the interval patterns used to create chords, along with the various symbols seen in music to represent each type of chord:

\section*{CHORD TYPE: INTERVALS:}
\begin{tabular}{lrrrr} 
Power Chord & 1 & 5 & & \\
Major Triad & 1 & 3 & 5 & \\
Minor Triad & 1 & b3 & 5 & \\
Dominant 7 & 1 & 3 & \((5)\) & b7 \\
Major 7 & 1 & 3 & \((5)\) & 7 \\
Minor 7 7 & 1 & b3 & \((5)\) & b7 \\
Half Diminished 7 & 1 & b3 & b5 & b7 \\
Diminished 7 & 1 & b3 & b5 & bb7 \\
Augmented 7 & 1 & 3 & \(\# 5\) & b7
\end{tabular}

\section*{SYMBOLS :}

\section*{5}
none (just a root noot)
m, min, mi, -
7
maj7, M7, (triangle) 7
m7, min7, mi7, -7
m7b5, (circle with line) 7
(6) dim7, (circle) 7

7aug, 7 (\#5), 7 (+5)

Add these intervals to the above 7 th chords to create extended chords:
9 (is same as 2) 11 (is same as 4) 13 (is same as 6)
Examples:
\begin{tabular}{lllrlrrr}
9 & \(=\) & 1 & 3 & \((5)\) & b 7 & 9 & \\
\(\min 9\) & \(=\) & 1 & b 3 & \((5)\) & b 7 & 9 & \\
13 & \(=\) & 1 & 3 & 5 & b 7 & 13 & \\
\(9(+5)\) & \(=\) & 1 & 3 & \(\# 5\) & b 7 & 9 & \\
\(\operatorname{maj} 9(\# 11)\) & \(=\) & 1 & 3 & \((5)\) & 7 & 9 & \(\# 11\)
\end{tabular}

Here are some more common chord types:
"sus" \(=\) change 3 to 4
```

"sus2" = change 3 to 2
"add9" = 1 3 5 9 (same as "add2", there's no 7 in "add" chords)
"6, maj6" = 1 356
"m6, min6" = 1 b3 5 6
"6/9" = 1 3 5 6 9
11 = 1 b7 9 11
"/" = Bassist plays the note after the slash

```

NOTE: When playing complex chords (jazz chords) in a band setting, guitarists typically SHOULD NOT PLAY THE ROOT NOTE of the chord (the bassist or keyboardist will play it). In diagrams created by this program, unnecessary notes will be indicated by light circles, and required notes will be indicated by dark circles.

Here are the locations of root notes on the 6th and 5th strings:


Here's my plan of attack to create the program:
1. Use a text list widget to display a clickable list of all possible root notes.
2. Use a text list widget to display a clickable list of all possible chord types.
3. Use an area widget to display the chords chosen by the user (root note + chord type). Every time the user clicks a new chord, rejoin the existing text with the newly chosen chord text. Put each new chord label on a new line.
4. Add a button to let the user select when to render and display images of all the chords in the browser.
5. To create the images, I'll use REBOL's built in draw dialect. I'll also create a simple HTML page to display the rendered images, and save all those files to a newly created subdirectory. Then launch the browser to view the created page.
6. To draw the images, first l'll draw a grid of lines, each 20 pixels apart. Vertical lines represent strings, horizontal lines represent frets.
7. I'll plot circles onto the above grid, where the required intervals are located in every selected chord type. To do that, l'll create a map of all the possible chord types, telling the program which interval numbers are required to create each selected chord type. I'll also create a map of all the possible interval numbers, telling the program where to plot each required interval (XxY coordinate) listed in the chord type map. Finally, l'll create a map of the frets at which all possible root notes are located. The program will simply read the chord labels entered by the user, plot the required circles at the appropriate coordinates, for all intervals required in each chord. I'll also print the appropriate fret number for the given root note, and chord label too, directly in each image.
8. I'll need to create separate chord type, coordinate, and root note maps for both the 6 th and 5 th string shapes. I'll need to run through the rendering process twice for every chord (once for the 6th string shape and once for the 5th string shape).

I started by creating all the required maps. Having those ready would help me deal more concretely with the action code. The root note maps are just blocks containing all possible root notes, followed by the frets at which they're found. The interval maps are simply blocks containing every interval name, followed by the coordinates at which they should be plotted on the grid diagram. The shape maps are simply blocks containing:
1. A chord label (symbol) used to indicate each specific chord type.
2. A list of various other names and labels used to represent each chord type (all contained in a string).
3. A block of the intervals used to create each chord type. Because several intervals can be found multiple places in each diagram, I included some numbers multiple times, using multiple labels (i.e., the root note is seen as 1, 11, and 111 in various chords).

Here are all the root 6 maps:
```

root6-shapes: [
"." "major triad, no symbol (just a root note)" [1 3 5 11 55 111]
"m" "minor triad, min, mi, m, -" [1 b3 5 11 55 111]
"aug" "augmented triad, aug, \#5, +5" [1 3 b6 11 111]
"dim" "diminished triad, dim, b5, -5" [1 b3 b5 11]
"5" "power chord, 5" [1 55]
"sus4" "sus4, sus" [1 4 5 11 55 111]
"sus2" "sus2, 2" [1 99 5 11]
"6" "major 6, maj6, ma6, 6" [1 3 5 6 11]
"m6" "minor 6, min6, mi6, m6" [1 b3 5 6 11]
"69" "major 6/9, 6/9, add6/9" [1 111 3 13 9]
"maj7" "major 7, maj7, ma7, M7, (triangle) 7" [1 3 5 7 11 55]
"7" "dominant 7, 7" [1 3 5 b7 11 55]
"m7" "minor 7, min7, mi7, m7, -7" [1 b3 5 b7 11 55]
"m7 (b5)" "half diminished, min7 (b5), (circle w/ line), m7(-5), -7 (b5)"
[1 b3 b5 b7 11]
"dim7" "diminished 7, dim7, (circle) 7" [1 b3 b5 6 11]
"7sus4" "dominant 7 sus4 (7sus4)" [1 4 5 b7 55 11]
"7sus2" "dominant 7 sus2 (7sus2)" [1 b7 99 5 11]
"7(b5)" "dominant 7 flat 5, 7(b5), 7(-5)" [1 3 b5 b7 11]
"7(+5)" "augmented 7, 7(\#5), 7(+5)" [1 3 b6 b7 11]
"7(b9)" "dominant 7 flat 9, 7(b9), 7(-9)" [1 3 5 b7 b9]
"7(+9)" "dominant 7 sharp 9, 7(\#9), 7(+9)" [1 111 3 b77 b33]
"7(b5b9)" "dominant 7 b5 b9, 7(b5b9), 7(-5-9)" [1 3 b5 b7 b9]
"7(b5+9)" "dominant 7 b5 \#9, 7(b5\#9), 7(-5+9)" [1 3 b5 b7 b33]
"7(+5b9)" "augmented 7 flat 9, aug7(b9), 7(\#5b9)" [1 3 b6 b7 b9]
"7(+5+9)" "augmented 7 sharp 9, aug7(\#9), 7(\#5\#9)" [1 3 b6 b7 b33]
"add9" "add9, add2" [1 3 5 999 55 11]
"madd9" "minor add9, min add9, m add9, m add2" [1 b3 5 999 55 11]
"maj9" "major 9, maj9, ma9, M9, (triangle) 9" [1 3 5 7 9]
"maj9(+11)" "major 9 sharp 11, maj9(\#11), M9(+11)" [1 3 7 9 b5]
"9" "dominant 9, 9" [1 3 5 b7 9 55]
"9sus" "dominant 9 sus4, 9sus4, 9sus" [1 4 5 b7 9 55]
"9(+11)" "dominant 9 sharp 11, 9(\#11), 9(+11)" [1 3 b7 9 b5]
"m9" "minor 9, min9, mi9, m9, -9" [1 b3 5 b7 9 55]
"11" "dominant 11, 11" [1 b7 99 44 11]
"maj13" "major 13, maj13, ma13, M13, (triangle) 13" [1 3 55 7 11 13]
"13" "dominant 13, 13" [1 3 55 b7 11 13]
"m13" "minor 13, min13, mi13, m13, -13" [1 b3 55 b7 11 13]
]
root6-map: [
1 20x70 11 120x70 111 60x110 3 80x90 33 40x50 b3 80x70 5 100x70
55 40x110 b5 100x50 7 60x90 b7 60x70 9 120x110 99 80\times50 6 60x50
13 100x110 4 80x110 44 100x30 999 60x150 b77 100x130 b33 120x130
b9 120x90 b6 100x90 b55 40x90
]
root6-notes: [
"e" {12} "f" {1} "f\#" {2} "gb" {2} "g" {3} "g\#" {4} "ab" {4}
"a" {5} "a\#" {6} "bb" {6} "b" {7} "c" {8} "c\#" {9} "db" {9} "d" {10}
"d\#" {11} "eb" {11}
]

```

The root 5 maps simply mirror the lists above, with values altered for the 5th string:
root5-shapes: [
"." "major triad, no symbol (just a root note)" [1 3511 55]
"m" "minor triad, min, mi, m, -" [1 b3 511 55]
"aug" "augmented triad, aug, \#5, +5" [1 3 b6 11 b66]
"dim" "diminished triad, dim, b5, -5" [1 b3 b5 11]
"5" "power chord, 5" [1 55]
"sus4" "sus4, sus" [1 4511 55]
"sus2" "sus2, 2" [1 9511 55]
"6" "major 6, maj6, ma6, 6" [1 35513 11]
"m6" "minor 6, min6, mi6, m6" [1 b3 5513 11]
"69" "major 6/9, 6/9, add6/9" [1 3369 5]
```

    "maj7" "major 7, maj7, ma7, M7, (triangle) 7" [11 3 5 7 55]
    "7" "dominant 7, 7" [1 3 5 b7 55]
    "m7" "minor 7, min7, mi7, m7, -7" [1 b3 5 b7 55]
    "m7(b5)" "half diminished, min7(b5), (circle w/ line), m7(-5), -7 (b5)"
        [1 b3 b5 b7 b55]
    "dim7" "diminished 7, dim7, (circle) 7" [1 b33 b5 6 111]
    "7sus4" "dominant 7 sus4, 7sus4" [1 4 5 b7 55]
    "7sus2" "dominant 7 sus2, 7sus2" [1 9 5 b7 55]
    "7(b5)" "dominant 7 flat 5, 7(b5), 7(-5)" [1 33 b5 b7 111]
    "7(+5)" "augmented 7, 7(#5), 7(+5)" [1 33 b6 b7 111]
    "7(b9)" "dominant 7 flat 9, 7(b9), 7(-9)" [1 33 5 b7 b9]
    "7(+9)" "dominant 7 sharp 9, 7(#9), 7(+9)" [1 33 b7 b3]
    "7(b5b9)" "dominant 7 b5 b9, 7(b5b9), 7(-5-9)" [1 33 b5 b7 b9]
    "7(b5+9)" "dominant 7 b5 #9, 7(b5#9), 7(-5+9)" [1 33 b5 b7 b3]
    "7(+5b9)" "augmented 7 flat 9, aug7(b9), 7(#5b9)" [1 33 b6 b7 b9]
    "7(+5+9)" "augmented 7 sharp 9, aug7(#9), 7(#5#9)" [1 33 b7 b3 b6]
    "add9" "major add9, add9, add2" [1 3 5 5 99 55]
    "madd9" "minor add9, min add9, m add9, m add2" [1 b3 5 99 55]
    "maj9" "major 7, maj9, ma9, M9, (triangle) 9" [11 33 5 7 9]
    "maj9(+11)" "major 9 sharp 11, maj9(#11), M9(+11)" [1 33 b5 7 9]
    "9" "dominant 9, 9" [1 33 5 b7 9]
    "9sus" "dominant 9 sus4, 9sus4, 9sus" [1 44 5 b7 9]
    "9(+11)" "dominant 9 sharp 11, 9(#11), 9(+11)" [1 33 b5 b7 9]
    "m9" "minor 9, min9, mi9, m9, -9" [1 b33 5 b7 9]
    "11" "dominant 11, 11" [1 b7 9 44 444]
    "maj13" "major 13, maj13, ma13, M13, (triangle) 13" [1 3 55 7 13]
    "13" "dominant 13, 13" [1 3 55 b7 13]
    "m13" "minor 13, min13, mi13, m13, -13" [1 b3 55 b7 13]
    ]
root5-map: [
1 40x70 11 80x110 111 100x30 3 100x110 33 60x50 b33 60x30 5 120x70
55 60x110 b5 120x50 7 80x90 b7 80x70 9 100x70 6 80\times50 13 120x110
4 100x130 44 60x70 444 120x30 99 80x150 b3 100x90 b9 100x50 b6 120x90
b66 60x130 b55 60x90
]
root5-notes: [
"a" {12} "a\#" {1} "bb" {1} "b" {2} "c" {3} "c\#" {4} "db" {4}
"d" {5} "d\#" {6} "eb" {6} "e" {7} "f" {8} "f\#" {9} "gb" {9} "g" {10}
"g\#" {11} "ab" {11}
]

```

Next, I wrote the code to draw the grid image, onto which all the circles will be plotted. This was simply a matter of creating 2 blocks of line start/end points (one block each for vertical and horizontal lines), drawing those lines onto a display, and then saving that display as an image:
f: copy []
for n 2016020 [append \(f\) reduce ['line (as-pair 20 n ) (as-pair 120 n )]]
for \(n 2012020\) [append \(f\) reduce ['line (as-pair n 20) (as-pair n 160)]]
fretboard: to-image layout/tight [box white \(150 \times 180\) effect [draw f]]

To begin with the action code, I created the GUI skeleton code for the program. Here's the layout, based on the specs I came up with earlier (I also added a button for help):
```

view center-face layout [
across
t1: text-list 60x270 data [
"E" "F" "F\#" "Gb" "G" "G\#" "Ab" "A" "A\#" "Bb" "B" "C" "C\#" "Db"
"D" "D\#" "Eb"
]
; The chord label list is simply extracted from the block above:
t2: text-list 330x270 data extract/index root6-shapes 3 2 []
return
a: area

```
    return
    btn "Create Chart" []
    btn "Save" []
    btn "Load" []
    btn "Create Zip" []
    btn "Help" [editor help] ; help will just be a long string of text
]

I wanted to have the chord labels added to the text area when the user selected a chord type. Here's the code I came up with:
```

t2: text-list 330x270 data extract/index root6-shapes 3 2 [
; When a chord type is clicked, do this:
either empty? a/text [
; If the text area is empty, insert the root note and chord
; type into the text area:
a/text: rejoin [
copy t1/picked " "
pick root6-shapes ((index? find root6-shapes value) - 1)
]
] [
; If the text area is not empty, rejoin the existing text, a
; newline, and the root note and chord type together.
a/text: rejoin [
a/text newline copy t1/picked " "
pick root6-shapes ((index? find root6-shapes value) - 1)
]
]
; Display the added chord:
show a
]

```

Now I need to write the code to actually create the diagrams for each chord in the list. I put that code directly in the action block of the "Create Chart" button:
```

btn "Create Chart" [if error? try [
; Create a chords subdirectory if it doesn't exist:
make-dir %chords
; Erase the temporary contents each time;
delete/any %chords/*.*
; Start creating the HTML layout:
html: copy "<html><body bgcolor=\#fffffffff>"
; Loop through each chord in the text list:
foreach [root spacer1 spacer2 type] (parse/all form a/text " ") [
; Start creating a draw block, which contains the fretboard image

```
```

diagram: copy [image fretboard]
diagram2: copy [image fretboard]
; This is the loop that plots each of the intervals in the chord
; formula block:
root1: copy root
foreach itvl (third find root6-shapes type) [
either find [1 55] itvl [
; Plot a white circle for intervals 1 and 55:
append diagram reduce [
'fill-pen white 'circle (select root6-map itvl) 5
]
] [
; Plot a black circle for all other intervals:
append diagram reduce [
'fill-pen black 'circle (select root6-map itvl) 5
]
]
]
; Plot the root note and fret number text in the chord image:
append diagram reduce ['text (trim/all join root1 type) 20x0]
append diagram reduce [
'text
trim/all to-string (
select root6-notes trim/all to-string root1
)
130\times65

```
]
; Render the collected draw block and save the created image to
; a file:
save/png
    to-file trim/all rejoin [
        \%./chords/ (replace/all root1 \{\#\} \{sharp\}) type ".png"
    ]
    to-image layout/tight [
    box white \(150 \times 180\) effect [draw diagram]
]
; Add code to our HTML string to display the created image:
append html rejoin [
    \{<img src="./\}
    trim/all rejoin [
        replace/all copy root1 \{\#\} \{sharp\} type ".png"
        ]
    \{">\}
]
; Do the entire process above again to create a root 5 image:
foreach itvl (third find root5-shapes type) [
    either find [1] itvl [
        append diagram2 reduce [
            'fill-pen white 'circle (select root5-map itvl) 5
        ]
    ] [
        append diagram2 reduce [
```

                                    'fill-pen black 'circle (select root5-map itvl) 5
                                    ]
                ]
            ]
            append diagram2 reduce ['text (trim/all join root type) 20x0]
            append diagram2 reduce [
                        'text
                trim/all to-string (
                select root5-notes trim/all to-string root
            )
                130x65
            ]
            save/png
                to-file trim/all rejoin [
                    %./chords/ (replace/all root {#} {sharp})
                    type "5th.png"
                ]
                to-image layout/tight [
                box white 150x180 effect [draw diagram2]
            ]
            append html rejoin [
            {<img src="./} (trim/all rejoin [
                replace/all root {#} {sharp} type "5th.png"
                ]) {">}
            ]
    ]
    ; Finish up the HTML code, save it to a file, and display it in
    ; the user's browser:
    append html [</body></html>]
    write %./chords/chords.html trim/auto html
    browse %./chords/chords.html
    ] [
; If there was an error anywhere in the rendering process (because
; the user incorrectly edited chord labels), alert them to make
; changes:
alert "Error - please remove improper chord labels."
]]
btn "Save" [
; Save the selected chords to a text file, with an error check to
; avoid accidently overwriting existing files:
savefile: to-file request-file/file/save %/c/mysong.txt
if exists? savefile [
alert "Please choose a file name that does not already exist."
return
]
if error? try [save savefile a/text] [alert "File not saved"]
]
btn "Load" [
; Load a saved chord list and display it in the text area. The
; error check is there in case the user clicks the "cancel" button:
if error? try [
a/text: load to-file request-file/file %/c/mysong.txt
show a
] []
]
btn "Create Zip" [
; This routine creates a zip file of the created HTML file and every

```
; rendered image in the ./chords folder. It uses rebzip by Vincent
; Ecuyer:
if not exists? \%chords/ [alert "Create A Chart First" return]
do to-string to-binary decompress 64\#\{
; Insert here the compressed zebzip code by Vincent Ecuyer,
; found at http://www.rebol.org/view-script.r?script=rebzip.r
\}
zipfile: to-file request-file/file/save \%/c/mysong.zip
if exists? zipfile [
alert "Please choose a file name that does not already exist." return
]
zip/deep zipfile \%chords/
]
btn "Help" [editor help]

Here's the final program, with the help text and rebzip code included:

REBOL [title: "Guitar Chords"]
help: \{
This program creates guitar chord diagram charts for songs. It was written to help students in high school jazz band quickly play all of the common extended, altered, and complex chord types. It can also be used to create chord charts for any other type of music (with simpler chords): folk, rock, blues, pop, etc.

To select chords for your song, click the root note (letter name: A, \(\mathrm{Bb}, \mathrm{C} \#, \mathrm{etc}\). ), and then the sonority (major, minor, 7 (\#5b9), etc.) of each chord. The list of chords you've selected will be shown in the text area below. When you've added all the chords needed to play your song, click the "Create Chart" button. Your browser will open, with a complete graphic rendering of all chords in your song. You can use your browser's page settings to print charts at different sizes.

Two versions of each chord are presented: 1 with the root note on the 6 th string, and another with the root note on the 5 th string. Chord lists can be saved and reloaded with the "Save" and "Load" buttons. The rendered images and the HTML that displays them are all saved to the "./chords" folder (a subfolder of wherever this script is run). You can create a zip file of all the contents of that folder to play your song later, upload it to a web server to share with the world, etc.
-- THEORY --
Here are the formulas and fingering patterns used to create chords in this program:

6th string notes:
\begin{tabular}{llllllll}
0 & 1 & 3 & 5 & 7 & 8 & 10 & 12 \\
E & F & G & A & B & C & D & E
\end{tabular}

The sharp symbol ("\#") moves notes UP
one fret
The flat symbol ("b") moves notes DOWN one fret
\begin{tabular}{lllllllllllll}
\(\mid\) & 1 & 1 & 1 & 4 & 1 & & & 1 & 1 & 1 & 1 & 1 \\
1 & 3 & 6 & 9 & 1 & 7 & & 1 & 1 & 1 & 1 & 1 \\
1 & 1 & 1 & 1 & 5 & 1 & & 1 & 1 & 1 & 1 & 1 & 4 \\
1 & 1 & 7 & 3 & 1 & 1 & & 1 & 1 & 3 & 6 & 1 & 1 \\
1 & 5 & 1 & 4 & 6 & 9 & & 1 & 4 & 1 & 9 & 5 \\
1 & 1 & 1 & 1 & 1 & 1 & & & 1 & 1 & 7 & 1 & 1 \\
1 & 1 & 9 & 1 & 7 & 1 & & & 1 & 5 & 1 & 3 & 6
\end{tabular}

To create any chord, slide either shape up the fretboard until the number "1" is on the correct root note (i.e., for a "G" chord, slide the root 6 shape up to the 3rd fret, or the root 5 shape up to the 10th fret). Then pick out the required intervals:


Add these intervals to the above 7 th chords to create extended chords:
9 (is same as 2) 11 (is same as 4) 13 (is same as 6)

Examples:
\begin{tabular}{llllrrrr}
9 & \(=\) & 1 & 3 & \((5)\) & b7 & 9 & \\
\(\min 9\) & \(=\) & 1 & b 3 & \((5)\) & b 7 & 9 & \\
13 & \(=\) & 1 & 3 & 5 & b 7 & 13 & \\
\(9(+5)\) & \(=\) & 1 & 3 & \(\# 5\) & b 7 & 9 & \\
\(\operatorname{maj} 9(\# 11)\) & \(=\) & 1 & 3 & \((5)\) & 7 & 9 & \(\# 11\)
\end{tabular}

Here are some more common chord types:
```

"sus" = change 3 to 4
"sus2" = change 3 to 2
"add9" = 1 3 5 9 (same as "add2", there's no 7 in "add" chords)
"6, maj6" = 1 356
"m6, min6" = 1 b3 5 6
"6/9" = 1 356 9
11 = 1 b7 9 11
"/" = Bassist plays the note after the slash

```

NOTE: When playing complex chords (jazz chords) in a band setting, guitarists typically SHOULD NOT PLAY THE ROOT NOTE of the chord (the bassist or keyboardist will play it). In diagrams created by this program, unnecessary notes are indicated by light circles, and required notes are indicated by dark circles.
root6-shapes: [
    "." "major triad, no symbol (just a root note)" [1 351155 111]
    "m" "minor triad, min, mi, m, -" [1 b3 51155 111]
    "aug" "augmented triad, aug, \#5, +5" [1 3 b6 11 111]
    "dim" "diminished triad, dim, b5, -5" [1 b3 b5 11]
    "5" "power chord, 5" [1 55]
    "sus4" "sus4, sus" [1 451155 111]
    "sus2" "sus2, 2" [1 995 11]
    "6" "major 6, maj6, ma6, 6" [1 3 5 6 11]
    "m6" "minor 6, min6, mi6, m6" [1 b3 5 6 11]
"69" "major 6/9, 6/9, add6/9" [1 111313 9]
"maj7" "major 7, maj7, ma7, M7, (triangle) 7" [1 35711 55]
"7" "dominant 7, 7" [1 3 5 b7 11 55]
"m7" "minor 7, min7, mi7, m7, -7" [1 b3 5 b7 11 55]
"m7(b5)" "half diminished, min7 (b5), (circle w/ line), m7(-5), -7 (b5)"
[1 b3 b5 b7 11]
"dim7" "diminished 7, dim7, (circle) 7" [1 b3 b5 6 11]
"7sus4" "dominant 7 sus4 (7sus4)" [1 4 4 5 b7 55 11]
"7sus2" "dominant 7 sus2 (7sus2)" [1 b7 995 11]
"7(b5)" "dominant 7 flat 5, 7 (b5), 7(-5)" [1 3 b5 b7 11]
"7(+5)" "augmented 7, 7(\#5), 7(+5)" [1 3 b6 b7 11]
" 7 (b9) " "dominant 7 flat 9, 7 (b9), 7(-9)" [1 3 5 b7 b9]
"7(+9)" "dominant 7 sharp 9, 7(\#9), 7(+9)" [1 1113 b77 b33]
"7(b5b9)" "dominant 7 b5 b9, \(7(b 5 b 9), 7(-5-9) "\left[\begin{array}{lll}1 & 3 & b 5 \\ b 7 & b 9\end{array}\right]\)
"7(b5+9)" "dominant 7 b5 \#9, 7(b5\#9), 7(-5+9)" [1 3 b5 b7 b33]
" 7 (+5b9) " "augmented 7 flat 9, aug7(b9), 7(\#5b9)" [1 3 b6 b7 b9]
"7(+5+9)" "augmented 7 sharp 9, aug7(\#9), 7(\#5\#9)" [1 3 b6 b7 b33]
"add9" "add9, add2" [1 3599955 11]
"madd9" "minor add9, min add9, m add9, m add2" [1 b3 599955 11]
"maj9" "major 9, maj9, ma9, M9, (triangle) 9" [1 \(\begin{aligned} & 1 \\ & 3\end{aligned} 57\) 9]
"maj9(+11)" "major 9 sharp 11, maj9(\#11), M9(+11)" [1 379 b5]
"9" "dominant 9, 9" [1 3 5 b7 9 55]
"9sus" "dominant 9 sus4, 9sus4, 9sus" [1 4 5 b7 9 55]
"9(+11)" "dominant 9 sharp 11, \(9(\# 11), 9(+11) "\) [1 3 b7 9 b5]
"m9" "minor 9, min9, mi9, m9, -9" [1 b3 5 b7 9 55]
"11" "dominant 11, 11" [1 b7 9944 11]
"maj13" "major 13, maj13, ma13, M13, (triangle) 13" [1 355711 13]
"13" "dominant 13, 13" [1 355 b7 11 13]
"m13" "minor 13, min13, mi13, m13, -13" [1 b3 55 b7 11 13]
]
root6-map: [
\(120 \times 7011120 \times 7011160 \times 110380 \times 903340 \times 50\) b3 \(80 \times 705100 \times 70\)
\(5540 \times 110\) b5 \(100 \times 50760 \times 90\) b7 \(60 \times 709120 \times 1109980 \times 50660 \times 50\)
\(13100 \times 110480 \times 11044100 \times 3099960 \times 150\) b77 100x130 b33 \(120 \times 130\)
b9 120x90 b6 100x90 b55 \(40 \times 90\)
]
root5-shapes: [
"." "major triad, no symbol (just a root note)" [1 \(\begin{aligned} & 1 \\ & 3\end{aligned} 11\) 55]
"m" "minor triad, min, mi, m, -" [1 b3 511 55]
"aug" "augmented triad, aug, \#5, +5" [1 3 b6 11 b66]
"dim" "diminished triad, dim, b5, -5" [1 b3 b5 11]
"5" "power chord, 5" [1 55]
"sus4" "sus4, sus" [1 4 5 11 55]
"sus2" "sus2, 2" [1 9511 55]
"6" "major 6, maj6, ma6, 6" [1 35513 11]
"m6" "minor 6, min6, mi6, m6" [1 b3 55 13 11]
"69" "major 6/9, 6/9, add6/9" [1 3369 5]
"maj7" "major 7, maj7, ma7, M7, (triangle) 7" [1 3
"7" "dominant 7, 7" [1 3 5 b7 55]
"m7" "minor 7, min7, mi7, m7, -7" [1 b3 5 b7 55]
"m7(b5)" "half diminished, min7 (b5), (circle w/ line), m7(-5), -7 (b5)" [1 b3 b5 b7 b55]
"dim7" "diminished 7, dim7, (circle) 7" [1 b33 b5 6 111]
"7sus4" "dominant 7 sus4, 7sus4" [1 4 5 b7 55]
"7sus2" "dominant 7 sus2, 7sus2" [1 9 b b7 55]
"7(b5)" "dominant 7 flat 5, 7 (b5), 7(-5)" [1 33 b5 b7 111]
"7(+5)" "augmented 7, 7(\#5), 7(+5)" [1 33 b6 b7 111]
"7(b9)" "dominant 7 flat 9, 7 (b9), \(7(-9)\) " [1 335 b7 b9]
"7(+9)" "dominant 7 sharp 9, 7(\#9), 7(+9)" [1 33 b7 b3]
"7(b5b9)" "dominant 7 b5 b9, 7(b5b9), 7(-5-9)" [1 33 b5 b7 b9]
"7(b5+9)" "dominant 7 b5 \#9, \(7(\mathrm{~b} 5 \# 9), 7(-5+9) "[133 \mathrm{~b} 5 \mathrm{~b} 7 \mathrm{~b} 3]\)
"7(+5b9)" "augmented 7 flat 9, aug7(b9), 7(\#5b9)" [1 33 b6 b7 b9]
" 7 (+5+9)" "augmented 7 sharp 9, aug7(\#9), 7(\#5\#9)" [1 33 b7 b3 b6]
"add9" "major add9, add9, add2" [1 3 5 99 55]
"madd9" "minor add9, min add9, m add9, m add2" [1 b3 5 99 55]
"maj9" "major 7, maj9, ma9, M9, (triangle) 9" [1 3357 9]
"maj9(+11)" "major 9 sharp 11, maj9(\#11), M9(+11)" [1 33 b5 7 9]
"9" "dominant 9, 9" [1 335 b7 9]
```

    "9sus" "dominant 9 sus4, 9sus4, 9sus" [1 44 5 b7 9]
    "9(+11)" "dominant 9 sharp 11, 9(#11), 9(+11)" [1 33 b5 b7 9]
    "m9" "minor 9, min9, mi9, m9, -9" [1 b33 5 b7 9]
    "11" "dominant 11, 11" [1 b7 9 44 444]
    "maj13" "major 13, maj13, ma13, M13, (triangle) 13" [1 3 55 7 13]
    "13" "dominant 13, 13" [1 3 55 b7 13]
    "m13" "minor 13, min13, mi13, m13, -13" [1 b3 55 b7 13]
    ]
root5-map: [
1 40x70 11 80x110 111 100x30 3 100x110 33 60x50 b33 60x30 5 120x70
55 60x110 b5 120x50 7 80x90 b7 80x70 9 100x70 6 80x50 13 120x110
4 100x130 44 60\times70 444 120\times30 99 80x150 b3 100x90 b9 100x50 b6 120x90
b66 60x130 b55 60x90
]
root6-notes: [
"e" {12} "f" {1} "f\#" {2} "gb" {2} "g" {3} "g\#" {4} "ab" {4}
"a" {5} "a\#" {6} "bb" {6} "b" {7} "c" {8} "c\#" {9} "db" {9} "d" {10}
"d\#" {11} "eb" {11}
]
root5-notes: [
"a" {12} "a\#" {1} "bb" {1} "b" {2} "c" {3} "c\#" {4} "db" {4}
"d" {5} "d\#" {6} "eb" {6} "e" {7} "f" {8} "f\#" {9} "gb" {9} "g" {10}
"g\#" {11} "ab" {11}
]
f: copy []
for n 20 160 20 [append f reduce ['line (as-pair 20 n) (as-pair 120 n)]]
for n 20 120 20 [append f reduce ['line (as-pair n 20) (as-pair n 160)]]
fretboard: to-image layout/tight [box white 150x180 effect [draw f]]
; spacer: to-image layout/tight [box white 20x20]
view center-face layout [
across
t1: text-list 60x270 data [
"E" "F" "F\#" "Gb" "G" "G\#" "Ab" "A" "A\#" "Bb" "B" "C" "C\#" "Db"
"D" "D\#" "Eb"
]
t2: text-list 330x270 data extract/index root6-shapes 3 2 [
either empty? a/text [
a/text: rejoin [
copy t1/picked " "
pick root6-shapes ((index? find root6-shapes value) - 1)
]
] [
a/text: rejoin [
a/text newline copy t1/picked " "
pick root6-shapes ((index? find root6-shapes value) - 1)
]
]
show a
]
return
a: area
return
btn "Create Chart" [if error? try [
make-dir %chords
delete/any %chords/*.*
; save/bmp %./chords/spacer.bmp spacer
html: copy "<html><body bgcolor=\#ffffffff>"
foreach [root spacer1 spacer2 type] (parse/all form a/text " ") [
diagram: copy [image fretboard]
diagram2: copy [image fretboard]
root1: copy root
foreach itvl (third find root6-shapes type) [
either find [1 55] itvl [
append diagram reduce [
'fill-pen white 'circle (select root6-map itvl) 5
]

```
```

    ] [
        append diagram reduce [
        'fill-pen black 'circle (select root6-map itvl) 5
        ]
        ]
    ]
    append diagram reduce ['text (trim/all join root1 type) 20x0]
    append diagram reduce [
        'text
        trim/all to-string (
        select root6-notes trim/all to-string root1
    )
        130\times65
    ]
    save/png
        to-file trim/all rejoin [
        %./chords/ (replace/all root1 {#} {sharp}) type ".png"
    ]
    to-image layout/tight [
    box white 150x180 effect [draw diagram]
    ]
    append html rejoin [
        {<img src="./}
        trim/all rejoin [
        replace/all copy root1 {#} {sharp} type ".png"
    ]
        {">}
    ]
    foreach itvl (third find root5-shapes type) [
        either find [1] itvl [
            append diagram2 reduce [
                'fill-pen white 'circle (select root5-map itvl) 5
        ]
    ] [
            append diagram2 reduce [
                'fill-pen black 'circle (select root5-map itvl) 5
        ]
    ]
    ]
append diagram2 reduce ['text (trim/all join root type) 20x0]
append diagram2 reduce [
'text
trim/all to-string (
select root5-notes trim/all to-string root
)
130\times65
]
save/png
to-file trim/all rejoin [
%./chords/ (replace/all root {\#} {sharp})
type "5th.png"
]
to-image layout/tight [
box white 150x180 effect [draw diagram2]
]
append html rejoin [
{<img src="./} (trim/all rejoin [
replace/all root {\#} {sharp} type "5th.png"
]) {">}
; {<img src="./spacer.bmp">}
]
]
append html [</body></html>]
write %./chords/chords.html trim/auto html
browse %./chords/chords.html
] [alert "Error - please remove improper chord labels."]]
btn "Save" [

```
savefile: to-file request-file/file/save \%/c/mysong.txt
if exists? savefile [ alert "Please choose a file name that does not already exist." return
]
if error? try [save savefile a/text] [alert "File not saved"] ]
btn "Load" [
if error? try [ a/text: load to-file request-file/file \%/c/mysong.txt show a
] []
]
btn "Create Zip" [
if not exists? \%chords/ [alert "Create A Chart First" return] ; rebzip by Vincent Ecuyer:
do to-string to-binary decompress 64\#\{
eJztW+uP20hy/+6/oldGsJ7bcEU2X00Zd4bX9iILXO4AY5N8EOYAjkTNMNaQOomy PTbmf8+vqptkU3xIM4cgARICHmvYVdX1fnRrPn745a9/FsvrFy9W1VfnW75biFVZ VNnXSixfCDyr/crZlsXtwvzeeVz885IkSsJEJYEQju96bhCHrhKOF8s4CGToSgKS QeQHnh/jo1KRG8aRFzb0HD90/CCMPA+fvciPwziUEX4RMkhkpEAIH90gAGFf0j6h lCqUbhTRPkEcY3dftvx5kUwCMBYSCU+GIO1KIh64sR+50A08FUWhBDnwJIJEhX4U Bgq4 IJbIOIqilj/phknoRrSMz1GcuJGrSC5wBCRFvHoKLISQzSchVOwr0PMJHjyr JArjlj8CVH6SsP4iBQFiLyR6TuCrIJRhABJJ7LsBRCQg3w8j3w8U6S+KPGI1avUn HNggCsKA9ZdIpUJgJ1hIkhgSu0lEJlBeEvpgFkDYzvO8JKJ9wtiVkCgMGnqe60ZK KS8I2XQkVBzR3k4cuxArimLCk6RJ6I32gd2TOJaQgei6RKCl50Bb0JRL8jqeD39x vTCCMgWwYdYgJP3BYSRkc0mIEDYIvdCnfQJP+lC+77XyRqEXwwqK9efHWPahENID VOdJ2A94xHMko4T2CaMwdGNJvEKqIJJebNFzlAv7h2HC+oOWwFWSkFxR7IGnhPzP C8mllMv+l4BXP/LZ/+BCkZcElrwiTkLlh6Ek1/IC2N93pQyJJwgC5cAXHUgVKC8G HxxDgUdUJHuH54VQTEPPIWbJA2lrOBR4ChLaG3huHICviA0FVv1YerRPhF29wA3I F32yrSv91v+kC6XFiBGXfwtJ867PsYQHvkN2dPA/wGQYUQz5McweRz4LRL8pz2/5 g/IilYRxzC4sOSEkCcUERE1CWJhihewRKNIZ4ilCRMBTSR4J51CBp1r/U1BO7MKY gmMM1pCkJ0d6HqJAQgO8qx968EyyaUwBqRLONT4JLmPX0h+CN4CTUIoiwYIkSOKI bBrBt0PF9AQ0CgvAiwnBlyQF0Yb34iUiuPUXz4e/+WHCoSkSFSSkb9JfGMR4i1RF sSIhYBKHimMoAo8wNwUXtAd2PK/lLyQ4KJi3iwOIgqDlmIDh4bBuRLEC0jHUyj6n wlj6yqd9EBmsY7flDyaCjwQR2QMxBu1CZxxLgfQofkOOMWDCIsQTlBr6fkIJDsGF gEx87Nky6LnIXyCpONmQTZFWKdgD5B0w5VKyAZ4HHn1yQGTDIPDBIUUXIgRJTXmi 5RCxhtiCY3K4wEt8BY/kaFIhJQ+OZuI2Voqj zw0SlA6XRIopuCjFWhyCHx+lIuTs 66K6yMAnYJQkpCvgUkpAMqCADtlukfTJb8g8cF3lIUdJYdUkbAG2Q12TAs6Yih0S kQXnTEhvKDsKviBp10C5LmKdc4JykbvAsUVQIANQRfRdjkCsJ+QJhIjcmniUvYEo FZiXigMNsuMfBbFEdkXSQ9RaHEqsgRUv4qqEihdHiUfUkQ6hfeQ7iowIe8HzyFNg fqRBN+RIgpeBhcAyigigGiklhx1kRe2OFZcRBEQEhmOXPikZIf0Q50IidFA3JaWi GC4ETwttHcLACAJPG4WqgkpYocJHeUKyIYdHrZYI5Yh6A4QatQYB9w+hQlFBeCuL QxSwGLHic0/hB1iOeHeH0lmAHEE6pOB2kd042FDIoE1FwQS3jVD/wsTiMIopMwfs bjC2knBu9nKUeKgAlYKIJFAg0iRnxQAMIF592gh5TmFjyygCFHyJxKkzMrIkJSny IfBBbQqXJo96IRmw90ewODZyyQ996BaeEUUWh/BYdFcel1+PyiYeyeEWI4uidHFN g02gXS/k2gRXcWPuIZDEAAAci8PYRz1CeQ04DkPqtJKQnNbF5hQSFL+UPShwyFho xqjIUGNDXurD16SVvOC9iuwScdQgUSJsdXFC4kQajbmoUeeFxEuGjdDt+DCdx1GG foBSXJsaoDwXJLmYQJ9YhqOSXWNoB4mUTOJQQGMXlxtDMIi2hPIRVSrIg+xnpQbl I/BhK86uCFgoyKVWE0EVkOZZSPg1jImmh2IJFoQpKO84ktw+QuWykleM9EgFjgVD oUYUwru5PCnkyDgMOakjn8Nu3BrCi 9F3UkoXAedMFNOWQ9Rj1CBASMOwQiDi2ujF HrWHIduKOl4F0Ti/oByhpYkSTn2o2S6ylcUhmm1k/5gbYAHTkBlc0mGETgcGcqkT g1DcuLtc0UARfazkIKPONbECz6HyF1AAkQQOJXzEBHsekij6IF2t0PpT4eUCAGFg 4iCmCg/fRGsCh7I6TPS/KI+xrqA+Eheyp8spCnUT/knujnQCD+Yy5lGCg4dziUQd hVfDjnaFgmIQooorFNIMFVD2Qm4GYBKSDGWBLBLSRtQ6QHpu19F9INTdxLdUGEgq skFAoSYirsKBz 30bumvEleIeE70cQjIgFYZUOPyYUomA3WDAGA2bVaGgnASxy85B WQfr3PyFQEMB5pQBRqkwetysYSoj1H1+e1c5h7t8UzlqITbHYmUNY70P7fJBVHeZ +Jxuj5m4eRBK3OR4lxZrsc+q4744iLz6edagasBljnnvNtv/cC1mvzfoVSmYpIa+ bvfLcuyxF0V2m1b55+xNTaUzHTqe+FruzRLt71AfORf0kxawTm8pFVDH2uBen5Ah eALUhBi/hX3R/uQfx906rTIHE+uAkoz8pB9ApTTXWprgV8u0eHAO1T4vbkkX7+kd 1LC6y1afDsf7Fhq4Ha39VuRVnm41lz2Fbcp9lq7uQCfdm426kzQz/KpjZXp3xZra 5atPzRDOO5M+UGp51Wn+JLyeUprZ3ZfjykjFu4/vUEtrCZ+lkL5rZPe76uGNIfHy u2uexxPjbst0Lf6zzAsxe/19JpzV6dxlX2vXaY2pCeH17HF2PSzo60N+W6QQKju8 0KRX6dbZ5NvMwcoCTBsxxMvvCONfXEydj1pFWVHtp2ERqxo2K9ZOuXFqlGFoNK8a mrh21tlhtc93VbkfAcdQ8GhkWJXF52x/yMuCDaYlAUKuj190jfiOwTm8hfFFMk4q tnlVQRhwm2OJkCdD/t/rcNf79wMeLNzkRbp/QBJhc3XNiGX2wjbW4ZyDECSLYfRV C42WU7lXJ7F9Ho2zZKQxUQn9S3HnddKJrgYzCWEc7sp99WyNM/b/PpWfS6EAfaKj 3eS3/7CXrcuBFKDRKdw1a7dZdYFRhszAjDZs9zm0EpzYAX6KVUuXd11KJZXCNbOM
tSp3D/Ndim01eWmxf063A2H7P8t80LjF/WFdHpwqv88mBGCPYEhBkH1u6e2lzq+N bUJ2flce9+IPdACsrjpeXtZRPb/Pi2OVAciXfZDTIJgfMuy9pli46gaAlpQKz2WS EmRfUnr7RElptvyDeHWffhWuYfIhQ/w6NJe4o1KXRXWnhRZ1tzVfpw+WUOR7F91v sy/vz1jwKf7WxV1YIazf2Dqg3eCQ6+PqtI3E0ICGvtMAwgk6IJidui2ifQ8g6DTQ WoUTDea+VktnbN/R0rD1/7u0RLuNaCmkQ2lbB+ROP7HrdAAD5V6qqvEu+1u+c6gD emjU9P1deb9D63XIKI9RJ9UZOSxmuS/TEJSFMupdVzXymhdaYNNnafB1vs9WaKMe BO+toa4fG+gihQ8tCZT0/Rf6rdwwaqentaLzX8t1vslXGGLQcPHSEMJ4E2zY1tBz lqwz INxn1V25tsRzmBxU1r455N8ycfL7qWu8RgHY1EIziaKb0TzRIIF5e9dFN7vr AYARG6geA4umyRTbrLit7nTr/mKyre84jhZ1IX48wEKW63ShXotv2/xGQJVZet9Z OdHRonnR5dxoY2MLD+VkG5gxh1v8s+D92xkvLw4V1NEhYIR5ZYt6Jf7Uvjhh5mrg 3rNm0hTM3jo9h0/5rmd8OQ5apfm2B++oHkKj63W22cJrOwDXfV5HbNOofktl5mTf Lk0rFYw5Zbqpsv2wTz7R1wYT3Gs7cVjxbx5uIF9+fxywVHcQ7C3r4fQRG5jJawIC 2r499NaNO5lg/6NR89BdeYdYAz9slQE7Gnx1gj/kBUyh96bTyHHCm90ncTjOiQy3 HtqBchw9r02W6QMM5DX76SWiIVZMNaydhdP8a3YE/qjfT1gt+4oassmz7XoMlumw HDXVQd1rkKK0KA7mBaOStqhNBJSBNecJKHHP8PDTA4zzPi4O6KdXfSn7gOiq/z8g /s8FhGVhUAVL93Cx88Dr/PCpON7fwPiHaqgqtqA0jeOLJPS0Q191g8mt70fWuaHm +okYpr8sN5tD1uflSUE/EfEtkNHTaOnUP/k/aihp2zfjJ70/f/y3D3Rw3HbTx705 Xz78PLNHjephh3bWNI14oZvg+lQeWObjtdkcLrRLqztmoLf/92bQAeIP10ZyR23a +fvyMzp8UiwdYM7ms 7b9NgxpaMK9ZOjJdb89fIOAxZfYAhG9yfeH+1BiaQYl6r1E Qd9S08J1UPXgMTjHNLwukChW5TpzGr0265xs/2k2O2GoPosAL+Crs8Rq1+ukWzGb XY+tIzIw5HUgOr4BZxU/YsRqZqtfjvl2TXMVvUz3q7v8c1aPoewccBJMBWh0PtUD zOFnTbt2JhOVWKVakcOGENCQ+rm14Rfk7Y4NhT4Z+kG0089/MAxsekNsibxqFaGr ShefuCK0X4krQsul1fa4ziwGWgLzdZbt6DKFQQ5aFII8HG/q8Q/MWwjwqpsSY87s z/mhqhG+3JFWml60uB2c0DgBcL3maiuKG6dWjiZTIOvDP9o0Y5VpM4kyoJ7hymMl mqJguTje10GmHbWuj000qNXecZglJhdEjFk7cfGTWrhkoIWYRLFjrre1IVDusmKu pZtry8+/7HOUPF63mv9W7oWlt4Vwx3VlIhYtzIsTh9HDHllx+Uq/ubq2xJJsuSzK iuejNwbnRANky4VZmnvdJWPFhY5BTofa9PleftpGKotmgHvJPt1uxbJBNNvid3IA frOn2ZuJLrtkT1u+/KARUkGi8WDdnnC8GZpX9d4UIA3GG83t9QCnr0W6gzXX+ru8 RVVncrFFoAwWsfqSkqEaOUbaNnqMu/HYakKfMOaL7iHOoAIGujnbj6xYtK8260cf 0RXIlxcDcpNmqSyUhQlvU00JtzdDpDDItyEpltrNmISRqg0X42FypBk1ZEzV2qYo FFqHteuP4LE2N2zX210n9N5qgA8tGZq3+fHeOtByBjvU+un3wvVDljfBL0a7oj76 iGS6ctdxbin1gu5cR5fdrQwzBM3VZWC5Q5mqBqKantekr9PDRvjX4MGi9ZijzubU s6kcWX+y0/vopKlrM3efVrXrzwR3aXGb6SMgpj+XIpDtKUmbawd2Ose7HaP98mW2 G6Db15LupnugVPY0mX6Y21XCqpQ/NaPLEOJpomSfQcvUeT3lUC0B4m1kbu7poptx e9f8neXuxEPN1dRyfYiNrTpg7SRnZTvIe9P0aIT+NJQedOecbVrocw7XisXNqWmx piZDevrQwy0J3ZM07chqS8Fsmo4aqBW51y0fC7tffp+t7NsIu2vmi 7vW/9vG2fTL fy22D+JLuf+EJhK5vHPMrM8XDvVxBg1E9Qms1ULTo6Xo9MFUQupe2Oqh1w2rnUaa Bes3091riLetTC2ZLo2p9rjFoVHuFSRJj9vq6oTA3485zSrvy+LHiluHCSKDXTYf EQ3chHAmGD/uoBTraLfS6badwOvXXNubg5sGs0OTYaxY4dmMnZEPr7P9vtwfTjt2 /dZuZgl4pImnpkwriaq30fdpf16gFxnv3qlmma9AzJ7VtpsG9CReCIG408Xi7vEr mdK80eHnPv2UUYrQwxhDnGOn9tU6Lds9hOnXB8KYNNy83qX7QzYnhmtiJ8lp6iD/ UA42qtXd/nju/P/VeNt51QOWukqP3xVwn6ddXsMO5sRXptf7lu3LNxp8br4NKZbm 6GKTbuFHfRZ4BxNOU1vUlz7WfbJ+NUKSA8nI90p/UaD7xQGGGEHmXqhGHuTH6le7 B6mj0HPNxOB5bEuR6Tg0Csy/Ich6kH2Gg9qGo0e0u4deogomNN2732q+7HNKZkR7 /fvgqe0GLm/bDXuLI1va6XXKiyy4jitZ70d260frqX160J3deqsTUnVEm3DIZrgY nyvo4TIxuNrnoS/yoMDd++3a5IOgw6wf0Jqs 7uamYtfJYHxedM/Mkr2KuZgEp6f9 ppj+JvWZSwv7YY30/uYI50+i/ISaQd3U9d90zlPtZ3xWVeen5Ha419m2H2zTJGpp +eBqCmhitK+fM9/pHHteflf014sfgviRmvD37lvvrfuWGvHm088X0jGXI+8J97d/ ef9xqnE/fWaEMAMiXTcsxsbBoQfzcL5GNPyxo3xx1lPqx3wt9YLLsaGnkdrTdOL0 HXuw4qGbHagXIxQU4d7kcPdsd6G+aN9HnqS3GDNIadj1dp8+HNCPXM76ozWMt1PI k9CR4Sr7PrYYKpRTBIpS39dt04FzmzHE9h6uaP9e4EJ/eYJb1s5B33aLOt81u9xF Zr+9f/t769qDhzpDz8vvsUrePdZfa3pSSLhsiNo2dM8Hvyie4pOuoD+OFL9++PVX AUVfhPYP5G175+fbtov9pPTz4S/vWxtlxeUx8Dxux6uOXp1crr8vR5PkG0Fnhktd i/gvXujjBeXCrpSbFG3Kms7/+cBhsl42TJg5Vv8/eJB++vRbgfPZ4gJJntFh0EOT aHMD+fTsv892WVqJ/Fk1nx778LQnwkUU6Kn/EIP/jIt/6G8mXmCOaR/ULHa7qUv9 Y5zy8MrUxQWxsDzxU1NsZnXVmRFH45s+wVWf4qLDG1r3r3wkN3wBaz9D96uT3xgZ QrBPjCZtc3p9NJ1p9D3g5e55rU+jlj2MJxv+tQ7Q9jg15b+oQClr7z/GLT52VTY9 PGz6x1fzxQWI9AwcbGnc50bK9JZ0Mr1sDhyvxWG3zSu+yzpv1WE5GfeZchLuM+U0 DPUPVs+zwo5QnwReqvH6eXrKPTT3oU/zDHp6d6eL8fMp+znXJzxtpf+2e87QXa/K TiNknc6anHxSBfS3cObvc+TYY2EuRdYLpGnr5LOP1V6o0ARS5+pZna07CC0Pet62 j9hfoGv6L0cgfyluTAAA
\}
zipfile: to-file request-file/file/save \%/c/mysong.zip
if exists? zipfile [
alert "Please choose a file name that does not already exist." return
]
zip/deep zipfile \%chords/

\subsection*{10.17 Case 17 - Web Site Content Management System (CMS), Sitebuilder.cgi}

For many years I used a simple CGI web site manager called Chico WebTool. Together with a javascript WYSIWYG HTML editor, the WebTool script enabled an extremely simple way for users to add, edit, and manage page content on web sites, without installing any software on a client PC (i.e., no Dreamweaver, Frontpage, etc., needed). New pages could be added directly in a browser, from any computer, and they were automatically linked in a sub-page tree structure on the web site. Users selected from a list of HTML templates (which were very simple for designers to create), to give the entire site a consistent look and feel. By adding the third party javascript editor, page content could be edited easily by users, even without any knowledge of HTML. WebTool ran in web servers on any operating system, as long as they had CGI and PERL installed. WebTool created static HTML pages, and didn't require any SQL database. It was a versatile setup that worked absolutely intuitively for novice and experienced users alike, long before any of the modern CMS packages became popular.

One problem with WebTool was that it took a long time to install and configure on each web server. There were also a number of features that I wanted to add to it, and some significant changes that I wanted to make to the workflow. The web site where Web Tool was distributed is no longer hosted by its author. So I decided to create a similar system in REBOL, more exactly suited to my needs. Here were my thoughts to get it going:
1. Start with a simple HTML textarea editor to create and edit pages. The password protected editor presented earlier in this tutorial is a good start.
2. Create an interface to add new pages, and to select existing pages to edit and delete. All that's needed is a text field to enter new page names, and a list of links to existing pages. The contents of any existing page would be read and sent to the textarea editor, and the edited text would be saved back to the same file after being submitted by the user. If a new file name is entered, the new file should simply be created with an empty string, then sent to the editor.
3. Integrate the code for a javascript WYSIWYG editor, to automatically enable visual creation/editing of pages in the above editor. I decided to use the openwysiwyg editor from http://openwebware.com because it is stable, small, runs in just about every browser, and enables many essential features. The openwysiwyg installation is composed of numerous files in several folders, so I decided to compress it with Carl Sassenrath's rip archiver. This would allow me to embed and extract the whole package on any operating system, directly from the web editor script.
4. Create an interface to upload images and other files used on the web site. Andreas Bolka's decode-multipart-form-data function, explained earlier, will work great to handle file uploads.
5. Add an interface to run OS and REBOL console commands, to manage files and folders, to create backups, to download files from other FTP servers, etc. An entire script that does all this was already presented earlier in this text.
6. Create a template system to wrap all user created content pages in a consistent overall page design. User created content will simply be inserted into a table area in any template's HTML layout. This gives the entire site a uniform look and feel, without any work or general design by users. All users have to do is type some text, add some images and/or other basic content, submit it, and the page generated by this script will look complete. To link pages together and create a navigation structure on the site, the template system should create several menu areas on each page, with automatically generated links to other pages on the site. I wanted users to be able to add new pages as sub-pages of any other existing page on the site. The home page should be able to have links to as many subpages as desired, and each of those pages should be able to have as many sub-pages as desired, and so on, for as many levels deep as desired, to create a simple tree structure, with the home page as a starting point. The system should automatically choose between 2 basic template designs -1 with a link menu area (for pages that have sub-pages), and another without any link menu area (for pages without sub-pages). I also wanted each page to contain a separate menu area with links back up through the currently traversed sub-page tree structure, on every page. This would make the entire site easily navigable both down through sub-pages, and all the way back up to the home page. This organizes every area of the site into clearly divided sub-sections, and enables visitors to instantly know where they are, and how to move up and down through the tree structure. The site map and menu links should be built automatically by the script, but should be manually editable, directly within the script, using a simple syntax. Template layout pages should be easily editable by a web designer, or even by users who know basic HTML, to change the entire look of the site, and to easily alter static elements found on every page (logo graphics, color layouts, copyright info, etc.).

Steps 1,4 , and 5 were already covered in scripts described earlier in this tutorial. I would just need to incorporate them into a new script with steps 2,3 and 6 above. I started out with this large amount of code that l've already written for other situations, and covered earlier in this text:
```

\#!./rebol276 -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Sitebuilder"</TITLE></HEAD><BODY>]
; Read the submitted GET or POST data (standard code covered earlier):
read-cgi: func [/local data buffer][
switch system/options/cgi/request-method [
"POST" [
data: make string! 1020
buffer: make string! 16380
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
]
"GET" [data: system/options/cgi/query-string]
]
data
]

```
submitted: decode-cgi submitted-bin: read-cgi
; If no data has been submitted, request user/pass (as demonstrated in
; several earlier scripts):
if ((submitted/2 = none) or (submitted/4 = none)) [
    print [<strong>"W A R N I N G - "]
    print ["Private Server, Login Required:"</strong><BR><BR>]
    print [<FORM METHOD="post" ACTION="./sitebuilder.cgi">]
    print [" Username: " <input type=text size="50" name="name" \(><B R><B R>\) ]
    print [" Password: " <input type=text size="50" name="pass"><BR><BR>]
    print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="submit">]
    print [</FORM>]
    print \(\{</\) BODY></HTML>\} quit
]
; Check user/pass, end program if incorrect:
username: submitted/2 password: submitted/4
either ((username = "username") and (password = "password")) [ ; if user/pass is ok, go on
] [
print "Incorrect Username/Password."
print \{</BODY></HTML>\} quit
]
; Here is Andreas Bolka's decode-multipart-form-data function, ; wrapped in some standard CGI code (all covered earlier in this ; text). It's given here in compressed form, and written to the server to avoid some of the issues that can occur when deciphering different types of post data. Uploaded binary data ; is simply sent to a totally separate script (created below), and
; then returned afterwards to this script:
if not exists? \%upload.cgi [
write/binary/allow \%upload.cgi to-binary decompress 64\#\{ eJyFV21v2zYQ/m7A/+GqoYUDTFHaAV2h2A7aNVsHpEixZhgGwxsoibbZSqJKUs2M LP99d3yRZNnFBFgv5N3xubvnjvR3T84TxTNZvvjxJcS5nk5+u35zewOr9XTSKFEb eMhlbXhtYrNveAqG/20SnanKv5LHILKav7t7f70cv7t+/XY5v/v17uZ6GX0Uhmet KAuuonniBueJE3lz+/bPJa4wnSjOijjfihQ2bz3DKillzkoomGGQtZsNV+vVdAJ4 6Xth8h3ovTa8SmRjhKx1gqqI/0vLtYkrbnayAC9PV/Th9uNdNByhi 4ynULHPHLRB B7ZP4PnFi4tDIbf4WOzlD69Gcvc7UXJYNVILI77yK7AeCRmAN1IZnYi6aY236ays R6DoYk3D62Lo/LFMXnKmTs6u+8/Ba/TLNUXA+XwieBg6tY+dg17NP0h1OrFZKngu Cx5XbWlEw5SJN1JVsbPp8uZUmnhIljCGsTGxs0YDPsW10AZyDAo6zEtRxRnf+jcK Qi3rOFf2UW78F75UouIxQUBkYVWylEIum721LQ0JUjGwkW1dXMFGoMFDbBB1ziSd

MxgnTJ9pVe3QWd9t0IP9Uw5mRQqfpKghiuPIidGCiWGiJAejjFAwtV9EPrDBXa+H ESDfhpMYAT9pvc6KgMQFInVUkFVT8grRQL5jSnOD6Is2RzqiWkiji+D/a9T8vhQ1 H6rR2qS4Ctn4F/qUeLkuISg4oPQMPY8LoRtJkbMhS0mT07jrJJFtJU3JRB3BWa/a s+Gyt441SHc7h411QP0oZMSuRIUoazTuEhFAAKv3PYn6aNOF1YAeRodtrte3bDlS H5aY/b4Mbp7C6Gy5+X7UyAHfvZHeYdsJjk3NYMfqosRi 7CQ7JwPagOSsq2f3MtY8 LF5fwN7YaKyn+0Gd900+qk3VQM0qD19Z2dp73HgUp9dJoSEiDkbg4XIRPQbMloto EHceGSNh43upCphpXnKsrYFWRFLRgEdcmB122xmx7oqAYf871tpg+x5r+gujBbNR CwndY8Dds/H+Yl1Pj/09/oag3WJk9gmhPRmL0BUg+h6EnhzLONaGHjXOV7i6SvSx caHpsukKnRPQUbsb0t26crDXHMXcpj11QbOdlOAfW1hRB6q3PJF1ibWF4XRatkdJ TR1pthGKdLu5M5jZkJ0hwvXYnN883bbS2xiyhlCcsNF50FqVb5bTIYOJtQkry+EG h9paIvn72nR7wqBhdIsRUL+9dvophPPQdIK32JHCUgl36Dan5vKtnfjU5n6w47mM 9nvxdHIJjZIZznRLYQci30u212B9wyU0yA1gWkG3GTYjwwvolve0JVN/KGxUlqvu 2DRXX5EIrcZjhVWWSmxFjR0isPl7W1+4S4vN3kpg9FVKsPAjJqkUSobJRDjCYDTN jlqAXcD10w510uykkUmwPJ3cE5Ykw/WUte21xgpdhfqT7jzHL66WcwY7xTeL6DzR /Sn2HPWvyP6CkNLLs4ZpvaAb0euZi8/CPaLlG5Z/plAMDsLzhC3nmVo+9ksaliG0 e1GY3eLVxVPI0BJXi+cHMgjJFF7o+cXFU2skoOOFHbHmSBVZb5e/f7i5ff0Wfrp9 /+Hm+u56nvhxq4u/Q+mfMUIa81YptIoViUcPsxMaj1AEPD2hjev6SSS9Mpa68PSc RvEVj+o26E6kOyC6/wuK27PN6mEQ6Ucn/xAB7vRbbhZ/ZyWrPy/9eBRiF63XtmxC cAhPYgq62TeKJz7tXwz8v0F/TBDpllaY/wDPpuhm7AwAAA==
\} [read write execute read write execute read write execute]
; I added a little error check to be sure permissions are set ; correctly for the upload script:
if error? try [call \{chmod 755 ./upload.cgi\}] [ print \{
<center><table border="1" width=80\% cellpadding="10"><tr><td> <strong>./upload.cgi</strong> has been created, but there was apparently a problem setting permissions for it. Please be sure that upload.cgi is chmod to 755.<br><br><center> <a href="./sitebuilder.cgi?name=username\&pass=password\&submit =submit">Continue</a></center></td></tr></table></center> </BODY></HTML>
\} quit ]
]
; If a username and password have been submitted to the script, but no ; other data, print the main start page:
if submitted/6 = "submit" [
; Print the current working path (by default, where this script is ; installed) - just to let the user know what folder they are working ; in on the web server:
```

print rejoin [

```
"<center>Path: " what-dir
\{<br><table border="1" width=80\% cellpadding="10"><tr><td>\} ]
; Here's the form to upload data to the upload.cgi script:
```

print rejoin [
{<br>
<FORM ACTION="./upload.cgi" METHOD="post"
    ENCTYPE="multipart/form-data">
Upload File: <INPUT TYPE="file" size="50" NAME="photo">
<INPUT TYPE="submit" NAME="Submit" VALUE="Upload">

```
    I added some new code here so that users could click a
    ; link to see the existing files on the server. This link
        sends some GET data back to the script. IMPORTANT:
        *** The data after the question mark in the URL appears
        ; just as if it was submitted by an HTML form ***. When the
        ; script sees this submitted data, it runs the appropriate
        ; code in the "listfiles" section below (see the section with
        ; '"if submitted/6 = listfiles"'). This technique is used
```

    ; throughout this script to run "subroutines" in the CGI code,
    ; to perform various actions. This allows us to use 1 single
    ; CGI script, instead of many separate files (similar to the
    ; webserver management script described earlier in this text).
    <a href="./sitebuilder.cgi?name=username&pass=password&
    subroutine=listfiles">Files</a>
    </FORM>
    ; Here's the form that sends data alerting the script to create
    ; a new file name. When submitted, the script will run the
    ; "edit" subroutine using the file name entered below:
    <FORM method="post" ACTION="./sitebuilder.cgi">
    <INPUT TYPE=hidden NAME=username VALUE="} submitted/2 {">
    <INPUT TYPE=hidden NAME=password VALUE="} submitted/4 {">
    <INPUT TYPE=hidden NAME=subroutine VALUE="edit">
    Create New Page:
    <INPUT TYPE=text size="50" name="file" value="">
    <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
    </FORM>}
    ]
    ; This link runs the "console" subroutine:
print {<a href="./sitebuilder.cgi?name=username&pass=password&
        subroutine=console">Console</a>
; If a constructed edit link has been submitted, run this edit
; subroutine. This code was presented earlier in the tutorial:
if submitted/6 = "edit" [
; Create new file if it doesn't exist:
write/append to-file rejoin [what-dir submitted/8] ""
; Backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
document_text: read to-file rejoin [what-dir submitted/8]
make-dir %edit_history
write to-file rejoin [
what-dir "edit history/"
to-string (second split-path to-file submitted/8)
"--" now/date "_" cur-time ".txt"
] document_text
; Print the HTML textarea, in which the text can be edited by the
; user. This data is submitted back to this script, and when the
; script sees the "save" value (submitted/6), it runs the "save"
; subroutine using the submitted text data. Closing textarea
; tags are replaced in the editable text, so that they don't break
; the actual textarea in which they are being displayed:
prin rejoin [
{<center><strong>Be sure to SUBMIT when done:</strong><BR><BR>
<FORM method="post" ACTION="./sitebuilder.cgi">
<INPUT TYPE=hidden NAME=username VALUE="} submitted/2 {">
<INPUT TYPE=hidden NAME=password VALUE="} submitted/4 {">
<INPUT TYPE=hidden NAME=subroutine VALUE="save">
<INPUT TYPE=hidden NAME=path VALUE="} submitted/8 {">
<textarea id="textarea1" name="test1" cols="100" rows="15"
        name="contents">}
    replace/all document_text "</textarea>" "<\/textarea>"
{</textarea>

```
]
```

            <a href="./sitebuilder.cgi?name=username&pass=password&
                subroutine=listfiles-popup" target=_blank>
            <FONT size=1>Files</FONT></a><BR><BR>
            <INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
            </FORM></center></BODY></HTML>}
        ]
    print {</BODY></HTML>} quit
    ]
The following subroutine saves the edited file text that has been
submitted by the edit routine above:
if submitted/6 = "save" [
; Save newly edited document (textarea tags replaced during the edit
; process are returned back to normal here and saved as they should
; be):
write (to-file rejoin [what-dir submitted/8])
(replace/all submitted/10 "<\/textarea>" "</textarea>")
print {</BODY></HTML>} quit
]
; Run REBOL console (for file and OS operations). This whole script was
; presented earlier in the tutorial:
if submitted/6 = "console" [
if not exists? %rebol276 [
print "<center>REBOL version 276 required!</center><br>"
]
print {<center><a href="./sitebuilder.cgi?name=username&
        pass=password&submit=submit">Back to Sitebuilder</a></center>}
entry-form: [
print {
<CENTER><FORM METHOD="post" ACTION="./sitebuilder.cgi">
<INPUT TYPE=hidden NAME=username VALUE="username">
<INPUT TYPE=hidden NAME=password VALUE="password">
<INPUT TYPE=hidden NAME=subroutine VALUE="console">
<INPUT TYPE=hidden NAME=submit_confirm
                    VALUE="command-submitted">
<TEXTAREA COLS="100" ROWS="10" NAME="contents"></TEXTAREA>
<BR><BR>
<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
</FORM></CENTER></BODY></HTML>
}
]
if submitted/8 = "command-submitted" [
write %commands.txt join "REBOL[]^/" submitted/10
; The "call" function requires REBOL version 2.76:
call/output/error
"./rebol276 -qs commands.txt"
%conso.txt %conse.txt
do entry-form
print rejoin [
{<CENTER>Output: <BR><BR>}
{<TABLE WIDTH=80% BORDER="1" CELLPADDING="10"><TR><TD><PRE>}
            read %conso.txt
            {</PRE></TD></TR></TABLE><BR><BR>}
{Errors: <BR><BR>}
read %conse.txt
{</CENTER>}
]
quit
]
do entry-form
]
; List existing files:

```
```

if submitted/6 = "listfiles" [
; Print a link to get back to the sitebuilder home page:
print {<center><a href="./sitebuilder.cgi?name=username&
    pass=password&submit=submit">Back to Sitebuilder</a><br>}
print {<table width=60% border=1 cellpadding="10">}
print {<tr><td width=100%><br>}
; Get a list of all files in the current folder, and print
; a link which runs the edit subroutine on any selected file
; name:
folder: sort read %.
foreach file folder [
print [rejoin [
{ <a href="./sitebuilder.cgi?name=username&
                pass=password&subroutine=cleanedit&file=}
        file {">(edit)</a> }
]]
print [rejoin [
{<a href="./} file {" target=_blank>} file {</a><br>}
]]
]
print {<br></td></tr></table></center></BODY></HTML>}
quit
]

```

That's it for steps 1,4 , and 5 in the outline. Step 2 is very simple. The new file creator routine was already taken care of in the code above. To create a list of existing pages that can be edited, I simply constructed links to each of the files, with a call to the "edit" subroutine in the submitted data (submitted/6 = "edit"). I only want content page files to appear in this list, so I removed all other file types from the list:
```

pages: sort read %.
dont-show-suffixs: [
%.html %.jpg %.gif %.png %.bmp %.rip %.exe %.pdf %.cgi %.php
%.zip %.txt %.tpl %.r %.tgz
]
; Remove file types listed above from the display:
remove-each page pages [find dont-show-suffixs (suffix? page)]
; Don't show directories either:
remove-each page pages [find to-string page "/"]
; And a few other odd files:
dont-show-files: [%rebol276 %sitemap %.ftpquota]
remove-each page pages [find dont-show-files page]
print "<hr><br>Edit Existing Pages:<br><br>"
foreach page pages [
print rejoin [
{<a href="./sitebuilder.cgi?name=username&pass=password&
        subroutine=edit&file=}
        to-string page {">} to-string page {</a>
} ; <br>}
]
]
print {<br><br><hr>}

```

Step 3 is also very easy. I used rip.r from rebol.org to package the openwsiwyg editor - it just took a few seconds. The results are at http://re-bol.com/openwysiwyg.rip. Just "do" that file, using REBOL on any platform, and all the contents are unpacked. Here's the code that unpacks and runs it, along with a nice notice to the user:
```

if not exists? %./openwysiwyg/scripts/wysiwyg.js [
write/binary %./openwysiwyg.rip to-binary decompress 64\#{
(compressed/embedded rip file data)
}
print {
<center><table border="1" width=80% cellpadding="10"><tr><td>
<center><strong>INITIAL SETUP: PLEASE RELOAD THIS PAGE AFTER
FILES HAVE BEEN UNPACKED...</strong>
</center></td></tr></table></center></BODY></HTML>
}
do %openwysiwyg.rip
print {
<center><table border="1" width=80% cellpadding="10"><tr><td>
<center><strong>FILES HAVE BEEN UNPACKED: PLEASE RELOAD
THIS PAGE NOW</strong>
</center></td></tr></table></center></BODY></HTML>
}
]

```

Here's the javascript code that integrates the WYSIWYG editor into our existing textarea editor. I just printed this on the same page as the textarea editor script:
```

{<script type="text/javascript"
src="openwysiwyg/scripts/wysiwyg.js"></script>

<script type="text/javascript">
    var full = new WYSIWYG.Settings();
    full.ImagesDir = "openwysiwyg/images/";
    full.PopupsDir = "openwysiwyg/popups/";
    full.CSSFile = "openwysiwyg/styles/wysiwyg.css";
    full.Width = "85%";
    full.Height = "250px";
    WYSIWYG.attach('all', full);
</script>}
```

I decided that I wanted to include a separate editor that did not include any WYSIWYG code. This would be useful for editing templates, code files, and any other text that doesn't need visual HTML editing. I simply included our original text editor code in a separate "subroutine" that can be called by setting the third GET value (submitted/6) to "cleanedit":
```

; non-wysiwyg edit:
if submitted/6 = "cleanedit" [
write/append to-file rejoin [what-dir submitted/8] ""
; backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
document_text: read to-file rejoin [what-dir submitted/8]
make-dir %edit_history
write to-file rejoin [
what-dir "edit_history/"
to-string (second split-path to-file submitted/8)
"--" now/date "_" cur-time ".txt"
] document_text
prin rejoin [
{<center><strong>Be sure to SUBMIT when done:</strong><BR><BR>
<FORM method="post" ACTION="./sitebuilder.cgi">

```
```

<INPUT TYPE=hidden NAME=username VALUE="} submitted/2 {">
<INPUT TYPE=hidden NAME=password VALUE="} submitted/4 {">
<INPUT TYPE=hidden NAME=subroutine VALUE="save">
<INPUT TYPE=hidden NAME=path VALUE="} submitted/8 {">
<textarea id="textarea12" name="test2" cols="100" rows="15"
            name="contents">}
replace/all document_text "</textarea>" "<\/textarea>"
{</textarea><br>
<a href="./sitebuilder.cgi?name=username&pass=password&
            subroutine=listfiles-popup" target=_blank>
<FONT size=1>Files</FONT></a><BR><BR>
<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
</FORM></center></BODY></HTML>}
]
print {</BODY></HTML>} quit
]

```

Step 5 is the main work of this project. The first thing I did was make a link on the main page that would run a "buildsite" subroutine:
```

print {<a href="./sitebuilder.cgi?name=username&pass=password&
    subroutine=buildsite">Build Site</a>
}

```

To start building the template system, I created some basic HTML templates, compressed them, and had the script write them to files on the server:
```

; Build site:
if submitted/6 = "buildsite" [
if not exists? %menu.tpl [
write %menu.tpl decompress \#{
789CB556DB4EDB40107DE72B0623A456AA63C7691E00AFA5247649A484A46129
E2A9F265B15D8C9DAE9D00ADFA41FDCBCEAEED90847015355292DD999D3D73E6
CC1873D71EF7E8C5C4813E1D0D6172D61D0E7AA0A89A76DEEA699A4DEDD2F0B9
A103E56E9AC7459CA56EA269CE8962ED98C2 68997DA7635B2 61DD0A163EDE063
EEAA2AA02BF3E6711230FEBD888B8481AA5A20CD5AE96A8E1CDA81A828662AFB
398F17A497A5054B0B95DECD18F8E5822805BB2DB4A8B84E8EC08F5C9EB382DC
C46990DDE46AD3681B02860CD4A774A23A5FCF06DF88327143A63A18802BD01B
9F50E78412 65CA16CC4D641A1FC09E7357E4428C4FF78991A6F151C43BA51743
07042FD5F57E9EE3BE7B18650BC6E137824B327E085E326747203CD480F95919
F110E629269DC429DA3CD7BF0A79863B87B0F7E5C0B11D1BFE2003F206BC4993
DCED98DDB17D015ED81371C99E2E1FDCA69D2E027193384C89CF443E2B1189A2
809771BC8BE8E0B32499B84110A72131E4EA74E6FAE52A62711821934D5DDF57
E0260E8A882807ED7D912A15378BEFA9F8B037C35788121120E4EC0E161D09A6
C8664B78EF85482EDE00A93A6EB4CAD3DB3055676E2214658DB0B986B0A9BF1C
220868880C6F9BAC15072D5F506DA53C48374110D807BF1869A1E5944EC727C7
F8C38588B34BA2A088D96D43285BB1FAD9353335D712CAA8DC34114A7C4F7017
2FC30F418826132CB79EA0C79397574934756B13A96CC41A49435BC5620E46C7
95B3E7E64C0819974885D0AA3385C1A873ECAC143ACA9134863F72EE8B581173
D1D0F8310B3116E654F6FC7A16756D9F97D35A3EFF5B5CD551437F58DAD5CA96
3A929535ACBAB02396CE97E5ABAAB72D6DC1C6EB1AED0194AE909F24ABCC0E7B
D9326BE3E6F0C5FA5DE562F89A5AEDB2D45085AE1ECB5321B792A1DA074C8F57
4E0F51BFB87A7B97F279DFFA9945F02C8BF7055DF273CF4211BCB81ACB38CBF1
29E0949AA83AFCD102CCDC22DAE0FF125F6E2B00DE21918DBE5A0F87AA457A53
D25AE7F63513BCD97E6B976D657855DD9B7C556FFE923231E56A716E6AF3BEB3
1EB73CF71AD90B5AE2AF4EA7BD6DA6D76DF25498F295FD449847E647D3EA65B3
3B2E4EC15F3074FD006814E770CE3C3845AF06749204A43D07CE72C6172C686C
1D2F2FA747125A954893FFC3EDFC039C3D1A760A0A0000
}
]
if not exists? %nomenu.tpl [
write %nomenu.tpl decompress \#{
789CAD556D6FDA3010FECEAFB8A6AAB44 90B09B47C288D235192162468197557

```

\begin{abstract}
F5D3E4246E92CD4B9863A0DDB41FB47FB973121874636DA7FA83E397E3B9E79E 3B1FCE9E77D9A7B7131F06743C82C9F5E968D807C3B4AC9BC3BE6579D4AB2E8E 9A3650C9B22255699E316159FE85E1361C7DE93A03BFE7B90E1DD291EF420387 B3679A80B63C98A722E2F2A34A95E0609AF5B555D9369CB14F7B90283533F9D7 79BA20FD3C533C53267D987108AB0D3114BF5756A2BE88130813260BAEC832CD A27C5998AD76A76DAC8006944E4CFFFDF5F00331262CE6A68F00D280FEE505F5 2F2831A67CC19928037903DE5C321D0D69BFFB1D1A691DBDD57857F476E48356 A6761F16059EB36E922FB884EF484EE4B20B8198F313D01666C4C3BC42ECC23C C3A8459AE15DC0C2CFB1CCF1A40BFB67C7BEE77BF00325283DA027AB54AFE19C 5E7AB710C47D8D4BF6ED72E031ED9D221126D2382321D7F16C2012C3802097E8 8BD8107221262C8AD22C26ED7277356361B54B781A27A864CBB60F0C58A6914A 8871DC39D0A152ED597FA77AF21EC3D78C840688257F8045AF24A3F2D99ADE6B 312A37DB9476330A041EAF705AB6EB4CB66472CB4A6390487E478CA68505C3EF 9BBA8A0CD7198ECF6BE380155C270AB7C846E7C29FC270DC3BF73702490AE4CD 7151C89018096778DCFC348B11C96295236B826BEAE969BA53CCA7A55BE5FFAE 1CAF2B253C2BBD355A1B05AD8574ACF5424565B42F016AD9EB7AD38CD6A08F5B C48CA94477880D6F28E74BBDEDA6FDCFC4E06B463D3372B82DE64B0ABCD5F9CF B4FC3DC28D52F943AABA31566AD52295E1E154E2E257D3DEA8C8DD374F3DFCBA 15ADC2E9A0EDA387E69C617FAD1A225926C813C97EE3A4E5F6F3D983D4BF829F D0B6ED63A0495AC00D0FE00AAD9A003D21A0342840F282CB058F9A8EA5E1DCED 07F5FCC050885A5AABFC736AFC02A1651F4AE3060000 \}
\end{abstract}
]
]

The documents above are just simple generic HTML pages, with 4 codes inserted:
```

sitebuilder_title ; Page title in head tag
** By default same as the source file name **
sitebuilder_links ; Link menu(s) generated by this script
(as defined in the site map that we'll create)
sitebuilder_path ; Links back up through the hierarchy of sub-pages,
to the home page, which we'll also create
sitebuilder content ; All of the data contained in the source file
of each content page

```

Wherever those codes are found, the script will replace them with appropriate data, and then save the newly constructed files as web pages to be viewed on the site.

I'll keep the list of links that should appear on each page, along with the site's entire sub-page tree structure in a file named sitemap.r. When the script first starts up, it will create the sitemap.r file, and a blank home page content file:
```

if not exists? %sitemap.r [
write %sitemap.r {%Home []}
write %Home {}
]

```

Starting with the home page, every entry in the site map will simply consist of a block containing 2 items: a source file name, and a block of sub-page links. The site map must have one and only one "home" page. It can be any file name, but by default, we'll use "Home" (notice the \%Home file name created above - that can be replaced by the user in the site map, but it's a recommended default). We'll also automatically create an index.html page that forwards to the home page, if no index.html exists. Here's an example of how the site map would look with only one page on the web site, labeled "Home.html":

\section*{\%Home []}

The file name (\%Home above) contains the name of a source file to be processed (a content file that the user can upload or create with the built-in editor). The block following it (empty above) contains the names
of any sub-pages that will be processed and automatically linked to it (none in the case above).

Below is an example of how the site map would look for a site made up of a home page and two subpages. Home.html, Page_One.html and Page_Two.html would all be created from the source files listed, and a menu bar would be automatically generated and placed on Home.html, linking to the 2 other pages. Neither Page_One.html nor Page_Two.html would contain any menu bars with links, because they don't contain any sub-pages:
```

%Home [ ; your home page (index.html forwards to it)
[%Page One []] ; Page One.html appears in the menu bar of Home.html
[%Page_Two []] ; Page_Two.html appears in the menu bar of Home.html
]

```

The next example site map below contains a home page with 5 sub pages, the 3 rd of which contains 2 sub pages, and the 2 nd of that contains 3 sub pages. In the generated .html pages, link menus are only placed on pages which have sub-pages (i.e., only Home.html, Page_Three.html and Page_Three_B.html below would contain link menus):
```

%Home [
[%Page_1 []]
[%Page 2 []]
[%Page 3 [
[%Page_3_A []]
[%Page_3_B [
[%\overline{Page_3_B_1 []]}
[%Page_3_B_2 []] ; Page_3_B_2.html is in menu of Page_3_B.html
[%Page_3_B_3 []] ; Page_3_B_3.html is in menu of Page_3_B.html
]]
]]
[%Page_4 []] ; Page_4.html appears in menu of Home.html
[%Page_5 []] ; Page_5.html appears in menu of Home.html
]

```

The key to understanding the site map idea is that any source file names followed by a link block will contain an auto-generated menu of links to those sub-pages in the .html files generated by this script. Pages without link blocks will not contain any sub-page links. They are simply wrapped in a template. Of course, users can manually link to any page they've created, if they don't want any auto-generated link menus or template design to appear on the site. They can use this script to simply upload content, or to create/edit HTML/script files. If that's the case, they don't need to create a site map at all.

To process the pages and build the site, my thought process is to create a function that reads each item in the site map and does the following:
1. If the item does not contain any sub-pages, use the nomenu.tpl template. If it does contain subpages, use the menu.tpl template.
2. Read the contents of the file listed, and replace the sitebuilder_content code in the template with the contents of the file.
3. Replace the sitebuilder_title code in the template with the name of the file given.
4. If the current item is a sub-page of another page, replace the sitebuilder_path code in the template with links to the containing pages, to create a path up through the tree structure, all the way back to the home page.
5. If the item contains sub-pages, replace the sitebuilder_links code in the template with links to each of the sub-pages listed.
6. Save the file using the file name given, plus ".html".
7. Call this function recursively for every sub-page that is contained in the current item. This will work through the entire site map.

Here's the code I came up with:
```

; First, load the sitemap and get the name of the homepage:

```
```

homepage: to-string first load %sitemap.r
current-path: rejoin [
{<a href="./} homepage {.html">} homepage {</a>}
]
; Set up a flag variable to help determine if I'm on the home page
; during the recursion process:
begin-recurse: true
; Here's the main function. It takes the name of a page to read
; from the site map, and a current-path variable, to keep track
; of where we currently are in the site-map tree:
recurse: func [page current-path][
; Set the current path (where we are in the site map):
either begin-recurse = true [
print-path: (to-string page/1)
] [
print-path: rejoin [current-path { : } (to-string page/1)]
]
begin-recurse: false
; STEP 1
; Choose whether to use the menu.tpl or nomenu.tpl template
; (page/2 refers to the block of links in the current page - if
; it's empty, use the template without menus):
either (page/2 = []) [
; STEP 2 (for pages with no menu):
constructed: replace (
read %nomenu.tpl
) {<!-- sitebuilder_content -->} (read to-file page/1)
; STEP 3 (for pages with no menu):
constructed: replace constructed {<!-- sitebuilder_title -->}
(to-string page/1)
; STEP 4 (for pages with no menu):
constructed: replace constructed {<!-- sitebuilder_path -->}
print-path
] [
; STEP 2 (for pages with a menu):
constructed: replace (read %menu.tpl)
{<!-- sitebuilder_content -->}(read to-file page/1)
; STEP 5 (for pages with a menu). This code creates an HTML link
; with a nice color changing rollover effect, for each sub-page
; listed on the current page (the page/2 block):
link-list: copy {}
foreach item page/2 [
link-list: rejoin [
link-list
{<TR><TD style="border: solid" }
{onmouseOver="this.bgColor='\#FFFFFF'"; }
{onmouseOut="this.bgColor='\#D3D3D3'";> }
{<CENTER><FONT face="Arial, Verdana,

```
```

                                    MS Sans Serif" size=1>}
                {<A HREF="./} (to-string item/1) {.html">}
                    (to-string item/1) {</A>}
                {</FONT></CENTER></TD></TR>}
                newline
            ]
    ]
; Now add it to the menu area in the template:
constructed: replace constructed {<!-- sitebuilder_links -->}
link-list
; STEP 3 (for pages with a menu):
constructed: replace constructed {<!-- sitebuilder_title -->}
(to-string page/1)
; STEP 4 (for pages with a menu):
constructed: replace constructed {<!-- sitebuilder_path -->}
print-path
]
; Step 6:
write (to-file join page/1 ".html") constructed
print page/1 print { ... DONE<br>}
; Step 7:
; This code builds the sitebuilder path and calls the recurse
; function on every page in the link list:
if not (page/2 = []) [
if (to-string page/1) <> homepage [
current-path: rejoin [
current-path
{ : <a href="./} (to-string page/1) {.html">}
(to-string page/1) {</a>}
]
]
foreach block page/2 [recurse block current-path]
]
]
print {<center><table border="1" width=80% cellpadding="10"><tr><td>}
; Start the whole build process by calling the recurse function on
; the sitemap. This will start with the home page and work down through
; the tree structure:
recurse mymap: load %sitemap.r current-path
print {</td></tr></table><br><a href="./sitebuilder.cgi?name=username&
    pass=password&submit=submit">Back to Sitebuilder</a></center>}
; Write an index.html file that forwards to the home page:
if not exists? %index.html [
write %index.html rejoin [{
<html>
<head>
<title></title>
<META HTTP-EQUIV="REFRESH" CONTENT="O; URL=./}
            (to-string mymap/1) {.html">
</head>
<body bgcolor="\#FFFFFF"><div id="divId">
</div>

```
```

        </body>
        </html>
    }]
    ]

```

I added the following link to the sitebuilder home page to allow me to manually edit the sitemap.r file using the editor subroutine (the one without WYSIWYG):
print \{<a href="./sitebuilder.cgi?name=username\&pass=password\& subroutine=cleanedit\&file=sitemap.r">Edit Site Map</a> \}

At this point, I can create and edit my own sitemap.r file and actually build the site. Now I need to write the code that builds the site map automatically. I added the following code to the "save" subroutine created earlier, to keep users from ever having to understand the site map format, or from ever having to manually create/edit the sitemap.r file:
```

either (submitted/8 <> "sitemap.r") and (
submitted/8 <> (to-string first load %sitemap.r)
) [
print {<center><strong>Document Saved</strong><br><br>}
; This code recurses through the existing site map, and lists all
; the existing pages:
recurse-sitemap: func [page] [
append sitemap-pages page/1
if not (page/2 = []) [
foreach block page/2 [recurse-sitemap block]
]
]
sitemap-pages: copy []
recurse-sitemap load %sitemap.r
prin {<table border="1" width=80% cellpadding="10"><tr><td>
<center>Now ADD this page as a SUB-PAGE of another in
your site map:<br><br>}
; For each page currently in the site map, print a link back to the
; sitebuilder script, which will run the subroutine that actually
; adds the new page to the selected location in the site tree:
foreach page sitemap-pages [
prin rejoin [
{<a href="./sitebuilder.cgi?name=username&pass=password&
                subroutine=addsitemap&newpage=}
                submitted/8 {&existingpage=} page {">} page {</a> }
]
]
; Give the user the option to not add the current page to the
; site map:
print {
<br><br>If you've ALREADY added this page to your site map,
or if you do not want it in your site map
<a href="./sitebuilder.cgi?name=username&pass=password&
            submit=submit"><strong>click here</strong></a>
</center><br></td></tr></table></center>
}
] [
print {<html><head><META HTTP-EQUIV="REFRESH" CONTENT="0;
        URL=./sitebuilder.cgi?name=username&pass=password&
        submit=submit"></head>}

```

This is the subroutine called when the code above is run and submitted. It recurses through the existing site tree, finds the page that the user has selected and adds the new sub-page info, then saves the data to the sitemap.r file:
```

if submitted/6 = "addsitemap" [
recurse-add-sitemap: func [page] [
if page/1 = (to-file submitted/10) [
new-block: copy []
append new-block (to-file submitted/8)
append/only new-block []
insert/only page/2 new-block
]
if not (page/2 = []) [foreach block page/2 [
recurse-add-sitemap block
]]
]
recurse-add-sitemap new-site-map: load %sitemap.r
save %sitemap.r new-site-map
print {
<html><head><META HTTP-EQUIV="REFRESH" CONTENT="0;
        URL=./sitebuilder.cgi?name=username&pass=password&
        submit=submit"></head>
}
]

```

At this point, the script is fully functional. I added one more subroutine to display help text:
```

; Print instructions:
if submitted/6 = "instructions" [
print {<pre>}
print instructions: {
; ... HELP TEXT GOES HERE ...
}
print {<pre>}
quit
]

```

To finish up, I added the following links to the main page, to display help, and to view the generated web site pages:
```

print rejoin [
{<a href="./} (to-string first load %sitemap.r)
    {.html" target=_blank>View Home Page</a> }
]
print {<a href="./sitebuilder.cgi?nameword&
    subroutine=instructions">Instructions</a>}
print {<br></td></tr></table></center></BODY></HTML>} quit
]

```

The following code is the complete web building CGI script. It's the longest program in this tutorial, so has been compressed to fit on this web page neatly. Unpack it and upload the sitebuilder.cgi script to your web server, along with a copy of REBOL version 2.76+, and you can use it to visually build WYSIWYG web sites, directly in your browser. Upload and edit files of any type, automatically create navigation link menus, wrap pages in design templates ( 2 included to get you started), run console scripts, and everything else
required to create and manage complete sites. It takes just a few seconds to install and it's easy enough for absolute beginners to use immediately.
write \%sitebuilder.cgi to-binary decompress 64\#\{
eJy0vOmypEiWJvjfn+K2t1RN1dCZGDtURWQJYBgGBgbGDik5I+z7YuyQku8yjzpc 99iIzBqp6e65IdcuBqpHVY+e5fuO4vHf/9sfwT4O2gom8I8/hMMXjWMU6ePPf/nS 9XkzfnwN22aMm/EP49bF//YxxusIZmNd/Z/g159a/PmHuyFLf/rhztHXP/1gCIbE /emrno9xMOVVFPdffwC/3/wB/N6EUa7un/7ypY/96A9hmv/bRzI14cefwaoN/eoj 8kf/I5iSJO7/8ucvH8fPsORjmHOM2zDGNdh2Y942A3j0PCb+nuJh/EMdj1kbfXxv /vnzVVV04+tvbnz+fEr+t4/aL+OPYTymnv63D+gCX05tvg/8+1Y4Qp6bLVlexR9/ 7tohH/M5/o+Pb4vJ258n2bX90IB5003jTyK/C/nLeUafP37XxU3022X/XZOwiv3+ \(\mathrm{Hz} 38 \mathrm{y} 5 \mathrm{e} / \mathrm{v} / \mathrm{rKc} 58 \mathrm{r} / 77 \mathrm{Yf6CzQ} 2 \mathrm{P99}\) ofvS/ve6/vnZ4cvf/nyZZiCOh/HOPq3jygO \(2 \mathrm{yj}+3 \mathrm{KOPX}+7+\mathrm{Icibf} / \mathrm{v} 4 e e++f \operatorname{Pn} 3 \mathrm{jzz5aNrv88/84SOI4+bX5v/j46c9+piGuAc7}\) fxj+7cuXo8u//MsvbUD448dDRBP/60fbf/zmPvrz/X/9aSd/Nrhj9m2T/umr/UF/ \(\mathrm{aB} / \mathrm{PD}+\mathrm{H} 45 \mathrm{~T} 8+/ \mathrm{nCs} / \mathrm{i}+/ \mathrm{bfhV7} \mathrm{fPZH}+\mathrm{MPPe} 7 \mathrm{nuP} 8 \mathrm{fH} 1 \mathrm{~Kb} 5 \mathrm{~s} 2 \mathrm{Hdkwp} 748 \mathrm{VHqb} 5 \mathrm{k} 6 \mathrm{gf}\) GO3b76n7DzdFkz9kzrgr1x+/Hps9fv2gWUNQnj9+/SM4/GrifzxU8fXc9+uHeSy4 8evDab5+/PDdFD596MdPF/oY8j3+8St2+frx2eTHr5+fX//xLL5+qIfWlraP/kuS PlX8n0j6QXiqpvFhuCr341fdZGThsJQnLX9++6b0rx8WLZnH1+978Lsl/QB+6uN0 768/gN+8+XDtzxjwt49DseOnFf37R5jFYfnrrn/ExwZsH2Nex8c+fVp817dp79ef 9pM3Ydv3cTgetjH9orbfGkj3iwp+ax5f4nzMDt/613/5uddhMV9/vv76rx/+Mc6/ /Nz389nP11//9bux/UuSH01+O9Jf2Z8C3jUfvvt3exh80vb1Hz5t/N//9q8fP/zp J3P9bpXfXODXhebDR1v+j4+0/WibL3/5reF+FX5e5y/GAf68t3/8+vFf0es3Zxs/ 4jUfxuE/Pv7p0whrv/tj/9Nclv648dvbf/2ne3uo5c9/+dvHbxt8u/nXv/0jkVNX tX70adK/lQkefu/3G+hXVbucGo3tH74/+xYv6q6PDyXg6H//65dY3G4WDM3w7r7A mqBBgH+3rnk1bneftuAMpgn/aQ33jstXL0v5ZR3aPAg8/S0+zAGWv0gqRUXIpnnP 5sbc0hl7IusUzE0xa4hBosZqPL15LlYx1LGmxIAJwfZ4UXrKMfTHjQu+xHJWBU42 uv1zjuk3D8KK3vjNY8akuyA9/JkYiYRQwuMvADouNoMzREwezjsXMzuyypchPU1t 0+TMFIscUu0AGKiijy6NXih5USR59oIDD7k+8qray7atef41esPTAmYrokX0C+6M GZkh7Wz 4pF5rRfZYofT9FsDLLI1u2QeNv9EspVqgkVHTM3oyW5ajW2NKd/UuacwX hvBUVG1uOTpehSBBbWWvrjjFh3NImI7oPi1BEghiexB0zGo1/awEr3Fz3HdhBPe3 I6Hj19YtkSsOSy0o3WSnedTGgE8ACTI+aEhP06EBZ8ljJsVHF4hSiHiql6xS+pv3 aNLpC7tiTmBX3ILp4hMSrSFQO3LyzLrJhKpg+cHg1+HiXtXBri60t13pFt+5UVu1 JgGK8PHllSO9cktg0ybIG4GZ7SSsL5MpXcveKk6YagKupNdFNAt+KW0ocuQb38q3 a8Aw0J7r0Rd5TRtDpDorR152RI0XQaXMBau11zvpHmmWT6qQRzyb23wu0nFR3Ohl tCh07a+M4wP3L5x+TbJOdmmD6uYQf6Ty6yY01lneLINMe+01YYXeKFdcGGBtf+d2 mRc5cAV9yiDn7AV9ueO9Br911B0b9Aa+zVgqJ0FP0VZ9yapLSq02imUgZ/qlNi5E OYvibRRNRNQYhLF90P8yAPw2omil30MiQ6HqpV5aT9YnrTJbfzcmLrvR9GNGVLfB /adyg1w61tpo7McYCa6V/uWO+S4YoHLQESzObxjgEOZG35PZu8duNIhFiTxdOXm3 g5YT7IsQF9VPFX14wwkijy75RbphyfIkXP+xNcCFj6iLArxLxHrJl/e1ojw46gjk npodFYmtzuXXMkhRR9DUVyBX7dh+4e5hzOvPDEWmju2y7jCkoXdvtnaTtJSLwpqB YHitV6J9025CEtDYpcCK9UA6FUzw1L6wSx055DUawDvgVpBagAoFtn6K2GJJpXWm arV0YcwUyHCuyXZJefr8vXAUi8hxfdbXL6F/74apfDTHpMxgCC4jjIf91bnLTtgV EPQKlKhS6MSuMo3B34gq3qA8sG+oo/ljGYlfDA3qxox/RNKEyVjhleIlW2bHbZ4k iQSBDq/5llVsODxv20X2tgIsMARXEcdX2W8Ax3/JqM4X50aAG41Y3kwWCYNmSgAV zW2XqeorEh4ILN5ZM60Q/Oo32 PwYm6QwsQZ fUKKWv1DNvEZ3QSw8wdsbTXJfYY5c JhiCGWrZzMtGQ61d8ghvuMWyzG01xxfReoIPfjWr92x+ga+a42Cc0IdekVm2rdfr rdAu+aBWhA0BqI7OT6TsUupmPQaVLsR3aeptIGrXgnWvxvNLUb1pJ7xClwWDLtNW lma9qCIScphbLqBtjjEMrWkXZcnbIIr9LuG4HS4usRqxhF937QuoN/BdtedNxdny KUkD6nWzTweXePJyEmRVX6p4zAO7ipavg7RnLNLUVgtQ5eBXOX/5Ek08i8SStVqq cGFEJwfCu5wW4u1GtEDo3Ex4KFvlcrsH91pnLC/AYjAhcixJLnbSd9QXELjXwITh zZytb3QCX0CdyKbgk5XbjUJr5WaoDqvsFxDNqVc4K+IZ13WdkjsfJ1U9/KLNnFUA LYxzeKlsLA4u0wMm1Cdecy/cDBtwpRli1oIg80Bvs3t1A6mY0fIbjjhjvbJfQjpT 3fSNw0b8EHdidJadnC830GCuXQUdnrpc1W7KjqS30DT9449f/vbx50/Q/FP+jdc4 nI6//6Vb3wHXkabjvm/7//gYj1T754MqVR9/DbP64D0Ehn38Efw1Jf/tL79hPj8B ihNv+CE8AE7c/+mH0Q8OHhMc+CPuf/wKff1Y8mjMfiQv//QRxlXV+VF00ITjyeWA 1ONnh+hPZ0k/4effDv8LqP6VD4THqr6xgeATux6QLf5YjmcH9/H7YyrV9uF/4sFj MvVJ/BCP4zGBjy7u63wYPknMJxT7yMc/fnyoBy0ajtkfRG06BI6Zf7CMX3HJgcO+ q2dsPzX0xx+CY/7H7z/WxEFe+jj5B7j+P77B6p8x5T9/Qrwff0aR//wdOP74M1 z+ hI55M8U/gP7vhgF/Hgc8NHh8fLv6VP6ffvPot5Dvl+4/Yb/vRO0vPxGutjlu9ivk /EXP3yR96vn7rtf+wXaG0e/HA0Cn8cd36vUr2sU/IfFPk/8FzH6Hez/R0t8gya9f P59+J8af+s5/xoy/wa19XLTHkL8h4j8rWPXH7JO/LMCu/SHK+49fmvz128b8z1ji 335DX/+T8f962vHvhO5XCvertXz9Hc3jnux3mlRP1ZgfVjqCv1CAr78KNL8J+Ljl 1cFXTvQqOW59/Q05+06zuuxIpL/pf+ry80b8Q0b2faTPrv/3t/8+/ucttm+nw0rj H6tj8z6nedDFzwUMn1b78eu+/ET3fqe876WW/wIb/viHi8zyKDrs9NsSf+FsPy3x b2ce9p+o6bcSfmF2/0AC+l+S8Ks6fpYRR5+e/EtH91vk+njGy0HD020x/6HIf8jE v5vA7FfT8eU/2/T/Vxr+09c//X5PToZ/zGo4aHHbj99zxz/98Xs 954 hFfxiydvnD MCVJvh5t/vxPf/ws3R0tii49PtMjGPzTH7vm8zqou+Ozzz8/j7zzeT/6fPozSY/r

7PP+/u3peCz1+Ow+5fSfV+n+fSZ9XLdz/IfYD7Pv4ebb1D7+/I1i/910Pgs9nxf/ 8a3Zv/4XRBxE83vZ6vujr+DXv3xGpEPy/3Eo/xD9ccSVg1y3fR4Pv9PBNzv/1MAv tc6fI9uxgmTs3lM7+t/EfZYM/I/k20/2W22hjaKPb70//r8s8nuPz2e/DU9ff8i+ 5yDuMLIP7jN6fi5H/baFP+enr986HNHm78b4XU7/u2D3PeD9L8eFTw/4588F/Pi3 k+jf6f9wr7/93b1vMeSfm2Do/v2nPycRfzsu/LnGXwX/5e9i+F9/VsSnsv52evC/ vLTPSmrz6/p+SW5fv+/IZ9X6Q/a7b6v4Hmf/N0/gW5fPvl//xHxefhvyPxnu5/39 7bB/+/iXX1We5P0wfnzLQL/m6X/9+Os3L//6ceT9NB5//L+Cym/KP1n5YdLfyj6f 5vbbIf/yv1nHB0hrj8j3iYY+L/7/U2beHIqYwm+17a9/En7z7XPMv/2dTf1Xsddv y5hHiPxc0DfJcfTxaTsfVd6U/6DW/Q/R1bd0ciqk/YSsjm38tMFfdvkXYPSrAPIv P4Gu7/D5ozl28LNaOh6BJh4+o943APYzPThV8f4Itscwyzbky5aCQ3hE9nEAf/r+ x+K30eS39b3fdfyWEP7zAt9vXTsWdxmArbAKZ4RZduOuCbqZDWVnBBGX9rrACpnA b3gIqbroCfqlvTwu4yVFdDMtgld6Ena1JJ1CrUV9BpiKgUlIABi1zG5M+UNtWL3V 7M5+t7pW4OkCe6C1IAy6ohIUOalD2pgnYYhAJ9rdscChoBHx6i109WYp/lpXqZ+G miyxPLznjGbvUMEt4 ZWTYL1ihestTu8kchFOwm4KU6GwYo+ImHppfAWswlPUElOS xlvCNQT56zKvl8pg0aYN+O3ZM5dIcvfQecFuz0FnepPgjlRTkOKx0pA5bdwINfc0 PHhifHgEvZ5fmXH2beiiC11CIPO8pIk/JzHRUc3lej4M8jPiCl5kXsGeDS3AUoOq Bor3DJ8KENib0746zBIyNkS2Cs6vHfOymF2GGL75rJrQ15MwFnIJ1aYvD3bmoCFV KDGsBY2NigAW6eTVuPGOvrT2wpToi4XHnV694k3bQuENksY/85Mw2uC2gZdviBfp 9HhzbagJbBDcUfiN3gkg3ScXBMYqqKGRoVQQiwyYkOpDNWTwgchv+yRsDQuOkw2e TXCjraEqNp0STfCbz2u9ZwNdD00Nm+JDRTomnBbcOsxYsJB9CCJzIO3hSdhMGJS8 9vNMzq+BEGFwJPh9SAgdkMHEqFAlwcYRjWLKdhpQakYNiuEET4znTiMp052FUQle ABrJRzkB31ft+oCma4MZzD7LDeaG26SS1hYdNqh2hLCHDbEBTxAxahQ8jIl5Sidh yespvSUfS+O7pYwFHdyBAvSKxiAeY+7d1wQUARHEIzgk6Nu7G6/3nOmDWuyiMmFn gDofVy7HSG+jxXfCFpvuFVNDvzsSMEoAWM6klwrzXlzqlLsh+wNxp6InjQRLReBG ErJ7Y0/Cdg65EA/MZGecAtx4A3HbhceRMV5bNCYmvWuFC46gmVAZBqhEG6oImHfg OJMFqM/r/SSsWIEA1JKp2RNCwncwmL1EVKlqQEgdee7ctc5hyIiXZ1BsL4OYZkoE 3sLeW8SDwnRQPglrVIoBwztgLmEv4HOvy9Ie4MNtlRuObvPYWl+HKklBXXZYxFpo VQg/Nhq6kQAY7NnhLAzdr/AY0Eto0KT7Z1IgQaiGcpU7uWn1GHDk0COOuJAJ4gNv maAIkqX1CbCzgbhS4XxepkGSmacWHeJKjyPEBDoz2Rw7YQu7gx6C93AxqIhJq0qG WywRI1gHyvcrqWBktCo3/yTMjvZw3g2AU4gmymkWL3kG9wFnX0oeRBHYXdEFAajS XRRB7a5Ef1GnBLuDV/0G7jyCnGe2N2QWzZOIzikglzlBb/SF1hmnTZpmkZbrIhE3 1+nFpb9wb9V19HhpSJ+Fu7fLm+zzJCzV1tpT1/ugbjdgkIlklUxnDt+XBG3QV2gQ F/LyknvQnUcGGO5ov5RXO/EIXcJ0mCOzkzBgSbJsS4Cl0cbeADqUkNYM9sCwI+Z7 LTaHs/ceyBD7jItHeIISP2JpY4fjCwG+kgw7CVOjSGB8sWdObaXlzaUvfeMlAORo k4C9PFro85xEmB3Mrz2stbSpCniEbM3QK3sIXs7ZCcTuaZ8H6WwZew/BQA6mKqBJ qyM+wdprdrm4RRyIi5IVc/rObEaQwjA7yyFr6tI6N+cQtBUDn7mbg5jL+FJZtDZd EEPIJNAkOUsQB8tA+Hp9pd5M7QvuEPE6oPLkRihy+NW9PQmDo5LxX0/yqifQEWgu O02X+ODcVnKQMvk+F+FVcQTRpLcwPXCCmKDxRaAvUi6WzEDg4kkYkcQJRG2vB1Ko 10WEXx5lUcsRODbJRMjcXkT0SngB3t/bl7I87YdscCBD5izf3xIZOs/Mr62c9R/5 zAJviWtv7fRogPwuR9uNSZt4nsfCs8E1heYOrjnOt9QEaLWUdde5NSFkP2+AjKeM 8eBrFaAvKQOkQMro4DANQc10kWtNM95tNFfPZDCquMsaCkQ8N3hM8OFFr8p5ZoN7 HzGNdUL1ouszSax3sq1EBwTwDXzP9tuMh3tPeTMKZNeWYVOHvr26xUqTgeGdVDyn OkFFvFdDtdjtwTtIBgTCI+It9gLyMYJvB60XIbAG1Y1cQRakbupO9vpFNmy 6YO/b tsInYb2VvnO1rmIjS4qFyZn01u1joEGp9hboLb/MXcXxVwZZGhB+imoJwZMTT4nj s7gjLL/DGjIJ4geiLgdE30aBN17zOG3I2u5lpbWO7Tr1ldTNkLQD3erX7uJuHSrY OKvsUyGw4pOwSyEij0e0qZXBGbJmD310n0axywAcfFGBpUE+Ukz0S8THEVLyfS + d JLsjUe1hgzFJr7POTGLab3mMKi0MbiJLdjSGbFs63d+1D5r2Xcbu5kVUx9KdD64z 4pvppLr2pG5oH/jv8iQsD9Y+vMSUJW8x0EN56fl6ACvt5kUHFCWiMj4CXROFPZGJ oallAdeq7KIWFZ8hLHvpTsIq2b4jAtuOhjY40BpqXHTvcdwXWs5wxfuiuq1Ek/wN ZYF4ftBbIWI72fVPE8Vc0AbxczyDODuaHAx80IF11U3JnRC4G+sbngYSv0Qih2uv Oh6otHkUQ13vfTreG+f2DPNeva3nwvguEOrzvuloaCLyfQJKTaxRIGRtu8MiD4vQ Fmfk1+Oq0AlwQOT9va2F+kKCG53mWyFsJ2HyHMCOmrzQmFqfzpBmGtfNrfSkXO3W GaCTURu3Mx2QSqYmv1703Nfe9Ii859bXgyYaJ2FuFJcvu8DzbmjzHkNMAZx9Z5xr EQYi+C5oEdi4bLUpR3ZP13a0dbjxiLuYr4bVKd0ZuOBIM3OIQuKggDOE5HhDE8gH Mwle9aat00MWvdp4QZ0nt1BZMmlXADWTgKml6yBUYaidhGnG40oagmm8EfxA3eab Ye2RTJ8z1rDBBLJMObkxRsRPRHOCodvMN2qTphtz3IKMD/v8BphmF2Ve0ktZBxcU frp99K7jsrJXMk8QmcZ8Hm+lRPcMbzfv7OjEy201L6ZXmFUcHe301ZXM6R12oLob mFbee/boTt6RS2JIqvBYwK0ModzsWdUikJeXNLT7bu1dLktxHb0uHJ3za27rbgJo pbteKj5iMfM6sxJv0TsA3tiwFoSk+TDH7ZIhjVpTONLmStZz4Al6ny+Iu4HnHBDU azEQMDER4mo61Ew/jhCI6wwjeFya19yy1spz6bnrJlH1tS+6gIltEnQkhYeGxTt7 AOnrAIkUiZisU4IoWKw8uj2nn/ULCvC7tMzL+q4Nlns5jyqBaTgAaNemqwYZRcu2 zu6U3PBOoSFdokIZkQmpjjxdDLu2k44oEW47GOlPy2eWiNAAdWUHJiWNumRYMpnS ykKSszs5So0MaoHO2wBrFMGCOS5T4DtFN4p11sCnR4/fkFcyUTik6Pd53BJhWreB Ie6urp+FSUpKIutjuai4no6R3+2wWQhG4DwgYaTMgIvgRcTc52V6BXzW46Da7IvM 0AFMzQ4EnoXdNiqO7z3r8s+iowgOFV7q7eY53JawIuo/SsGvOAFZXXLWA4QUnNWc \(4 \mathrm{vmI} y 3 Z W X t b x D N 1 v p f B s M w 5+S D I t o Y i z E L D d Z t d R i 8 g 1 D t o I C M O e 1 b j g C a N k I s L h\) Qy1oZpTGon6KxIM4bwAnNLb5sEOL0LSqy1zHM8cUJDOYWiTnsWAPz7u7xH7D77gn dwKlB/XtSHdmLCScdL+j51THb6+8OGAPUQjD4zlxtvfcx+eS++82kPADN7e9Hbml
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DFKVgSYZ9U4Vkzoqpqn19DM6MjssMPeOgellGSn2IaEuAcWnjMmXdCM9mrKZHXFA BREfsyO5SDvQ6cu0YfT4Rcma 7kDDPSjykkpTLoK5TuXweXKA5egWoIw+BRHTuD8t AzPMkio3XC6g5uGqj0yCUuKBrphImcvafzu6ckfLOLiNNx9Srq9oxOk0wSgBrVOL 62hjbZDaf6newYY9SdGG2AckIAl4JGG0DNAeHMQSsPEfc1RDx9iy6si/2aCTeohT KQDYZxhN1ENnPf4b9JSsYQpxetAWRD0LLpYm8iXTLeAWovlNW/LhfbAhFoW5eHtQ fAQ6qa1YmnsHZAMCQJDlG7dzWSwQ5AYpyITBsDJkLMhUqBs6BpyR2boZkey0S86T DFxuYpIdws1EYBMEEXB+kcQxVM01P7vn42WUDqZ4+RnLRlkwNlUSNKj0coKUkZaN +jfTyX9C13tkZ77RSePoNsKHXfUpBOQy9qmwBhkJbOsTtriURlxUS3mTCjjakqWh YWjFNmckFdHL55SWSMXN7LhASk+EIsXY31AiK+EsCyLkmlTuLwfwtGwulncOFOOG zqU0APhUaEamNLmpQaPM2Yq8HCBMgdDRbZo3kUfmBTcQfTMeZC3dKXgzWHnjN1Zh Suq9Z8CDbJiz9p909FN2mU6aJIUnaS4CiVx6v1duTDM/I+UcKrdIXGRJsyMqDw5I Nt7LHhmoh62q9x1wd08JRn1BG6ZgzJgXRPGT44Q0rYEKZ+efMuYBokd3/EIilnIM hcwpTzPnKBP71KYV6orGluoeOKiX307H4FU7RzsTN9BMP4VJcxEFLihJBmlgi6IC o42alnnDbamXo/IEaQjCQGSj0P01BaPxTAYQqQodzW0MKp2C6AIxeocMZ+YlpWfw 001YBdc9JArF5QlDJHSZ2pf959xDlO72HElTyVG42e871u2TBfBuY+fGLx2miSzG +xVTJwPZVgewOnP605Mu0d3rT5v2wWNep2YqRCfQSiNE1uQ2xsxqFDeR3EOHIlBI YTNzagK/8LnC3MotzChDuPRIT6Y1EAG9ZpUKzkv+pRQj3M/Sxw8jySQLiUgUPM1+ FYKup56N70A8D+JqR6A+qI3CO/mUeiQgRtnwkPcd5m2bhY5FoCOoezcIdintV7bt 5khfLzM/hdLsnBHaqR6scu48X8yQ2QHLwkPbC472o0G9BRUZqR4gPgVIFN1jbXQ7 QG7jh8iNQoKKXJW0IEoD5eiYGax0T2MpYHkUtRxBTUxudZVmIUioRSrT2C8AC2mt YXc0ULT07tJ0m2+uRbeYEnHhAWQfWiqx8R1r9ymXzIKWt3aRQoF7aqYXjoDIZdmI tLniRBjqKgP1skLl59jvAyr8i4fVjhT/QB7ss5m6KWaU4drJDrM6Vna31Q04b2Yt B27v0610Ns57Ii+T7lQiUC8IyvyS5H5KYS2Ljh5H2R4NDUzWsN5AUzRVUzF5ht2X /nraACV7seGsjWL8Dy8/vBRux+2ella90xx+we7s0W73sJRk4S4HHgLeRXrEAoIk mPbikppYJxXi6JAghFyE5nJnx9HnB7bb0f35HYTyjBxULcc1d+grCPHpicW3plHF LDTKS+c5tbSJHIlukp45qEXvEFK1TnqOKOC4pe2Umo4+onKFvOUWsFTpj5rMp/XY wq311BOF+fpZ1FpUdUEX3QggyN4/10OZ3LyxZ36kTiyySmko76exFuAAmvVLQYZ 6 XEDxzdtN1SHTrwzCcn/ttbDs0NBLLW3kg4n9gD7ll/c9252i5inzJO9pIycLo7M8 D8RnHz+X00rvNYMsP/aQUswut0FYAGSCYMpCYnK3FA8oluYsH6tm2cvCOQjRzibg sFV484i200TnckP5kN1CszMa5LpTA43/WzpEwILUIIHwboLTk56c0ggjtQS53U/5 gjiZWjT7dmfPAxw854M+gY1bgFuUDyHLX+ZgmrHjl29Fqu7Ra/2QvTQXYDI+FrKZ os/dqy3hCQwDBCP3yaA7YPej45gXeoDj1PsMkgimVHjB97jfupuYm7uaufwfP99G myl+BiPZKhaETd4+vnx32Ld0yt1TSoeEvKy/5DB9n0KqpyXpQqqYuQWor/R6iBx7 03gu6zbnsmzDsFI5f8PnR2R+h805h82ijIXihHTkacN3JEqDj1NwBxIQ0xuXP6Vx za9dP/szLZw+MU5B9iTr2UwdzJL2ps5BOsg7g6PcfuXwlcHlApA0awWBwvvu4N2N RItjqSv2MEZE0TxvijqkHrEbZtPJNwKUp+Ln8fJ707nBKHC5GGOUSVOerFzcMkBp VIEuD32olPksBUHLmoJ97+fHJ/XHPjwgyAPkgNjc1w9/+aGYFejgt+cGn5iXanhU SNuN+CAUN2I+NwyE+W7DN6L96YY fUCK9maAQ6ZscL1J5v6mc+UCN1PosomoR2qC+ aIjhguxGk8wju9WlHosWiUUKGaZVpq+3kvS95M3pSVu8RyN3C5Dnq/P4BHkZ2a1Q N7nMjHE2mNQgPph157P9OU83oErPamZsQvuNoqFnv8rZ04w8ZRm9j+bjnxG0Zyn7 +5L0nyNG/7QMPbaKaFOa6I9vCfmPtPvc9q9SPurHdn+V/m7Lbwp/vwc5H/+P77D7 z/Ugv+3hoRf6v/lXMp1F3kP64F/bPvXcPvWvbZ9+bp/+D7b/eIHJt2ep0pF+lIQ1 7xm9+OeFVUdB+7vNwot/Hkd3YH/QylCaaI4BNooM3WPInOJdtg7wHLyVA6i02RRR Mr8ozRzdDVtqnl/LSZpS0BRv0NUxd8Rz7mBa+AW5PYMR5Ln06LZoce84Km6KfLTE 5WDm5sJdUhTOswIPq0PmLWtSXiUs1hAgykluDlnqAef5mzcJ1lvQf7vFEtn7NIeC 6jwR5cE8oGWQfAxpo1k+5yGCfEoBFBnu29pS8Y00QTG/PE1fZFKL1PVtyTpb60qz t3nd10/6nGZ+0Jz+Ft1czU8Pk/HtzCXNWsncrZsI5c5o118WcRq6nyjL5t0yDY8+ em5xs0WNLMFmZQlGtK7y0PKnPLvzvDqQnWIdpudU87xRQZt01SBNOZdWCm/BCghy Jm+PmfuXMaqQ2sWHBac80do1augbbjTJGA1uC2B5oqygy9400fL2PWgFopduRyhl vpTiUoTy2IvVwaIaSshn66zFoeqHDPs9JMnW1W83IGMv1hO+ZP5QtuxXLLagJj4+ JLmQE439BqV/Ly+gpKnH3Hu93fwAk0RDQy1muzGKHHpUfP1IdjlEsZCM9H6BltLu YeojNdK1mQhkfLnJs5ZWcPJv6514ttIWhE6RR8x8dt3opVyEKna8/HwL1FAIZAF9 bHDb0U5JbA+gFd5yqykVH2YephcaYT8ErpUiTXom3bdPxR+3gpadrtD/kPhZwPTr mxKlGz2ybayreP8Fx5Mv+/8r1VugPP4R++V0v8kpLfUh3YG0idPCt4JpgYe9zB8K ptwkzE1XJ4o79xy0mmIu0crBnb4w+yhyUE48NxW1Szw+ZnRQk3QVJonSBDb6MoN8 Ef3dlEke06bDz5xXIHmeLb8JZRbelmNp7A06ZfR2R/8Pn/HHrxRAoJ1dg/LxE8oy 3VbB3RO6LytPwq+cc9q0B5XMnZ0CZ4hywSn0FUF+cX9BFoDnSdV7ruNx7QWEL7Q9 lEIf1tGlTbf4sT+qK800iLrdDpktbNlpoHjKFxnQEF0QXv9BvDKbgna4ZJlyz/ET ENRsI0FWDGzVGcaFSmSrO/nyzDsGOY8bAOXT12Z8v6whXdoEg7jexHlgY8ZRgMhR BDIpjOd3v6E8A9rp8bSsk16S92v+rRW/lhYhsgWLjwX81TtDQ2q1JHQ/yX31P99A 8ClbQctu0XtMmKXpR2TGwmAfOmgFJpPBVF6BY3Gmnfc8UnqzWYb3Hx4voqggehR3 v+T7ZjJEerh6BmTHjpGKgIRkIlBEdGCEFjBH7LanIw3vbgP91NmL7BbNbHskXjAl c1Eer6u+Lb1pIDSSoeVfe5bhnnU0/WWqDTD6AmZRYFNsIckyaaV9JKmuZEavNKgF eDtSZ5bt4rltuikSo2jZ6CaxSfSwuF6sbBU1sqTKg/9z3xaUO33LOLsT/SVdXHpJ CQxAWEqr3XfPZFsm8rTZbbyfcz/rzRpaaFoFjKSClnIEZaE+ZZ4kWnjKZDb3fIA5 8Amon8HY3ReMHiz5oiRqxRaFEl3v+p2vxt1cl6ex5vCGF99AUN4ElCHbbdH7Cdk+ PW4KuG3PQR6eGT9c0vdIJgCb7sCQOsYXtJ5j5QzK00GAqWjt5TaRfPvHnaJ3459e mZnZ0AJlU6b4QbEZJf+iqmI3ydF03Gxz8NOehRc9u2ENeSKfsqxLjgVPuyyKZQvP
```

    zDeJF5qUjf6RF52uoX152rh2n1Z2WTbK3YAVRLsw0g0OZrbOGAdpEjJb58uyXD9k
    5T5v9xknFmjdc2Umbvzx85sFy8Jredvvw3a9kqtcjONpOObmf393VE5Z4dKdAbl2
    3LYTpo19yi7Zzq91Af6+3KfzUihwecjFti9z6bhOfHnY2OfEZcws1rER3mftg217
    dEshSnrYrYpMEgwK6WPiO4fELtQOKb3lrFZ2uiCV+ld30loZNmWChBbboMVONSJd
    m71NJqfdzYtDuzawCPX24JznNyyjmmmdA4gqmiLQIVuuT7xFZj2zLR43OmeNF8h8
    266WL+JvzH2+WlCSqbsCoR0eedAC1gCABHsFnQgc0NXsG+0QadFGvjgI0KZ50wua
    YOapjQuyvUIo2EX+B8qUo5ceUlmQfNvOXXcbbUwDWxKXF2+xDyxBnEmCwPbOGS2a
    pQvL6yCAseU3gu4yehUb4wq7cBffj29wrgh9GTTPMI2Os7WHdLtTitmOj/AXITb6
    YoPnbHuKH3ha+mEheWE/JCvTKTwi8kO+9N7mfWnzTvE3CU8nPzlQitLzaP4ptL3d
    DfmwO/suxnckua3k3HaTIWc9u6g/F+Ooc7NSxX1UmdwBSmNOtGf6jU277cTK4Opm
    AxC50iLRmlLgDj+bhz0BjyH83xS9IWXuJrw9GIR+sgRQvpkPxQrpGTlzjWH/839i
    8g0Gsy0D2bL9mwwOFH3TQ5aOyXpoFbz7EH38ro3FPphopReC+syRL60hfnzTfnr6
    6KF9NLIQ+asZZDjQB4R913QlvkgFZTHIDd7K+ef3Tg2ixiW0+TPbNpHe2ZurxD3a
    eKQGAnAzXwEo1t1veTIU9yBpPgWZgUPb7LJLegtp+4Ll2atUUm6rPoXLXbzJtvrc
    TV9mVu6K/HhP1u1W4KdEWW5pXXuFwNi6bQ3J7GE6iSy6TzU4gx6UDUBXA9uA4sv4
    Yz6Ge2fFgnixF/Qx3ZdrGEKMNCXT7WhYd4C1uwMtZVDaAyqEZCSn7F17n7eoP17S
    cZv1Y893QMDAjzZmT0nFRzS47T96Y8+LPNINA1KlL/nLeeKg8E9QLiLbYOCiu+JT
    M5hFk2kIY4I3esKy77J7D25yNzRtsgRQN+qggWtn00004/sgnl3hbKfrs05xWOMV
    Pv4tyrYDRnFooiMX+XJelt0YZkBUbIMIH9q7ETq79Ln4M49qcq8hBbncqcuvHAOe
    905ld0o/LY+V/da0YPka1PuxneI4EPr9/wMLkn5DLOsBAA==
    }
editor %sitebuilder.cgi

```

Here's a little script that I use to create quick header images to get generic sites started. To use in the standard templates in sitebuilder.cgi, convert the image to .jpg, or rename the header.jpg image reference in the templates to header.png:
```

REBOL []
save/png %rebol.png to-image layout/tight [
origin 0x0 space 0x0
image logo.gif
image logo.gif
image logo.gif
]
save/png %header.png to-image layout/tight [
origin 0x0 space 0x0 across
; Load your own image here:
image load %rebol.png
; Use your own text here:
box black 400x72 font-color white "Sitebuilder Demo" effect [
gradient 1x0 tan brown
]
box black 50x72 effect [
gradient 1x0 brown black
]
]
view layout [image %header.png]

```

\subsection*{10.18 Case 18 - A GUI Playing Card Framework (Creating a Freecell Clone)}

As far as I know, there's no existing Freecell game implemented in REBOL, and it's my other favorite computer game (Textris is getting lots of use :). This project will provide some more food for thought about useful GUI techniques. Here's my initial outline:
1. Get the card images compressed and embedded into REBOL code.
2. Write the code to display and move cards around the screen. It will be similar to that found in the

Guitar Chord Diagram Maker example presented earlier. I'll need to click and drag images around the screen. l'll also want to make the images "snap" into position onto other cards, rather than floating freely.
3. Create a nice looking GUI layout backdrop for the playing field.
4. Layout the cards in random order, in 8 piles, on the playing field.
5. Allow the selection and movement of cards, based on the rules of Freecell (i.e., cards need to be placed in descending order, red-black-red-black, goal piles must start with aces, and ascend through a single suit, etc.). These rules can be handled by a series of conditional evaluations that are run every time a card is moved. This step will require the most coding thought and will likely need a suboutline.

To get started with the first step, I remembered seeing a REBOL card game at http://www.rebolfrance.org/articles/bridge/bridge.html. The zip package at that location contains all the .bmp card images in a single directory. I downloaded the package and wrote a little variation of the binary resouce embedder provided earlier in this tutorial. It loops through all the cards in the directory, reads and compresses the files, and then appends each unit of data to a single block labeled "cards", which is created to hold all the images:
```

REBOL [Title: "Card Image Embedder"]
system/options/binary-base: 64
cards: copy []
foreach file load %./ [
uncompressed: read/binary file
compressed: compress to-string uncompressed
; There are some other files in the directory that I don't
; want to embed. Limiting the file size to l0k weeds them out:
if ((length? uncompressed) < 10000) [
append cards compressed
]
]
editor cards

```

Because the cards are read in alphabetical order from the directory, I need to change the order of the card data so that they ascend in the following order: Ace, 2, 3, 4, 5, 6, 7, 8, 9, 10, Jack, Queen, King, in each suit. I also added some information after each card's graphical data to identify important characteristics: card name, number value (i.e., ace \(=1\), jack \(=11\), etc.), color, and coordinate position at which each card should be placed on screen to begin the game. This provides a nice chunk of data that I can use to build other card games of any type. I saved the code below to a text file named cards.r, so that I can import it later with the "do" function. That'll keep my game code short and readable:
```

REBOL []
cards: [
64\# {
eJzt1zOWwiAMAODoc1Wu0OfkOVycvIOncOZoHTwQk2sMBAehL8mzqTqYF1H6Pegj
2J/j+b6FElcqByonKhcqK9iU9kjHbzsurxHLDjFylTf6Mo4j1bkFyw6IXOUtN9HH
vu2qi/UwoBZpCKpBcDDBxyTwMZCChyEBquH8iSanK2iGh5NMyp3AfPMccb4x5QIM
ufAxkECfQwB9Dn0MHQ1q3t3WfB3xb75joGvqTUmjaEiEVrUG8rJqGpufqd4jPmGQ
iXg+1FHeUDSmOUzt2SxonHI6FX/zW6bP4luGL/iiSf0fajFTb4iymVjlyxnLPGth
M/VBaLapD2aK6S6AvZm44vSmDCcbVFJqNk5rnh/sPYwSJmN5J7K8Wz0AAI/VC/YN
AAA=
} "ace of clubs" 1 "black" 20x20
64\#{
eJztl7FRxTAMhgVHC14hR8UcNFTswBTUGS0FA6miNbKd49nSn0g5KC1Hzy/yF1vy
+SLl9f37kap8ir6Ivol+iN7RQ7WvMv711HSUtV60rq0rTf5s2yZ9seR6Uc6tK62Y
50dZT2XkflmyJ7wkl8n0d4ZrDOeMuJxcJnOA8f2pw67PkBkt5c4wNdpxIsPUaDuf
UeyaQbErBu7h6A9kKJWmbXoWojEyw+xHL92e8RkCexhhxB/uIOOM3HNnIyZ4fjpL
i/J8D48YxbuMjCb/zB+cw8vMvuJkJjOZyUzmCsP0L0x74Z8yDLKsw7D17Tww67WE
eHsG5M89sf6uxGY1xejcfYnhPp8fMJ1EapKj2macG+4hqq4sk9lnks+wKhqRP6D6
tEzkrIYKZHYZijA2WsOAaIE/joSYyDdR5NvqB5uyj432DQAA
} "2 of clubs" 2 "black" 100x20
64\#{
eJztlzF2wyAMhpW+ri1X8OuUc3TJ1Dv0FJ19NA89kKasREDei4V+R4obv3QImNiR

```

P7AEQsDn1/GNavqRspdykPItzUevVT7K+9/3VnQa60Xj2G4ly8M0TXIvklwvyrnd Si4i+fnomzLpZRiyl3hILpPp74yok+7BcGKXyeTrIw25DNd+N4ySEGRqTaWOZaq1 NzLI9o6Bfaj1gXZRKrmX9a0QqZYsc3a9dKnjM/VxBSP68NwyxMh/nsmICfrPTNKs vN6HS0zHu4y8TQGfD/hzhDl/8ck8hOF+5rixBUq0P0OmnxeI6efXlkwkbkTiT6wP jTYbMncaU5SezP9i2Iz0KqYF/KsMg9niMNAP+3agH7YF8VIHxha1ni/EFrVWL8SE CMPz 9Xzb2AJ2RYYBuyvLZHaZfDOD9WFdE44pqGm/5SBtLLx9dmoHEo+x1q5i3BRi ImeiyNnqBBVpT9z2DQAA
\} "3 of clubs" 3 "black" 180x20
64\# \{
eJztlz1WwzAMgAWPFXyFPCbOwcLEHTgFc46WgQNpYhWSVce/WCp0tB3Xrvw1kiyn cl7fvx8hlk9uL9zeuH1wu40HKN95/utJW132eMG+ayeVB8dxcC8SihcQaSdVRPzx 3N6qK/fbRlbBLZgMwf8ZDA4GPExwMOCwhwGTYYtKphxHYOUVVEzUffJxomMA8hcE /UG7Pn91oFnDgT0tA0FqwqV2/qJuqFNtoTkPCvmFhzamYwaqmHoYliNme0LQ6Xpv QEDKfpEEk8S9MI+p6pyvYc/0xc0QmG7vQ9dzYTMXjYtZzGIWs5hrGISbMPqHP2Ww yLUmM8rv3X36c0u2JybEYa7MfqWcN8i5NTPO3VcxmsjmDBXyZM/wTGKcbfDU8Nsa nszorJV1Ad2AweSOFdPGxzamCOTZhzaD812YYmoznmfHYbNZXIznncjzbvUDyCYa mfYNAAA \(=\)
\} "4 of clubs" 4 "black" 260x20
64\# \{
eJztlzF2wyAMhtW+rg1X80vUc3Tp1Dv0FJ19NA85kKauVEIGDFKAuM5rhwgTiPwF fsBG503j+xmCfVF+pfxO+ZPyAzwF/0z3zyfJpc3hgnmWghNVlmWhkj0+XOC9FJzY RR8vdVPKHqfJ9wwn12U8/J4hOe4 IhhQfwuAePds6grgqPwJsG3AWA5C/IMgPoNK8 m6k0W3qCLzPgOEWckxovygOVut30nCsb/8rDOk0dJjiuYsiPmPU4J7cLhmro87i8 Yyk8vM6aSp/tOdSMthHGs/SBZ7XSuZNZe7wzf8OAcmkGofbUTHySW0x6Iy4z+c26 PVPtGDZT7jw2MzSHWKu5IXPQmlp2Z/4Xo1dxFyMbfpNB/UJdZqz4rtoxzilJTwiI ZqzM44oxz4i5JWPH7qsYCWRtxm/8UY95JmmfbeJoGnOYzljWWSsxfC47gPEr09IT meaa6l2pNGGaiGju2CgzpqfLdG2I6Sqm6VR/05Sd4Acse9Xu9g0AAA==
\} "5 of clubs" 5 "black" 340x20
64\# \{
eJztlj1WwzAMgAWPFXyFPCbOwcLEHTgFc46WgQNpYjWS5dS/SHo07WOoHDep/MWS bVn06/v3IyT5pPpC9Y3qB9U7eEj6ldq/nqS2sqYL1IVuXOhh2za6syamC2KUGxdW 0c9z39Ug98sSLcElmEyE8xnkdpMBhy0CTAZNhmyZDPRM/Ywgqs5WGkPpIMwYgPIH QV44jOl8nvnTzTMELjvOZRgvSkCdzFaWy001zzzkaTIYaGLDw5AesfgTgjS3MQYB YxlXDOwKD89YU7Gpz+HIjOJhIrvuiNXOzz8y2eKNuTIz24NDP5Pc0uln8dwx833R MvP9dRnGkzc8+cc3h7N8eCnmoDX9XW7M/2Lq9TuDkYSvMlhvJYtR4rD0o8ShHIhG btnPPC235BNYzQkeRg6yq+SWfTTaXt571XJC+i47kFH9yYy6pvU7MxFGRcSWIfan SzPPGhM9jMMfmzFHdYo4XX4AibGWIfYNAAA=
\} "6 of clubs" 6 "black" \(420 \times 20\)
64\# \{
eJztlzF2wyAMQNW+ri1X8OvUc2Tp1Dv0FJ19NA85kKauVAJiQMigpHamCBOI+AaB QDyfvn5fIcgP5Q/Kn5S/KT/BS9DP1H5+i7mWOTwwz7HgRJVlWahkjQ8PeB8LTqyi n3fZVSPP0+RHgpMbMh7+z5A5bhfG45BBN7bHwngQTFlHUBkEKPjUIBiA/AchvcAG HcCo9tQMOE4XnFMzX4wbah22GDlXCn3iIS3TgAmKqxjSI2Z7nIvNIOaFPs/LOzaF p+f6Po1j9tewZVqxMJ5NH+9nuQ9vZNKID+bOjHoGZT9abKn12n4WjH4uakY/X8cw lrhhiT+2NVTj4UHMFT6NrbpPc3dSI5na4zpTe1xlhKcOZYTHdab2uM7UK7zBoLRm X6a2UbenzlSfxoDfETrl7cJuM519mPvpxJZ4IQ5iy+XO68WWdAN3Y4KFiRfZ fWIL rD1treHKdGPCXgy6sT2J6d4XWLRpEt7t7jAzA6PBmGl Py03MUEyM5ZvI8m31B3Qa a6P2DQAA
\} "7 of clubs" 7 "black" 500x20
64\#\{
eJzVlz12wyAMx 9W+rC1X8MuUc3Tp1Dv0FJ19NA85kKasRBIkNRhLcmK7r8KECP8e SPD318fX5Q3EfqieqH5S/ab6Agfp7+n8+T3V0no5009Tw4X+DMNALfdEOSDG1HDh Lvo51kNN7LXromXYBZOJ8DyDkoPOUMjBZCLuxtQxIxQnmzHDeMzsVHOh7GflrMY4 4inzQuDScn6ZpKfQcO4MZtFVjgxmMDLYEoa9MIonOyVDM4dRXsnh9IK+p21OfQ2n zNQ8TOTQHTqMjuvLZvKMi5iW5mumpbGKaWp1I8YRz7aa34SZ0XydV0Pzk/VZaU/n 7Y8YT8x27p41dOzFz towterS/H+8ln16njUvU0zyOJNu+CqD4y22GGV97oy2PumB aGj+9nTVNM+epVUPg7Cb5hFu73DzGsujqlqV97L1GE886p6irp5irl2YIqE244nZ NBfj+SbyfFtdAaNeJZ72DQAA
\} "8 of clubs" 8 "black" \(580 \times 20\)
64\# \{
eJzVljtyxCAMhpVM2oQreFLtOdKkyh1yitQ+moscSFVaViDMUyB2vE4msNgr/IOR \(4 \mathrm{kf} 47 \mathrm{ePnGXz5onah} 9 \mathrm{k} 7 \mathrm{tk} 90\) DPPn+1Z5/v3Ary+p/sK58c5X+bNtGd9dj/Q+s5Zur rosur/WrmvK4LFYruBiVsXCcQT+HMUMuG5Wx+GcMQvYwGLXPkL8zGFDOHb1dGXxR GKMzdZwlf2zBILgqGYlhPRnBiAwG0VWGf5nC+JfdwjjLZP4Eo2RoZJPNiw03PWVN ecxxDFumLTOMda6rOixieIAJI97ESJqvGVFjJSNq9SRmwp9zNX8KE2WOYTuY1p+k eRZptgGaNQWDO9WLIY2EGDdfy6TA1J3nMFgERvaZbFe7PmPKkp25x1TBIRBjuIef s7+4FnEZHaOtO3Iba4NXPKMNVatTmv+Pe3kuR3XLLINwF4YT/pBBQeVdZhCfyIzi wweieFamee2nq3DmFoyWx2YYhOl8eFTzGD+H+hqLmWKoVX9RGFQZjN+LfX/2WQ7X

1Mfql99m6rwuMDhW/B33sjKOTYoblytIR+ey9g0AAA==
\} "9 of clubs" 9 "black" 20x40
64\# \{
eJzFl01WhDAMgKPPrfYKPFeew40r7+ApXHM0FnOgrNzWtKG/CTSjDFOmdFK+F0IS 0vL++fMMsX1Tf6P+Qf2L+gM8xfmZrl9euLdtjj+YZx7CQX+WZaExzPj4A+95CEeY otNrr0q0x2nyo4aTGzIe/s+w7bsMArgh4/B+DEJjrcpArZOFnsEYz1Y4jOl9qNjT xQIhHJpQGM4npwiZwTXpOiEqGzBR2TVMkFyeKULD0J0dRgugCOHxnIzp+jwI+Z7S h5AGpzHZNU14NAarqPlguhMMxdD1NnYMV17aYqCNVNJ9FROdlhgEleFLgJgDJRhO T3DomYVNZp3ZZzCdNUbN+Za5bc7fhClpLgSZ81IY1DHBjH240+7EWGweP7vFh4ZY nJwbw1w15bzJh5Z30p4u79cES20x1ajimD/Ww0pvX3s1pq/hieGCX2nyvmew1S6s aRi5NklGrnGVPXFBVNfK8lxpdVXW3IYZ5aqFWc04IedpP5X2Q5s5TzsumeZdrsZd 2YHMwB5mdupYZjbb6YxMc8HgoNgftl5Yvoks31a/90iSufYNAAA=
\} "10 of clubs" 10 "black" 100x40
64\# \{
eJzNVzuO2zAQnQRpZoksr7BIlXOkSZU75BSpfQS2hAtvvRVbg0W2yIGmCrAJEObN jLQrUVTWQBZIaMuS6afHNx/N0B8+fX9LNr7geI/jI47POF7RG5s/4Pdv136sx8He dDj4SV+4uL+/x1lnmr2pNT/pS6fw8a6n2ozXNzftuSE38V1Mo7/HiP7+AphGF+j5 R5idMMQlZmZjzswp5ZTJpy22Txi910QYTjojPUYsD5iYKFG2eY6eJY8YW75R9nF1 i7tyNEf3GJnlAsN5MqjHlFJs/k7hPcb1PGFiC1XXWmAo6sswQkIB16Go5ic9kw7D KDpgXnmWmNmxvhY4FFOigHMfQ8Zjc7uYYHpWGOgRtYwUA2MMO/FgUV1YKrntZhe+ x7iNaSikPPIzFLOrxd6HOAJsN2wxrpUP/QTHUEka/jrxLPLQP08koXImygwtHSaY oHwKsAOYnCkl+GGNgTH0cFZMQ4odz8ykS68wFX4411MoAleJ8fS5YZh6/Kpug00d h9qQh5SouR6zvcdk6KkFtk16wkBPzieiyrMey7EhTy1w5PFMzHHEo3oQ0oQHMetD NuIxu2plDlwTnNn7uTI8pzxKVDjDO5tY1HBOrqdW3FBTi31MNZI5WboGpBB4YosD TM16qw3wiGzXIiVqcg4UWPXEuOWJICECQUcNquV4HvHECCLkJp4CkOJywAO18C4e TJgdwDPyDx4vKC2kmCYmerAWFkuqS60k6w7WEnmoUKuaIet4TgO7EG6E0m1 HKcT1 iAc3Tz6kxsdzHvBYilINVga0vm4xluqIrfIg3VKug7UsRZEYxdINdXzkQzgxIMGU B+m28SFVTU44CIkKIk/bDoP8xtMC78IDrmeLoRolJUvRB+SYP0ZbHmHWVJeY9njC xAMvoSaO9cjEo1dhxy6U3kmPEo15EGrXk5QIelA+pOMpyGT10WIIcdn6aej93FAG 1I0almgQ7bnrmEot6LFwM0pTnGvxjLEyDdtLtYZfKnk1X2J+XU88AV0FTY7q4+Zg xnjbgDzrfdoIUYi9wzxirP2oK9COZGqWc6daYcgxzZvuvEWJGx7Zx3hbVZfuY6w9 W2iC9Xhvlt7JVxjlQevSxLemO+0IVj5UnqvbyXZtqJ0Pp9xoP5YY36GsMLqNkdt5 X7PF6ByjzMkd+/5Ig77GWCtj65XIDWQHcez1IJN9i4eaYNs1fGxjKm6kMPZ8isk8 pc9Cs8T9PeQC88fxP2KIXgbz3LgIc81/okv+W/0GSJQzj/YNAAA=
\} "jack of clubs" 11 "black" 180x40
64\# \{
eJzNVzuS5DYMhV1OUCwvrzDlaM/hZCPfwadwPEdgylKgKyBVMZnAB0K0VZ2Yfg9S 94hU7fYEGyx71B/2mwfgAQTUf/719XeJ9Q+uz7i+4Pob1y/yW+y/4vt/P+3XuF7j T15f9xc+80bt7Q2v30nxJ73vL3xwC09/zFSX9evLS3+2/CU/xXT5ARgB4AnGI8In mNx/Wsw30pDPmBObe865a006YI63LkDtGJsxHnVAF6QDYwk0+axhDpfybqvT1pKa YfuUixMGz56r1EaMy7sTZww/3ojJnf70qz9eJAswcAiYTqIHht/wAzBd/EaH8uSP 76L1rtIdjwJjs893YXdMD6fpM9S6YGiKGBgrKcd2njFaSkRPY81GDPxxXIVLRNer aJ148M80rEVjT2FMQp8859SrFIK9ZBjj9n+fZg1JI4bdJDB20XDXWMuyJcC2TWDs 2D7xUJuatVWzbSmUKE8YR0CqRWRptS4bAyoyYeBKVoVsurS2CbzD88xTa/FiKE8V ZWypQcMBA2mYvdSoY2FNm7GCThhphiy5iZn7UiB5alrrxNNYP6YgIo+nZHXG0Eew aMEzdETB6wUDTUFhatIaEYCklCZbbLhJqoEPC0k3rInHnQoCY5Rvg5hy5RFZb1oX kDVAEslmHiRiLUYMclqpE0S8xFWrNF2QdEmlETrrDJpeWtLgOWQICq8zT72B3hbQ 2AYFI8oRo1oLDoItiUXRaLnobcwXgsIhZ+CksKZrL+uIYVB+A09DmqCfqGcwjzzI jZAHFmmyqftaR58R1Nr55WFLlFtjHeqNTuL7QlQBD/h0rHk0AMQDfQzSUULRy91R CdEaj 6AllIUheXnEyCH+QumAQfkg8yMm7Unk+SJPsQhq9EcsigHlk/AW7nYWUJ54 WEA16iuxwqqKX3iwqpDMWIWJbe/Ck7QiTVHvstFOnv3hQeGJkAgeaJ6kWR+o3BJO MM4fwkMlSOYZzpg46nGOkTXj/GljrfLUGRs2+wHQaA+aJ5+RqsbGyr7CIAtbTZ9y ofTROSFrzknRr1jNU61SV2Wba3iHRKANTzxZdM2+RLvc2MnzPusGDM6064aIkraC Tt737TvGgxREnviJ/afmfSo+MGz3RK4d/+50jXM1DNwxMTY48GrXGJmk2SfMAxPj JOulMe5wPB2TasQIS5AYTsL6mHgjDxoAjHEAOryaMTFWs7etQCJi 6NWEifEcGBrb MfdJPmJQiTCGuxoP/Y47gklDVDoOOd3bh65MuSBpokPHrOv305R3DIjgTzj9mJ4T 5vC5waGVvbxfMXE7hWGBzg0M77Su/uy3ZRwSwDAF/d3RAZMODBK32xrrZ+f5xj3k GfPd9RNiRJ5i+j3E72Gerg9hPvKb6CO/rf4HC5MFI/YNAAA=
\} "queen of clubs" 12 "black" 260x40
64\# \{
eJytlz2S2zAMhZFMGg4niyvspMo50qTKHXKK1D4CW46LvQJbjZotciBUmUkT5j1Q ki1RXjmbpS3/iJ+fQAAE5C/ffn0UHz9wfMbxFcd3HO/kg58/Yf7nQzvW4+RPOZ3a Gx/48Pz8jHeeqf6UWtsbHzyFl09bqW68f3ysR8Me9ZCp8v+MiIm+AeMeOGJMjxl3 7BFj/6RzIwx6bQ9f4ziOpT1mEb1eF18NsxL54DefUNM1U6OEzJHcVGaFXvtQXSin yQo3UDeM/8oWSxemTba3QCEw5udeZMzmC0/20IVrBsMNwGLUzcAH0Y7hnOhk2Q2G +qqz8QphO2L89VUMFqK0h+bXjuHSjQFSmw7G6xJ3MjrrtA2sLYx67R/8RA98KEF4 MXWT5+TcxCLkRGvasFvMIHWC7CYzZgmYTm647jEy5IzrhZDDFKyegdA5ea6mKBZL 3ssfG84DEzpJERmDp/X2WhWnkfVACmR+Y0jHQCgnSMTYZHIW3TJiMGjEPDZYeeLA

MrdMDTCoRJhzFt9nPZM0wiBs5xKK/HZ7eh2sHj/lXg6SJOzr2DBAhxdjwXhKsXQ6 MHpM1IH/sA9DGsc1Q+9z8TAnOq6g1zpwF7IHvg1YWchk5p1/YZhusIc6Zeo68P1G BzuU9lyK3I 6OUifjPGMZku9k6+3BvLZCFXKxttdXOq0DTuM8JBbUjU5mtXCtgrqa B+pYr6MhWUAKlYCQJuvtGREcMEI3Qwf24FfreEWc57VCgpuD20Phrc5T8kuWiLiG oVQEeRN3zwVJgXXev2ing9PMKhNkItoG9pHu63BrJc/WMMK6XkeZ5cj5GAuS4szF bxhtOpxn+nDxtWOM9tgohtTIyOhMV2wYxNJlkMy+aOYIdUxFSkEmTlvrDKGemVqT FxeWmVx2GM9YY5GiK85D3mVAVNY69AgLN5naaiareb7B4CuLLxuBhWv/sExfqrbO 15Trtf95aDriIOLUmoteMd42Vp3EewvFF2ZqeHM3WnR6ZulqbLSvYrytHjC+ZZdu 7a1R9pml6/MmoGf2fGiyZub88TJhjZGXmKV0eEJd1u53IWvG76Wqbpmmb7nlqt+T 1Uu8qiwxrbHdtU33dhfGdMkfm+7+xla/L8xVkduMhTm+HVV31yFzh44eCU3rOmDc h2/AHBhzL3PPf6J7/lv9Bas8HtD2DQAA
\} "king of clubs" 13 "black" 340x40
64\# \{
eJztl7EOAiEMhtG4qq9wcfI5XJx8B5/Cmddg4lVu8IGcTDphCy7ShP7x0MR45Xpc uC9taQmBw+m+dlkurHvWI+uZdeFWedzz/+um6Kv4/DjvSyeNP8Zx5F5GUn5cSqWT JkP82tWmlCyHIVlyG7Ymk1wHJvZhKPRhAsUeDBPBZEIwGUZCtJjsrskQG2Fnk5mn 9GAIYDgiu6ZmDhOQw24MEg8yLyg/aWb+hYk2k7c3g5EVbDB1W2ozZVuazIir2lnN ZKQy9I6dXjFD+UHyDNULqbuWmfk9hgBGLSrNkFqcmtGL/HMMEg8yLyg/lmAMR0zt iDBGTontyTOjNy7FYLWQM6DBULRrgTBQvXrV9Gt1R+5EyN3qAeRtVIj2DQAA \} "ace of diamonds" 1 "red" \(420 \times 40\)
64\# \{
eJztlzFuwzAMRZUia9orGJlyjiyZeoecorOvoUlX8ZADZQrASaHoFpHIH1BAWqCD aNMylGfqm1JA+fh52wWxL/YD+4n9zL4JW+mf+ffL++qtzXKGeV6bcvDNsizclp4s Z8h5bcpRuviy16GMvU1T9uw6fbhMDq8zFKPLxBiTy2TqYHw9PFKHZsiQCWQZCd8E Moxk5PFARu8uGakY804cpg4Ec9jDFKRVbTRLmEa1ZWycZBmlB+ZHM3BttEOVR7w8 Y6adryeMmnd/reJ515z+5f81mMEMZjCD+edM8hmKPqNqNQGGVK3W1R0wpKs 7 YOw2 wejRtfubIV2IAdPk58/2JD+aq84nerqYsi+rB0uASTUD86znHc2X2VlqRBhvAUl+ bHjLkMvEHsZmxDAgI0CPY11MzzdRz7fVHVe+QnD2DQAA
\} "2 of diamonds" 2 "red" 500x40
64\# \{
eJztlzFuwzAMRdWia9srGJ1yjiyZeoeeorOvoUlX8dADZQrASaHkRSS/QaKJgaII bUWJ8kxRFEnbx8/La+ryze3A7cTti9tTeunjM///87Y2KXM/0zyvXTv4y7Is3LeR 2s9U69q1ow3xx4dWZeR5mqon5+ndZWq6nck5l3swVMhlavbtYUUuQzkjhsRUmOGF SHMs07U7TPfIwIC1s5pREfShYuC6GiKstvZ0NcJqYLPRUyYj7OHfPgNjQ07VLvH8 jBm5XxuM2Hdsj5k6kDvlLvn1YP48QwFGZ6BbNzBjU9nNr98yu9WNHW2O+Cfk58h+ hfbdyoP5n0zxGTKBZxkVwCjGSCUCilXFwJhXDM4dcyMGOUj6RozydNS9c20h9VCE 7BEXbjH9YXKYrFimCmartowMriOktcPaArTbuQIxJs3BTPYUaR/ewLgSYiLvRJF3 qyuqXC8m9g0AAA==
\} "3 of diamonds" 3 "red" 580x40
64\# \{
eJztlzFOxTAMQPMR64crVEycg+VP3IFTMPcannyVDhyICamTv50GNnb9ayPEgBS3 /qnT913XjuT05fXrnIq8sz6zXljfWE/pvsyPfP/jYVEpYznTOC5DPvhimiYe8wyV MxEtQz7yFP88aVc7uRsG8uRzeHQZSr9nZgwwEGEwwEAgHnbkMhxRy2B7F+ujQDD1 HaSxYwAaR9VQ+cn/IW0oJrtFbQD81CnhgWVsTJn9diQM3w+68ZQ8eQyIetn5ieTZ r9eOMequ47F19tehys9t6UxnOtOZzvxvBn1G9KQbzNrbhD9smbVHWj10M1avVIzZ c1U8du+W73XINNuqP9yTVGau26GjeCIM+fmpjJfn6mhDjHqt26pNUDLkLKBcL/SZ GXyGIoy3oJv8HDOOhJjIN1Hk2+oKvccYTPYNAAA=
\} "4 of diamonds" 4 "red" 20x60
64\# \{
eJztlztSxDAMQA1DC1whQ8U5tqHiDpyCOtdQ5auk2ANtxYwr4Q/xWrJiadhQLLNK HK+cN7IseW3n8P716LJ8xvIay1ssH7HcuYfcPsf3x6dSqMz5dvNcqnTFH8uyxDq1 YL4dYqnSlZri44Wb6uR+mlCT0/SsMuguZwDA78Eghl2Y8Bt/fPu2KJAeDROAdCIy ySxXgPoc3TsbWhXGADSGVoX5LDIhmatMsl47I8qZya2rIaLodjxq/uQ4aQwdlxif XCtx5oyUL85IeUfLXKXj2hC/y//rxvwLJhiYdlZvMAFAZQA6Q5wJ7WJwAUMWDJkp CwYMGYud3Xy2xMcUZ0u+THnv5cZcH+N1JnSTqmfq5CT2 fMvUPVLa4zgj7ZWMEfdc 50+8d9NxDZkyhL8+k5h9rkevEeNRjc/KjOKMPyfFUb4qY8n7pmTGq4xCmBmbPyqj 9WRkLN9Elm+rb8X3AoD2DQAA
\} "5 of diamonds" 5 "red" \(100 \times 60\)
64\#\{
eJztl7FSwzAMQF2uK/ALOSYmPoKFiX/gK5jzG578Kxn6QUzceRKyVV8rxZbEteW4 XpW4jpwXy5YlN319/74PVT6xPGN5w/KBZRO2tX3G+7sHKlzmeoZ5pqoceLEsC9al BeoZAKgqR2nCnyfZ1Urupgks+ZoeTQbC6UyOycFEhy3syGSyyaAtk4mCybwHYoSt Mk0QmmDqNEFogqmmQWicwQePOmoaH3Of4X4ujQdjTGtMZq2kRcEM+01gjQcvbIav Rdc/hbX8LJjuekmmt+7giB8+r5Gks+TXjfm/TDd+BNOLQ8F041kw3bzgzCC/fs1c et+4xJg9/nH52bNernUfyo25TibZTI420yJXibHcMkCJ1cZoMd8YNXcO/8DjHMxx 1br007Tv/A/2ltzehpTx0BMGU97LLP8Qo+4te0bdWxqj7S18IB0hRkXIliGF0S0d + VlnwMM4xmMznm+iF8e3109Nm/Jv9g0AAA==
\} "6 of diamonds" 6 "red" 180x60

64\# \{
eJztlzF2wyAMQGlf16ZX8MuUc3TplDvkFJ19DSau4qEHytT3mKiAEBAIpLhOXofK JgT5W8hCyM/vx+9XFeQT2gHaB7QTtCf1EvQzXP/axYZlDqea59j5A/4sywK917hw Kudi5w+vgp99baqR52lynJynN5Zx6veM1VpvwhjHMkDwPksYmKxkLL5IMtqgSQzB wGOWZtJIlwxEojB0HZWMj1Y2lEe3Ml6ZJ0OjxFikjSNdMV07hvfHCnz21pj4VPlD xrnOMWq9aoZcd+wPLei5emI22V//zN9lyPypGLJuYKZTN5ygbjhBTbiVuXfduIfP kviI4ixZL9G6kyjN4ClJBrtOMzgEJINDuZ7BS0syOCnW29nMZ018RHHurBdWkutu G+Mtk5wc5Ji9vu3RnChXEzPK+cQM905+A/f3oNWNtt2n5mL8EbVF4o+YYWqLTrdm pKktNt4xrC0XZlhbLDLQSogPk2RCRnOThdxot8IahhURI/kmknxb/QDHNOZR9g0A AA=
\} "7 of diamonds" 7 "red" \(260 \times 60\)
64\# \{
eJztlz12wyAMgGlf17RX8OvUc2Tp1Dv0FJ19DSZfxUMP1CnvMakCosYSM1J+nKly CAZ/FkII2d5/HHahyBeWNyzvWD6xPISn0j/i9e/nWriM5RfGsVb5wJN5nrHOPVB+ AaBW+chd+PcqVTXyOAxgyc/wYjIQrmdSjCYTY5xMBtLdGGlz4lerHmEztpajTMpY RS2IlmCKWhAtzuCNC0XU4vboDJ9X7jwNxlrElBv/FPGWqWcCyx48sRnuZ9U/mbX8 LBh1vSSjrTs4YpXPa0Ud88+KWVkahk9PZ7ibVIa7+3KGL7/K8MC5XM/NbPb4x+Xn /nolrRKMFoeCUeNZMOq+4MzK/jqbcecN6tXzhgiK83LLFvPy+NC1Fp41dcWGqk51 /nPC1czWOYF3JolkJjXKW4aMVJ9N1Uk02U4cEtOLZ2K6++L0BF7fXyk2ve0enI7K N30nIXuiaU+9w2Dye5nln8p088aR6eYNUttZdy06uSzGugvT7qiG8dhsiovxfBN5 vq1+ATh8w+n2DQAA
\} "8 of diamonds" 8 "red" 340x60
64\# \{
eJzdlztSxDAMQANDC1whQ8U5aKi4A6egzjVc+SopOBAVM6qEP3ESfWx5w+4ygxLH K+dFliXFO315+74fknyE9hzaa2jvod0Md2l8Cvc/H3KjMqVzmKbcxSP8mOc59HEE 0zkg5i4ecShenrgpIbfjiJZ8jY8mg8PvGXDOZJxz3mQQ/owBcjdr30eg7S34hdmv PYUCmZYuG5PMItPSZWXCgztDRaNx1hkkTBzcJiNaYdKDqyGqmXa87Q90+eyt+ETW ijNj1HxxRss7dtQqXVdN/FneryOMui7GaPFhjBpnxqj5okwl7yczl67nS/i8RgSI RpkS2bVIUTLsppovNomed8X14wwNpcrQJBy3Y/kDhGnVfJmqVfO0Yww10K556pbo SO1/1LzUTttbevaorr2uKudkvM0Ar1+FKdFqrAuc3AWQxacwrTgXppmv7R+4nndw YlTWhl+MX6GeoctnZ/ucY2rUMyyTbQivZ5A7DvJ6dnLXR17PLs9V12szYtOWDA2M zpjSxfR8E/V8W/0A+1G2V/YNAAA=
\} "9 of diamonds" 9 "red" \(420 \times 60\)
64\# \{
eJzVlztSxDAMQANDyecKma04Bw0Vd+AU1LmGK181BQfaihlVRnbirPWJrR1YdnDW m8h+UWRJdpyXt6+HIZcPqs9UX6m+U70Z7nL7RP2fj0vlZcq/YZqWUzroYp5nOqeW mH9DjMspHamJ/g5SlSq34xh75Tg+dZk4/JwBiNBhECB0mYDXY5B3mwyEmsmSZGic tZosSQagVrRIgqEbKOWrJHxoMiIWqfHOMCYVJt+4KeJSV0+IPXvoos8kbdo/WEuJ Nfy8kuVRYMRLOUbc+SOFPZbpYlw7DPPPaXTAE0kxPAg2090DzB40mc2xsEmSwRKg whoM76yt0nHnj7QZbjpjLp3Ppj1aOosx57tkUOSW5Wdr/VGMsY4pZrf8c8YzdocP PbFwxPS38ucqOd+Yg5657FkTXGuLZ41yrXWGC0yGO+9MPXUTajWJQegzRbf5bloY LDda7zjBoIlyBqx3LrennasIqlXnRliVXz6faT+Vt1Ute2jHtW6rmkyE2J7vhUEQ sY2aaa0/G9NYxzZmt/w5ozJYMygni2Ka3X7G803U/7a6H78BawWaX/YNAAA= \} "10 of diamonds" 10 "red" 500x60
64\#\{
eJzNlzGu1EAMhg2iiuYwV3ii4hw0VNyBU1DvEaYdrVCu4Daa5hVc4lVcwRVShFD4 bU+yySS7byWeBJPNy77Jny8e27GzHz//fEs2vmL/gP0T9i/YX9Ebmz/h/Pd3vm/H yT50OvlBN3x5fHzEUWcm+9A0+UE3ncKf9y1qN14/PEzPDXmIz2om+nvNmPsXOUz5 Dnv+keZKGOJaU2nSjX3WTx6jT2dsK02vl/Su6dN0pBmzgZSep3GeznmtyerSqcs2 HCPRHL1ofuf8bWW8rySuD3F6wtU/9Epczq4RvqXhi6a/aEYzYwpEQtDwrNGVzBo3 tQ8UsZkmmuYJ8JYT7ZxqSDW2ksaelSbgnnbpDYOUxGvLcf+EKDRrqAxbe9zPFOra 2dzZrMviJSWIc409w8PWPxZ3qefAKXHnZ4+PFO5h8hiI9aYybDRd9GzsctK9hCOO GRkieWZYmu446tiIaJFLhFI84FAhuNazR6hD5HYcSiVa1E1CCTlELSdjN1AiwSDF YLScFBgRSslvppi04wSEkCX5UEyHWzacgmWxDDYcwzI1HKRfIV1hwp6DVOCqqRgk fsspHKtGMYFCl3b2cITmYk0JncSWQzPHMMk81vpHrZbZmjPM6XfxQn65RhcUzsZp /Zz18SO1ZqBrnDFoiBST4YNwzFEzNODDubOAHXAmzCZ1b+akobrGOeOcYjT66p8j zllBwAzqB/j5kANQUEwSJAFf5cAo0+i3odG4PeQY1XCbz5HgHzZMh7AywolEaDgE P4cFoxykU8MRY16sgcYyruXoghZMksBxZ4/IxRq1B0kQdvbIGpNQ6vEwtf4ht8af wPpA7p53w5A/yynQPlfJSkBaakKI6q1d/THMXFvgLI4HdUyLxlyjunHiUR2z/ua1 DpXoSj0MJXDOqiOf7vYcLbmdwKGpWP/yjtdwULsVj0Cwt/KLpldOPcfoJfIrsLfy RWNtg91Ib5JqsbXyRaPtpyvaZsU52sW8Vc0ab2Pw2cyJqvGWN2u8HbKEeF3jHNaF XjS1BW/sodqssXZ9/OZW3qzLfAaNWNRbjrVD15CvHUvc2nPx86TV4oYmVk19DWv8 A48u/dRNzXpq4+dR/6vRn8Yen1Gv2MQLc1Uj9X2tT97KjzTdmOurn996nRvQXH2H XGlujv9Ro45+Cc1z4y7NPb+J7vlt9QeRdPNP9g0AAA==
\} "jack of diamonds" 11 "red" 580x60
64\# \{
eJzNlztuXDkQRWuMSQjCri0IE806nDjyHmYVjrUEpoQw4BYqNZgo8CYceQuMBujA oO8tvu5pVttuBQ5MqX/vHV3Wn6237/97Lb4+4PE3Hu/w+AePP+RPv/6I+5/erMe+

Hv1XHh/XC3/w5vn5Ga+8Mv1X5lwv/OE1PP0VpW7Wq4eHeW+NB73LTPkFTK3tHnOq td5l2vxtmR+kQa+Z/9WGqeqouWPpDdP8XbaBVbP0bjMyp7oYUZlLh8xVDHVFnVvJ mLp0FJevcqHza63/ugyuDE3SnXHxC/MZql/IFKqlYtmZdstgqwKDdJS89qInZ4bG wbxhqciQ5RgZbnZmHKktSypzcLPD5s8QDzpZqjNKg+C7exLsORhEEQbdxOeKwTUZ VQy52HX8E0yuxbM2U+Femz0rzmQyXJ8JoZbo18oXXc8KewqwMkN8Vt7BKLaYgqdR 9SiZvX4QZjAiyIMwUpHhOzCIcu98VqkamJFNWYR03IfKQGJ3Bltkgkwo9FjLQouu GGSadccKG7IAWJZ2xlikk7Eh4CQd2Bg4MmkT7/mCTN4ZFaNrRF2EZWZ+7YrB36OM xWz6XgBRtTnoIKg0IftQ1YxIWwp7UdzN7Jy2A0iCUNAZbJthBRBWNy1iKegoAy1W 2HxMxgnmxL1gTRfa6TrWCvaKfg2moyt1aPIJBS3Br7msaOw9aVlbKRwyuw53y4lG ZDDUMYlx9qBY1YtO1qAj1LFiT7Us+nTKEnT8Rho59Y/sV+pY1HGZ1nIi0T9CJ8t3 dHI6Db8h9amYy9zEEO7AVvedA8Floo4V6Kj7zhhTZsa8W7notNLNrdkY/2u3B/2B +HBmcMDuNY8YN4YWQWSc0a03MaQRQ3xy4y2qBLUWmCQmTdwKKBS0R/ZS2HQK9ur+ rQC1Jmwhz8/GQIglRm9gORjcD/FhAcrqcnaW8VwRiX6hm89NzBHEjrToV9ZLF8tg Aw3NFnKxOn2NBEUh07GdSS7j1UgSU4ajZs97KgvwK/CPXvToe/WNJh+AOFpp0553 zD4OShwSDIEddOLvVPrMHuUIsrlW6EGeW527dRymZNrGNJ+9GKLCcwlHDxk/bS8M P+E+hBINRm+Q8aP8wvD4wejFWB+8MiqZdZSfGf+kHG2IEQd15RxcR96Z8eOQI1zK GDwnv8MsHexlPEMO5jiCd3smopeYbTBI53GUB7/QMzAIx7+7HnVWfNh7xcus0PXd HjxVZzih6LuP98icFgOD1E83Mnt8PKJuc+YJ6hU2Q5wv8emdedVj4m758q9lfgy 6 YwOJ9zvthsmHjuqleCLzo++Q18xP12/IMIZ3mOOL6s+Zu+tFzEv+J3rJ/1bfAGnk dy/2DQAA
\} "queen of diamonds" 12 "red" 20x80
64\# \{
eJytl0tuFDEQhgvExjJQV4hYcQ42rLgDp2A9R/DWGqG+greRF2TBJbLKFWqFNFKQ +atsd7e7h3QQ8aRnJu4v9a5y590XX+/I1jdcH3F9xvUV1yt6Y/sn3P/5vl7jOtkP nU71Q1/4 cnd3h0/dKfZDpdQPfekW3j5sRe3W65ubcrTkhg+ZQv/PxHiJ0wswJeJ1 xFymYwbajpnLP8n5Sxp4bY++S7aV8MpNOq/9Iv3ijSBPPmFrUuYyLYxjSRCkRMRi sxXMOoZgMotXotoBW6drTHGV0ML6HeP3amZZ/GIYobcFG1LKPTQ+jAxPkxjDzIXW zLRm4BvbEiFYrAuMmt4ZVscqU8pjMSRODHkPoz2dQVyaHDN98GtmpNuj7MCILfz2 SJ3ZyEGcK8Pr+KzscUyzKmIpPc5rv5xGrqvSMLZ8reMzM7ahYM370s4rOaKVoguh vM5YIkS1UYvDwJRmsu6K/cWOkbmGLYjK08DoPY20T5XyZLrH2kC2cF8yVXHJ5tmo i3AzM4pdEOWIskdB8sYvTjI31QshUfQUeFurRL7113MhMaUYA++YXj/Q44KHOkAD UyC9tz55SMqZrM9WjGC7NoY2LIwmhTa6og+ezaRExgByI+PCrU9JNIQ+KQM/cxoZ iMmw2rsYVEgi5MbnvV8EZWjngG+QANEj43y4hRbumUj4Fp3fMapCICcGGMQQc05b Xc5HNUiNNPOjy2MMXXRUGSsMr1k7346+646ZUhlLbQ6bGOKPAmGQWYDQkO7sek0u 9RMi 7PSabtiMWHqXzqMuj4JAXpPJqabvmQQxlYEgxNLKddT1M2n0NZ2kjCQPMZv6 QbbVZI/CVmWSsjPRQ5wVgg4mK1gog5gNE3ytG251JgliZBNnhRK6oRcs6pVHRgtc yxwp4DaBd36xQtYxrhqUM+2YQgHSKYW4nHDyY2QweLSrSJ3RtscAED/Wjw4eqbHV OKGzs86RTX/p+NLCUMiGTNnlvfrSa7IdYm7j141LO7zaoC47pg62NjD7oN4w0uYt TF+G+YYpdWiLbV1hJmNs+NvkvSJHb/bD2s6C+WxZmHs 7XOthJMT9GMNhNTN2k+uh Jm8XVX7FXOoBXJkWB1Xld3Lmw7ozOq5ptKcd1o8LY2N28KvJEZLOcJmmTXzqQSyW rVr0A1NWjNVJO4V2tdrjY2NFp/faL3sM6nGuxBmddpWxfOk4BIHntiHO9ljW8i71 ic26WfO/MKBad/r65GcnQi+ZysQnniF7vqby9FLmAHmunOlIUPPrgLEYvgBzYMxz mef8T/Sc/63+AJ3HlmT2DQAA
\} "king of diamonds" 13 "red" 100x80
64\# \{
eJzt1zEOwiAUBmA0ruoVGifP4eLkHTyFM9dg4iodPJCTCRM+3utiX8NPkNaY+FrE 4BdoQSg9XZ5bw3GjdKR0pnSltDIbLrf0+30n6T0sn8ZaydJBX/q+pzyVRD5NjJKl IxXRx2FclYp110UUj24PTTQNjG9jgmtjXPAtDAkHjXPQEHEeGW4uawJVQo19bIZY yDgP750uGl5z6uelTCwYr1QR7h+qBpoQFxuLv5nPeGx46QIm/fOAkSUnb2TJyRqe CS5vmIwqqjDS1KixLxvVixP3FdC9D8tt1kzF3/yeCQVGTV5tgpq82ujJq0zQk3dG 4 6GR5zwwMNqZqZlZY4aNGTBowGTcYR/KhjNvZOPawOinUZ3RT75KA6LIlLwTlbxb VQADV0S89g0AAA==
\} "ace of hearts" 1 "red" \(180 \times 80\)
64\# \{
eJztlztSxDAMQA2zLewVM1Scg4aKO3AK61xDla+SYg9ExYwqIdsDG30YaXaXzkoU Z5wX2bKVkfLy9vVQunywPrO+sr6z3pVD71/5+elxqJS1n2VdR9MOvtm2jdvWQ/0s RKNpR+viy5M2ZeR+WSiSz+UYM1SuZxAgZACghgxhgonnwyM15uwwyG8CSEOaYUcQ +ghnQ4rBwfwaArK+t+cgGOu7YZw1vITp4vgFe78uZVAOBdXbd2GGV51fMMx+BYdV Z0/1TvgMAoUM1d19J1YzMe/GjzFEN/kGJzOZyUxmMv/EYIJRqdFjUKVhj9E511gt R1T5HI1Vy+jM7TAIZnqNqaIoMiVAn3PVmRgMI+RG9cZftY0sMK5gW10WMVUyZhX7 vku/0PNr36Vr0R/G7rRlokDsDIYMZBgbVYbJxHwoKSbzT5T5t/oGyDsmgPYNAAA= \} "2 of hearts" 2 "red" \(260 \times 80\)
64\#\{
eJztl0FOxDAMRQNiC3OFihXnYMOKO3AK1r2GV71KFxyIFZJXxkmESOxfHDEjRkjj NpPKfeM6qe2kj88ft6nKq7YHbU/aXrRdpZuqX/X+211ro6z1TOvaunLoxbZt2heN 1DOJtK4cRaU/99aUk+tlkUjel0PISDqeIaJ8CoYzh4xQ7I8aChkm8gyrj0X/9SjE qJLLWDp3LMONoYihgfFjdwyYQ8ugcVlGgD/SkHw0w+OjKKP3PpjRWdc/OKafwWYV vNPemz2GSUJGcnc9FasoNpx3eSJW5SQ5eGHOy+SYYYoZm12AYZvJgPFpGuUpZE5U

E2bqz18zbhaDOg8Zs15ABsmF+X8MTzAueT3DLnk9Y/PJWU0HNjGOaotlUG0xDKwt bX3uzKDaUtf53syZawvbzQNgxk3IDlM3kz8zYhhcW76ZvdrC424G1paZ+JEAafGc Q4YiQyBWf8uEMsXMfBPNfFt9Aow0CNT2DQAA
\} "3 of hearts" 3 "red" \(340 \times 80\)
64\# \{
eJztlzGSwyAMRUlm22yu4Em150iTKnfYu6T2NVRxFRd7oK0yo0orYACB8aCdOB2y CfnKQ8aYjOTr/Xky3h7cvrjduH1zO5gP75/595/P0Eqb/WnmOXTu4C/LsnDvPORP QxQ6dzgXf1zqUCs7ThP17Hc6dxkyrzNoFQxoGKtgQDEfDtRleEaJcVd2gQvBlwLB sGCPLUXJYHBDJYr18SMkA2oGYB/Gm7wvkPeVxf8Y1NGTgPJZy JFR8HrLdSbMYZKo noUbm8JEsWIwh4lixZAIE4Wf1g77kBT7mZB2+Q8OZjCDGcxg3sSggpE5aYNBgC6T cmQRzkoGY65t5LgV08iVNdPKuZmxIZU3cneesw2pvFUDRCaP3KHe6NU2GKuzFxkC RR0Fm7Vfuc7QqiErplmLZoYU+8f2Gc0+JA2DCkYx566pGM07kebd6g9PV+vB9g0A \(A A=\)
\} "4 of hearts" 4 "red" \(420 \times 80\) 64\# \{
eJztlztuwzAMQN2iYz9XMDr1HF069Q49RWZfg5OukqEH61SAEOtJsUWKsqm0BoIC oS0rpJ8ZWpZM+vX9+2FIcuD2wu2N2we3m+Eu2Sc+//mYm5Yp7cM05S5u/ON4PHIf LZT2gSh3cYsmPjzXrozcjiN58jU+uQwNf2cAIOzBEOEuDJ4dD7ICUCvJsDB8RXKs FcVgNkOlgIw5mkAy0M/ImFcYjAeHofq+QN5XUc5jUHpfFAjqWcgrZ4XHm9HCYHGz KMmffKbCzawYBoubWTEMCTez0jNX1TivSQzLY5B2WYNX5qIMdjByxq4wCOAyAMZR zSCAcVQzahG3GVQvjN8zAI0/uywTPAYzQ1tMzBLojGFTrsz/Y+wKt4xd4YZprHDD LHNTuQuSWVZ4I8cZppEra6aVcwsTcipv504Sc8ipvFUDzEy5cod64/TiWatt8FQM bTHJq8fEuqyXQcmgYlLdulJDaqZdi6qYtyQzm0iO2ZFepi8el3Gli+n5JvK/re7H H4xdySf2DQAA
\} "5 of hearts" 5 "red" \(500 \times 80\)
64\# \{
eJztlz10xTAMgAtiBa5QMXEOFibuwCmYew1PuUoHDsSE5Ck4DmntJI2NeOJHem7z 8px+dZrEdtqHp/frieWFyj2VRyrPVC6mK25f6PrrTS5aFj6nZclVOujPuq5Up5bI 5xRjrtKRmujnrjbVyOU8R0ve5luTidP3GYTgYMDRFxkyGTQZ6stkQDFpBOkBtQKq L7qDDWtFMZiboVIaBiQDfkY+8wGj5vmAYZHjAjmuXfkag9L6pkBQayHvLArNN6E7 g7uZTWF7ck2FmaIODO5mitIwUZgpCjj8x+XPjriIGE8Sg2fml5ggL4Qu0/HDhun4 c8304qJmevFVMf041cyJcoIn//w0g5LBljnI8/Uc9vYLzQzkzPw/Bh2MjOEDBgFM ZoskZS5IBot3D3LLxgxyS2FGuSXvzOZu4X3+D+UW/HwZGjFs1WLSe5mXGeQWZozc kplxbgEwnCwzQyT3zQivqc14/D16GMfz2Iznm8jzbfUBqcKs2fYNAAA=
\} "6 of hearts" 6 "red" \(580 \times 80\)
64\# \{
eJztlztSxDAMhgNDC1whQ8U5aKi4A6egzjX+yldJwYGomFFlZHviyLYSmd2dLAVK vI7sb+WXLCcvb9/3Q5QPTs+cXjm9c7oZ7mL5xPWfDymVMsV7mKaUhYsf5nnmPJT4 eA/epyxcoYh/nmpTjdyOo7fka3w0GT+czwBwF2E8mQwTZn96GG5MMMSdAxqlYHgE FAZRKZKhVIxaCR2SDCSD4xlfjQtyXKvyO4ak9azAFesu/7koPN+MrgytZrIS7ck1 FWYWpWFoNbMoDeOFmUXp8VUK3TJ9zNkM+YvswX/mSoyTFU5lFD9sGMWfaObbFzWj 7a+K0fdpyVwoJvTEn6MZkgy1zFacr+ZQPS8KZkdahjoY6SEbDAEmAzSGaoakU2ww xYLrDBWLcDoDKIOdzVDBOJURRZQYXzPFCvEzKXOYbRdVTjJ5hXZiS2Z2YsvCELZj SzqfjdgSz/m/FFtwBYawHVviSyn2Y0tkjNhCedZ1ifPTRIGTGFiNSV89kzGli+n5 Jur5tvoBfRyUSfYNAAA=
\} "7 of hearts" 7 "red" \(20 x 100\)
64\# \{
eJzNlztSxDAMhgNDC1whs9Weg4aKO3AK6lxDla+SggNtxYwqI9s4keKHtEMIq8Tx SvlW8eOPk7y8fT000T6onKm8Unmncjc8xPhE5z+fUpE2xX2YplSFjX7M80x1iPi4 D96nKmwhRIfTN1Vh9+PoNbuMzyrjh98zCKAyAOBUxuNhjGwzUuNCQDqyzeRhCEhH XAtTGDZOwQBnwM7w9jQY0a8GE433C3i/Vuc6Bnn2xQEn5p3/Mzs03oSuDK5pFifm 43PK0mSnYHBNk52C8SxNdixatWjeh2ZpDPpd7sHrmbrmJVPXvGAami8YTYdHMn+s eclUNb9laprfMjXNF0xF8wVT03zBtOy/GMdPuCpj 6bthDC1zYZhTizZ20uGt3V8h jNBfEyxri2mN6tieDBoYrq0GgwAqs8ywSOc4g3nUO5pfmI7mM9PTfHo+K5qPz/kb 0jz+vAz1mJhVY8J7mZXpaD4yiuYhvw51NG/ST7zWQQwooje2WTUTY/kmsnxbfQMa WW519g0AAA==
\} "8 of hearts" 8 "red" 100x100
64\# \{
eJzNlztSwzAQQA1DC1zBQ8U5aKi4A6eg9hFot9JVXHAgKma2EivJknb1W2XIJCiW nVVeNvo82/HL28/94ssH1Weqr1Tfqd4sd759o8+/HkKVZfPbsm3h4F70Zt93OroW 67fF2nBwL9dEu6cyVVVu19Vq5Xt9VBm7/J1BAJUBAKMyFq/EIHXODUIGss8UoWuQ AfCxY2iGIvAxZ4AzIfCJFQbL32owdobh/bGh1TSC0xjk2VMARqw7/2YMaL4JzQzm NCnw+fiasjQxqBjMaWJQMZalicGMqzPO+0XVGLRnOQdPZ9rOS6btvGA6zleM5uEl mawwWt354zQfOY/HDhpzGDVP+2xu6TymbNnc0vnUK3YCFM4 jpG7ZFuM0Tww/AQp/ QI76uowJMxiYdp+PsZvR2I+588J351BMf2ctRF/bayp06LghBq152GdmnL80g5zB mpm5tkxdowblnAxOMIW+LQaZTj0mrbBIZziDcdYb97iKadwrS2bkfLg/K877+/w/ ch5zdwYMTPhMiVQGjeY8xov3wHmIf4cGzvv/raNyaaa8ZjcY/NSdV8sUM/NMNPNs 9QvETVBI 9g0AAA==
eJzFlztSxDAMQANDC1xhh4pz0FBxB05BnWuo01W24EBUzKgS/uSj3yYClsVZryPl xbEs2UqeXj5vh1beSn0s9bnU11KvhpumH8v197tedRnbbxjH3tSjnByPx9JWDbff wNybelRV+XuwXblyfTjwXvk4308yPPyeAWDYYQgAdxmk/2IIsFqhBcMAQLVCC5qh rgYteAYkA2lGzWHMaF+cYFqRdoG0axW+x5DsfRHKkFH4ot/ZjMFJqKcg/UWLsb2F uT/p095NY5D7aBxDMA+2ego4YhgFwzgPEm38rMwySLcuLMP11DCknFAVvM+wZ9g8 KmTId+NjfpodsQB8zNMEkvc7wRzznVsXAAdxSCfjMBOr52L+OOY1w/JOLZiYDwUT 86FgYj4UTMyHwhlywZ8xKC9gyGRsT8xhxhcJn2Zi40xxeMm1s6q313KfuNN7QmZv Se1Rcoa16id7JimDBEMJRm79EDysMCTuO8UsOvS5aWIWa4Mc55ggV1qmOYh0z10Z 7KkcfO5ex4w91YuJUcKFY768T02ht8xMxm4ynGdIMuSZ+B3SMOG7qGE2ysUZt+o8 Q3bROWbzcp7JfBN1vq2+AMWyKIX2DQAA
\} "10 of hearts" 10 "red" 260x100
64\# \{
eJzNlz2OHDcQhcuCE6Ih8woLRz6HEkW6g0/heI/AlBAWvAJTg8kGvsRGe4WKBBDW ovwe2d3TTc5qB7AAiTM9P93fvC4W64fz4dOX99LGXzj+wPERx584fpFf2/17XP/n t36cx317yv19f+MDHx4fH/HOM9aeYtbf+OApvPw+Sk3j3d2dvTX0zr/JmPx/psb0 XRiLN9jzg5hXlsEfmU3N1VhrSjFF309HPHYmPthLTJo6UwN/rmemxvj8FKM6q2bJ IKPZHJh4YfA58ZDYh7elMXTOgYmN2a3tjB1s3hhFvGQM0+JFXmHUr0y2lHx9eLnY 89SZZwW0YHBOYGKEQRvz0pAHw72sM9m8993GgfE70+w5Mfa0mbwyfV48+7wzlYyp wI4DU48+NHoOYeI405nNz+nA4Cdmu804L775+bDu+Ekig+T9F0jJjALPtdsZCb7a qtOcWLyNa+FawIhvNYDIMjMaKFCwCCZRcpErOhqEU1mKIDrCsuz2nHUUOiU7IrnV oZHhu9cl8/JSSnFVJsbDWnHKyxxSqTTqIMLFRRUSmQjWYNRRcwEQfy+uIRYnHbHa II6OjLGqKqlBlNmQPDBeXYPgg9CRpa3H8V6quUHOu44U+ODE0MmlQRKCazf6nGVg oEMnmwUHw6CSXR1sbjqAIoSQ8oFuhNCkw0WCRsCTnyg06XCllRFee5xAaNZRvDrM PQo/FXHzvDJOI 3UQiwrfQFY+X9EpWHuNQRkk+KruBuaKzeO9bGT8Mtg86xjz+zT3 SYexMfpw1tGwnNdi1rH1b2kL39a0IqxnHaQmgvAQG7MOEnMZYgw6/szkHmHHWIWR Z6aIG2I+iNpgz4q01ImE4MfzvdyG9BQkhKwcGHoX+b6lcmx7mIFBtp9LAjLOj4yp q0Rwr 4IyRnMnHZZUXGaPC6xiqFjBZqaUpbXBUIROlisMixhLHRO9xck1ZmFdRiXX nqAox1dOMFiWW/OphrJ+YdJmT+7NhCWVncFf7sW24VhYpTecptM7zM6w/Tj2xt64 4D3bOtXGtDbm2BvX5iZfZe1409Pa4ZHhzXqT3pl1e4D82plTB94ZLJ/uzFebGbR5 n9A2V5tVbdsR7DZzuwBG87rTkNUcyp9jlfZ0xl5h+rz2jc3ExLgxrl8K+47p4MPN zwh8hD5ydd15XfycKufEKhXbdq2msO7gzkz74rDnIxNrv3ZYU6POa3vIA/PN8TMy LXS/A/PWuIm55T/RLf+t/gNy5vcz9g0AAA==
\} "jack of hearts" 11 "red" \(340 \times 100\)
64\# \{
eJzNlzGO5DYQRcuGE6Js8wqDjTbwKZxstHfwKRzPEZgSwkBXYCowmAl8iY3mChUt 0DAG9P9FqbtF9Wxv4GDVrelu6emzWFWs4vz5+etv4sffod/i/ITzL5w/yS9+/RH3 //m9n/vj0d/y+Ng/+MKX15cXfPJK87e01j/44iX8+TBKHY6fHx7avcMe412myf/A 5DzfY04557vM3H5Y5p0wxGtmU7NaF4lmtl7eM/mpvcFfWsDgkBsMnPX6Bf5S6jSx fj1e+zDi+8zTqGMtalzlL7Egk52pWWCMqaw6rd1gkl8KZbPnyOiSYIxJKPE83Y35 0plXzfAKXmFy5vT0drH5zZGnZpDh82GSLn/K88jA4850LpsJZ 6b5YHMzzvw9ht7K lImYuWwMn3y9xGuVkT4ZXWj03s+eui5jpXHyndn5GSd/QcZqbABDZ+joK+ZEBPFU WKJSOtPmts8flylSRYo8axz 93DyS+BVVpFbRWA6MVQ7BkU6FWfo8MfKDTqBD/K5i rBpLpe2DDmyEh010QVJHyBQZmKgF0TaDXVrTqUIG5J7BU7VkSFm3GZNTkT0DC7WG 5FnKm1Cj0J5hBAQQFAsDq3TSYDNuGEZLDUyEo+SoA1uT5SkkGkTLoVLK0c8yZZjN ZSNAj zpYdkh0M1h+lgt0VEd7MH0LCwbDpTCVW/YgPXEvOyOhwiZObM8EBAfPg0H+ hEJm1JGc+soLcLdMZcLE6qATcsbig4gnWEYSStCDTuaMcqrQKVNRDJwGPyugKIrC onlStzlk3esgnqg7qouCgVmVk0y6H0vce1JTqUVLnjAWTBx0apCoaYERyDaBqJu4 08HDGCuhituSUIToiaNOpWsXzj3rhIGxDOKgI+o2MwWzcpIMz0GHcfR7YBakCuO8 01GuFVtSc+8tmcXebuiYJc8wMBPCZ8MaZKJDJ3qmcrCE1I037ZGe8QgbElFKG/2M UgGIDDyz FquDTuVehCuQaYB4mg7+4U1IVfcT8gmjIcWGdUqD6mKIuHkfZH0ZGF8r M3RO1XseSOlUxhqF288+WixeOm3JY41CvdDZq9zyL6ti8+I3MA1FrtsMK3zHNfoQ f1FJxRPMq8yuJPcyTSZhNWAIlnF2/x3Dck8mu/N11UFnuGLYNpxBUFnn2Vh6hzkz 3n6c6cspsj/1TnVmvI3hh6EbGWv7KpPzhfF2uDLOS1t180S7DBvL1oEvzKkzmlcm HRhv8/yxrjy2/21HMPq5YQH6NgLz23YWV0zXscVJVLF2ZE4r41lq4Raz+plRxbKz UJyZr5nNz77VQDwDyuC28zoz82pPM9+shVLPO7gj07wPQsf3UNe50bd37+whr5lv Hj8g \(4 \times n 3 b c Z j c Y+5 e 3 w X 8 z 3 / E / 1 \times 93+r X x /+A 4\) IDtCr2DQAA
\} "queen of hearts" 12 "red" \(420 \times 100\)
64\# \{
eJytlz9u3DoQxicPaQjihVcwUuUcaV717pBTpPYR2BILQ1dgK7BxkUuk8hWmCqDC YL5vKGlF2hs5SKTVaq397cxw/tKf///xr9jxFdenXP/h+oLrnby35/£4/tuHdvXH vb3k/r7deOLD4+Mj7nxS7SW1thtPPsLbx1HUi+Ofu7t6duhdOGWq/DmT0pKmv8DU hPOMWaZzBtrOmeW35NwIQzjaw3ctpfh2bsLDcV327iWvZ00P9T1NNSxTx2hQn4sd YUnp6TssCUcf4t3n6ktJOCIMTROvgREwLiUzlUwypi1oZaApt5VA6w3Gg6kBR88s D89Xm71IESCQhNf3xjz19mhdGeX5bMgD15WOjJZguvDpFsPl7Ewz6Kma0qedSQmy dmYhg8e87zZz3YrDVgqSOixeuG1xjzggRdsvAgWZa5E+OwMXp+YerI4FTDEMOXTw M8IUmjJbQF32dNgYNznYUw3CS6LUF4wkmipVaTg0r5HrGZHYbCGiSarjNwOTY4Qh

BcEI6sA7pMLAZIkzZJQc8BFigsPyQscg7M5H3Ev2XuByjaqXPOjyzuWqyFbJVKUR 67j0jJ814hEYqIpUBSelnil4AhNYYzBHNQWs3/X2zFEcHQ1BDj93UVOU3h7PisBy NEJZDMBclLm3xzsIIiSFy4c2kUtJgy4rrbQ1Ayy0xDIPNpsgaSVjvoDDysDMaRci DoJ9mUfGN0GVeW3KX5FDQTNzei2VV+Q4CmLSILu4JjGbh3hFLBouCRaxahQ+9HIi BME1Ck95YdtDF8lu0JX5Q0beeeYR4zbG1BdrPy07sITEB3HwT74YRIMjqxYrH+Ne XGktV0JCCoqbEwSNjPjWlh1SjMrgnheMyVnW/i4s7sE/JsfqzqJq4Z19zzizOegW 1NgE9cylMAhIV0syJQRBQ66iHJiiYslaCbmxdlgxymRPdKKyScioi4WCYsDvWWKo LOYwjzFFq0B9JSYAfu9jdKN/2MWi 9aHcsmN2zRfHeEW2AchDklKOXqC+Xxf7CFU5 Fqcwj1we6xTzC+ZUq0INGGXQHIeYss85ilE2u8CnzOYRYU9EE2RrhcloYWwSI4NM Z+dYGzDlphfMwnKwCW3917P3ykyNYZ1rMFswFDgcrvZwbITapkjrpBxSbcpsDBtF S66JDJ6oGS7X3mtjLKxTzaytNqTcwR4bh6HaKJ52Zh2eK9MG+Tplrwx8rbcYjm70 cCTPkcGY36d+2wMYg7DvNnO7ELbdgw1UswfbmH6m9IzVT65SbzBWXhz2zNTenm1X pCQvyEQthznYmG135W2zlYvtwnfGtmVh3aXptm1rqXxllmn9w1puO1FjHZN+sYfc YjrVXx9kTpC3ypnOBK3rOmHMh3+BOTHmrcxb/id6y/9WPwHf55TR9g0AAA== \} "king of hearts" 13 "red" 500x100
64\# \{
eJy9lztSxDAMhgVDC7pChopz0FBxB05BnaOl4ECqaI0eTtavWGYwcWLHE3/zS7Zs bfb1/fsRtHxyfeH6xvWD6x086PuVx7+erOZ11RvW1R5ycWfbNn7Km6A3hGAPueQV N8+lVFXulyV4hRZ0mQATGJzDEMxhgHAGwwS4 jMWvy0i40GPMXI8hEYG/M7vFixga YMCPF/nrHAbWWeLlrc8shveYF9MwbX007j8YnS04OrbN+wxVMr9mzEpskoG0G0+c 1hS69WxGIOlk71bMbogg3GyWDJImceLLuhXDA6JvZqTFw1jC6DAeDdAZo6aow+jE udj024wqHMOZY57I45xJ7xN/RIjdwbhQjTU0GyS39lvrLO9pv9tMdEh1bAIVQzEC 5k/iTsYgJPPC1t5QY+JH9L21x0xoX+5EptjPMkY6K4Lmfo5CiIVMfnaiUCGTM4dH mUxxBlWglCmYKJTLlGfZtjsV6jkTI56f+CqPZNFsM+Zz6DKh8qaRW0/yT7lGlTRa vk+FQsVQmUirbNxgqjLG5PnxhCFHZui3R8apj1z8+6Wpvf/FNCToV6JjalosIJAf L/TjNcJM+eYYjftle2PkP9HIf6sfYx2h1vYNAAA=
\} "ace of spades" 1 "black" 580x100
64\# \{
eJztlzF2wyAMQNW+rg1X8MuUc3Tp1DvkFJ19NA85kKauqhBNAkggUmcEG5MnPgoS epb88fXzDtK+uZ+4f3I/c3+BN5GvPH85pF62VW5Y1zTEi39s28ZjlJDcQJSGeEUR P461KtVel4W8hktwGYL9DIoNfYa3HFyGcIDx9yPT7p5NBpUizZQStGwXj9wXkGW7 eCRjDNsRIFdk+lCiIXQZTCHTs2KI+Qu98BCDA4zhZ55HzBgrxhACUrbnRozlkuTR /nk1mHqByxBb4MZzI8YeZ67cZCYzmclMZpx50jta3vd9BnWS9RjUC7QeM+tBkT/L XHllsMyfRc69aS7rC7sGyCqnf9UJBrOnbqmLovqvFGOdTGQoP1OtJpV20WOeV6o3 m1aQFWNYI8nP/fAZKn5l2o3VyvYGoz2iGMMjxn6cNsSMfBONfFv9Aj95nK32DQAA \} "2 of spades" 2 "black" \(20 x 120\)
64\# \{
eJztl01SwzAMhQXTLfgKGVY9BxtW3IFTsM7RsuBAWnVrFBkYWX60XJqZdlEnrjvK F/lPfnZe309PpOlT81Hym+QPyQ90UPssz7+eS67TrDfNcynWS/4syyLlasl6U861 WK/VJD8v3lWTHqcpR4mnFDKZLmekOWk PhhOHTKa4PeIoZFjHvWG4qgozlYUay5/3 gNERMQzoOxNZR3AMNRqSfaWpi0vIbPRijPkJvXQWwwMMtfMlz5kNg/uVOJs2d2LM WsqIbs9Xh/EvhEyWHgzEcxyrQ8wvd2euwLBfOaFuIIuPZ8T4ddFhzl+n/2T20hav Y5Dh1k2kq5jZZ76y2y86TJvuzG0x02m06v02gyI4YGCsej8wVqnaP7G2cL1/Ym2x W3VPE8xKuAVtYXdwQtriD05IW/RcZh1BbbFMT1uq2IDz5cYeagvw3tYVIGW+BuI5 cuTH8AImTE PMyDfRyLfvN3+MWqT2DQAA
\} "3 of spades" 3 "black" 100x120
64\# \{
eJztlztyxDAIQEkmbcIVPKn2HG1S5Q45RWofzcUeiGpbBSHZQp9Z2PGWwma9yG8k LBiDv35u7yDyx3ph/Wb9ZX2BNxlf+f71I2ktq5ywrukSD/6zbRtf40iQE0JIl3jE If75bKfq5HVZgiW0oMkEOM8QOhjwMOhgwOEPAybDHmmmwjEvBRUjz1AbHQN6zmw0 +0MS88ZomDhtZ0C1h7I0tEbNpFzBgfEQQznpesNmyMHouPMwomKyUcedDaTiczbe 8/Px6piBeJgARGYeVs9+htm5yUxmMpOZjJ950jta3vf3GVKV02RGvUTLDGpc8QdS VRzVyp2hXFxHNXdnRK0egNrhB/sEzTyjb6Hi 9LE7evMPZtxrlbWOvkFtszIKczZe JTf6XrQw4X76SNzRZshIw5BTx2TIwTh8NsXFeL6JPN9W/6HQFrv2DQAA \} "4 of spades" 4 "black" 180x120 64\# \{
eJztlzF2wyAMQNW+ri1X8OvUc3Tp1Dv0FJ19NA89kKauqhAQg4QtkjhD34tsTIQ/ IFsKyO+fv88g8s3ljcsHly8uD/Ak7TPf/3lJpzVZTpjnVMWDfyzLwnVsITmBKFXx iE18edVDGXmcJvIEp+AyBNczbE44gmGLD2HwEnsaPCkgl/UGQjNJ14F6zKxAazOK z5WiGACwSmszShxoBSWeQtXzNFCjnMVgDjqr+AwOMPF+xYRQMVnRz OUBV5uzon3a 8ZdM6vjLMB0ZYQhwIJ7rZ7+GKdyd+ccMAriM38J/BiQ9kmI4fBFBNxqmWYduyWCz qFzOUGcqw6Adxr5VO8yt/EVplfQYK3fmGOagNVrW+32mF3mbTC+X0EwvJznZA21X 702VhcG8ufb23MJI8XIA1M1n5gk1c0DeUm3lJkeq3mHpu5F4hbiBl77Va66Uldnz F+VMcddfhenlosrmbRHGjVUnUMeZMXtcxptpkBn5Jhr5tvoDM1DOXvYNAAA=
\} "5 of spades" 5 "black" 260x120
64\#\{
eJztl0FywjAMRVWm2+IrZLriHN10xR04BescLYseSKtuXVk2YMtCMiUzDDMocYyc R+xE8o/ztf/9ALYjlR2VbyoHKm/wzu0znf/Z5tLazDvMc67SRj+WZaE6tUTeIcZc
pS010eFTXqqzzTRFz3AKLhPBZjCddxlwGQZcBl2G+nIZGGFkXw0eVAahGYjKQH3N 4ggGOebCEWMGgN5pnzNyHmjOhcm5EhTnJgZL0vWOz+AAU+dYCnComOK09050wMuY iyPjrsSLO3Xi1TGKjTAR0M/n5t7vYU7ci3lKRtMNyWj60zL6vGiYK/NLMv+e77cy a2nUkB7quioYVZ8Fs1K8ovre6Zhr9mLWYVbSaNZ7m8E6LT3GyLEzY+VYTm9bE7C8 XE1NSMWbyyibH6sJmBcfpiaUf5iawGs3RxMKY2rCiTHjVRhLEwCcRMyMieS+HPOX ONVztpk4wgyMx2dGvolGvq3+ALZph/D2DQAA
\} "6 of spades" 6 "black" 340x120
64\# \{
eJztlztSxDAMhgVDC7pChopz0FBxB05BnaOl2AOpojXyI4llyY/dBGhQ4s1K/mLH tvxn8vr+9QjBPrm8cHnj8sHlDh5CfOb6y1Ms0uZwwjzHiz/4z7IsfPURF05wLl78 4UP881w2pex+mlzPaMIu4+AwQ3EMxxl0XcYTpzCEBSNwNBmCvAEwGcjbXB0QTJyL 0pGMX2LtCIZCHihHMDFX0HCuYiglnXb6DAOwvj5jEDMmOSTyhx2k/ZmTE568vV6h 0856KcawEcYBEXb3Vz72I8zK/TO/ypj7vWAs3ZCMnc+CqeyLkrl5n17LnKUtNROT TEUPJWPrqmROWi+XXhGUOkGbGYzwYpMDaDI8HCIog4oRU/OTDImkuJ1xRleKId2M nlXdjGZINWNoq71eMkol4uuD3reM19kYSZVp5OrGtHI1zkhbWyi9XJva4ktPE6gM /7G27K/7urbAdm9dW/YHzaa50BZY721oS0qNpras6SOyCG2mZqHbdoqNMtDrbMux \(40 z \mathrm{XhpiRb} 6 \mathrm{KRb} 6 \mathrm{tvH} \mathrm{jBX} 8 / \mathrm{YNAAA}=\)
\} "7 of spades" 7 "black" 420x120
64\#\{
eJzNlz1WwzAMxwWPFXyFPKaeg4WJO3AK5hwtAwfS1FXYslNsWbFUmpeiRHXl/F4s W/98vX2cn4HtK/op+nv0z+gP8MT9czz+/ZK9tzl3mOfcpC3+WZYltqmHeAei3KQt dcWfV3mqzh6niSzDKZgMwe0M8hzGTEw5mAzhYUyXc4PnQOaM0JxAHQvqc5ZAMMg1 F4FgAKAP2nyQdSCDdl5ZK0EJrmKwiK4 PbAYdTDpeMSFUTAnkvCjgb84lcNSLBzXq 1TGKeRgCtHXYzPOWZuWuYRTNSObTvGQ0zQtG1bxgVM23jK75lvkHmv8Do2le5qxp XqzhXvXatjsxnpztuTvW0FOLI7Wxl55d147nGnRdyzvVi1z3qE3zMjvdo/l+P2aw XnaLGazhhRmtYS7fWPNYHq5DzSe3tIqy+76ax/VtaKB5uLxWbWue38sMzRdmqPmV setFQ82jIZ96rEOYZtI648nZNBfj+SbyfFv9AGTB+m/2DQAA
\} "8 of spades" 8 "black" 500x120
64\#
eJzNlz9WwzAMxgWPFXYFPCbOwcLEHTgFc46WoQf6Jlbjv7EtK5ZpC8Wp60r5JbWl z8rL6/vXI4X26fqL62+uf7h+Rw/Bv7rzp6fY27aGD61rHPzhfmzb5kbvseFD1sbB H97lvp75rbp2vyxWa1iMyli6nEFYw5hxUzYqY3E7psGjwecMqpBkEFs71fdMRiCL H+EaZoTThSGi3mjjjKCDzmiYqBUjGD9ikETXGzqDCcafrxhjKiYZYOuyBmXOyZjI V/hTJV8dI7QZxhJ0HTZrn2UEre7cPsFmtiIjaZUxolYZI2q1ZQ602jD/QKtnMJJW +ZwlrbIYFnkWo2NyOTGVwZl4uYElanyccRMFiDs7pknnbzJoAnweQ6kIpFGMTwgt cm2S4pxTFKuJmK891YhdynuRjPOoGsNFOrzW3pnapzP7fapuzNSfqTo2Uw8P2zn1 94AJ9X7MOA6pxgziszOj+OSNMKo/SA/XYR3zXdMhuPu2ekZ51B/qGTnMQz3vN6rC zPWMriRzPedaq+fLDvVMVtXY3zK8rgsMFMlf4x0kMjPvRDPvVt855Lq+9g0AAA== \} "9 of spades" 9 "black" 580x120
64\# \{
eJzNlztWxDAMRQ2HFrSFHCrWQUPFHlgFdZaWYhb0KlrjXxJLVmzNwJkZJ05G9p34 o2c5ef/8eXYpfYf8FvJHyF8hP7inVD6H+tNLzjzN6XTznG/xCD+WZQn3WOLT6bzP t3jEonB5lY9q0uM0+VHCREPGu78zue9dBs7RkCHckGE4qQxc/QSnMq5+ZjYkg+Rz bkgmulgaYg6RdCAN7ousFVKMsxgUObXGmIHKgDGxvmKI8qqgykApWbvpCbl+N3zq eeOvMp7ir9Si9Be2ySON2WeG+bBhwCYm/AWgEcPGXjdVC8nCrNw5TJ4zIDGkMkhz T/DZCSpTmihX0e992L54kS+AvuYFo2ueM3eg+QuYInNpKJpvjUGMahglRjXMYboR Y+nzeOyGObT44pra+C89m9aOZQ2a1rIlJphiiyVG7YO+MB6yfo+ZJoYXJsX7PgNW qDRVM8re1DDKHrf3x+VdUdsrVwZlc9X2XDb2o717ZeDvSfPIo+xqHrTO7LHm01uZ 19/ZJNOLURvTiVEbo7yLtsxRujojRa4wkCJvmG61nbF8E1m+rX4BEApi6fYNAAA= \} "10 of spades" 10 "black" \(20 \times 140\)
64\# \{
eJzNlz+OEzEUxh+IxvKyvsKKinPQUHEHTkGdI7i1UuwV3EbTbEG/V3kVEtIK833P 9mTsTNiVFgmcTDKZ+fnz+2d78unLj/di7RuOjzg+4/iK4428s+sH3P9+W4+xHewt h0P94gsnDw8P+OaVYm8ppX7xxUv4+DBLXbS3d3fluaZ34VmmyOsZ5f2/wBR5gT3/ iLmShrBlupoml5yLMcVYNJRgmd0wyhMXK+NC8 fmSsVNN4kSiQObkQ6hVsjJqtaKp ttAYBvrMmIkkm7WVKVub7SbOPFqwTmbPwLTelVEqmF/lnNPQxiia0YB0HZUrDC48 rn6dbe6mdkarjm59nxkOE+rlsMs8Kaw2nZlRXRkpLT4Dg3gqDFTfxmoMPLzIl1+A LOZKi3MoU750QQTJlL34tPLJhOS+1PVgzldlFsnZu3T/BNPg+i7joZNdSlJXlx2m F0b1WPZ01ELUGYTlkgEiFkJrytjNjDrInHV4HgcGUZYUoZN6PYOKbmSyw1xA32M6 8R1hCybIyCyEqHP0x6OnZPDzWIKwUCf103LKJ5qT8zSWXxapOqCOMbME/DiWpxA7 B7oMt3JAVvLELBQiZS2zk020rV+4RCGpQsitk0lHsq9CraGL00nHQdtqq9cIhJJM 9phBuUcZ fmUKjToZ3vJozVehUQfxpUHwvah68WbRFOcTDeI9xfxE/NDBc6XaMi5m PzjGsSdGflL+bDQ98GmKswnl7jwmFw0amYVCMji2yBxnxt7nllLkZGGXKYZMouSe UxPKc04zq0FaSknByYmBDjpnqzArfgv1mAsIobOrlWpFS6FRJ3qaeq54TCXMgynO nLnSZw50osy14YSzxfUos/ijlHmseSI7bh7jfLfIbRYErnEzw0VCNjpSdhiVDSMV mRi1rYGrHFa7pSGzToEJNyUlz1Uz7zK2O+I8co/LFwztC7ou3LaMtx14ZX7d4od3 2X5wv1iWvgGsixy3jcpwVSQjbYdZmbrQVkZv6h7Xd6qRoT1IONPK1MsDw03EFuld xrZV09GrjG3P1Z7HzvSdfC8+Qa4w9YnBQib9caMONee0x7ky7QllZGqcz4VhMmVj
c2daPcdSpnzp6hfmQsQEcXEd4Jwv7q60pz6s4anNglkuGPilfOIDk6rQWGMarj9D bpg/tv+R6bPytcxz7UXMS/4TveS/1W9aPkPU9g0AAA==
\} "jack of spades" 11 "black" 100x140
64\#\{
eJzNlz1y3DgQhXtdTlAou6+gcrTn2GQj32FP4VhHQNqlgFdAOoVgFeyBELmKibHv NTg0CXA1CjYwR9RQmG9e/7JB/fH1+yfx4xvO33H+ifMvnL/JR19/xuf/fO7n+Xj2 H31+7m984eL19RXvXGn+I631N764hF9fRqnp+PD01B4d9UkfMk3+B0YAPGCqR/iA 0 fbLMv9RBj0ym1qNJcdQa1XpyyNTqVdyCVWVqcPCxPhyKWCaQKkzhxyqpxQXEbYU H246x1qou61kSlBtNfBaodPaT4aqQlvZuB6kM3pktliLgJEqmpzpFjam9oTUGIPB mZ2hsYFB8GFRfBlMLfns857YbKltTM7n2HcmWHXG1Dq+dsG4E7Iq/RmZWsnY4itX DKKtvCuDJXjC4NW/AmyqF9xBivmV5HH9+NzGeoktkpliJkiG/Gz9E0xKjCI5bjrt WIt14V8QQ+VBFcQwMmsKC2QYR8k4i+fuxIjFbC2bQSlGFB+choEJ0KlRLQGCRzG7 TycmyApE8koIOjAVbyOTVWORqKshrx5atCgnJnZfU250KdLtK4YYmhDWtIc2Md7Q lrItsIZUi9yWmfGOziiGJYYVb+mCqWYMGdbk9gJ3dGAQF1sDq1UgBKZYHRn2Ukgs uYQVDEyNOuJxUUZXUdgslkadiCplyrD3ZIXHPpNOKbHsa8EMMrNOYd6OI+xCB8t2 PGYd7yo9vTyEE8N76fxiYQcGt+DZFjt70tGTzwwiXuvsfyMVZdYJViTULY05IV2z jr1gXi4SOJG3nht1xEo09KGw3bLRuzDqrC+ZzJK6DHvlNuoE91UOtiLqEjjx2uQP PJai3qvezzozahm3aMbkaGz 9JDIz4SXznoEQrOWt5ybGcysQWmpOj18wlbNAOWFs y 4KBeI5LY+AY4DCosFZzlGYtDIxk7UMFhbCFiFg9M4Etk6ETfY6nv9fkO8eRYR19 XHhbc/eCThv6Odd9WmpzI9ZmBk5gFMCj1frOfWA4pmlrEZ8wGUNRtx14Z3zcUwfL yslo+0Z7Z/q2wc+5j7aaVtt3mDvTb0qYCT0dMNXuO9UVQ9ewZbT9fj4y8Kf1zbau F0zfVnNutTPononp2305MxxQ7b6Tn/PD1Cy8z4PFqBPDq41B8BiKcTOmx1pIZ9Q3 1FTKZuxYr9qZxgcsDZiX+5POyWf1By20Zwuo/H0HbqfYO4MnrLpyF5zr1e4MhGSF LTK1TQyv8cRXoYM7SIf+6Y9318eJefP4BRmvzNtMu4f4FvPweBfznv+J3vo/1b/O 39P79g0AAA==
\} "queen of spades" 12 "black" \(180 \times 140\)
64\#\{
eJytVzuS1DAQbSgSlYrtK2wRcQ4SIu7AKYjnCE5dE3AFpVNKNuBAHREi3mtZXkv2 4F1AXtuz9pvXrz9qaT59+flefHzD+RHnZ5xfcb6Rd/78gvc/HurZj4v/yeVSbzzw 4enpCXc+Kf4npdQbDz7C5cNItRtvHx/L2bBHPcUU+XeMiIn+B4xH4Axjeo7xwJ5h 7FU8d9KgWz28W15HI9etX36VxAFI4jf8semAsYkDMP7nL3QbQ/FrmDEA+053ZIfR VTlQ9aMu9KtfLsGVeynyKkcYhavFMBZGLZWqw9C6EGM1 PACYDLYob8CQbbCl1VYL s7q6E4xfX4+BwoYxu4OBPqualUDmSzs9YuAhxGTNV/n1sPXdqKdUW9ryNcTH3JY6 ka310+XCohDEGMKqHGJUEtWpW+LnA8wEoinBjDJptygHGCFR8oBIihIXzR1mBlGI BKSEe4pxXz 9CY3iXRMKUJtxm2fHMMMZXOc+44Yg3HXmCC5qzRGBACKK0 4 6ExYMAD YRhyvfuYjCZaJPoBwh4Tc6qiWfbgy3Tv2mEiZFBQRE1YoRo4GHKPSZYXDAb8I08c 9CjjQedpK1WeUQ+nMJ8nzkIE+UAPJxK+7GHxjLqeOXefdzGw/WTyMGXzwMMo54WH eQdVkJEHmXJb0HWLEV6J9TmFywwcbBFDHhSUDTxBSL/aiqw37XnCVRahVbN3jYEn 3NzbZ81rj9rkYhZ23bjEkHgGdbTlUZaaCxRimIaGWkImT0o+e5h3DUxzb6vqea4N YFBTB3oYuFpjCOCU817PUqGeNmJqG9/qmVjmIYZrzjfOC4Nfw7y4TR6WNF813ji/ FJHvMUrHfH5dc/J61DDyqIXJX80+46vokQfOsKoCW8IiesfDlaDlXVub2WHAhOpB c1WfPTS2x4ApedNE3ap599tjADKSsHUqgm1HmLIOXmWHZf5XjMmiWUptz/61HsN2 31brdTGA1Q3Glw1tq4hD3FbZYNaFylejZdkpdzD+oerRv8D4snqC8eVZ22rtkkle yi4+W4xvRHqeumNo+6Y1hj2m1o+smxF/Xg4wy26GpS5tRmwa6mLdCbBD4kapdjkb MfVbrFXfcm3KQeq2zOuw1L2d79yqlGeMtUbDNaGN1GPkD3vIlotGcm8QcwJ5KY+e ES1+nWA8hv8BcyLmpZiX/CZ6yW+r3/c0VV/2DQAA
\} "king of spades" 13 "black" 260x140
64\#\{
eJztlzEOAiEQRdHYkKzDFYiV57Cx8g6ewpoj005tKCw5BAfYbLayxZmhUpMB+xl4 y 4b9gc3r5nJ7HQ3XAzkjV+SO7MyB9wN+f0LjswJPE0JbaOBLSglX2qk8Ta1toUFb +Dh9H/VTe+9rrzbvuplqXO1chQG3WcggYCgzxyVJcAYmK8DnxLXMApEyE9hZgDMZ b5WgDGQLAvw/ZUmrQFE/6kf9qB/1o37Uj/pRP+pH/fzlZ6QHGehlRnqikd7qDVAb 1+X2DQAA
\} "card back side" 0 "none" -200x-200
]

Next, I wrote a little GUI app to test that all the cards display appropriately. It builds a GUI block by reading, decompressing, and appending the data in the card block above, using image widgets to display each decompressed card. That GUI block is then viewed with the typical "view layout" code. Note that the card data block above is imported in the beginning of the script, with the "do" function:

\section*{REBOL []}
do \%cards.r

Start creating a GUI layout block by setting the size, background
```

; color (dark green), etc.:
gui: [size 670x510 backdrop 0.150.0 across ]
; The following foreach loop cycles through the imported cards block,
; and adds only the image data and coordinate info to the GUI block to
be displayed. Notice that the foreach loop cycles through the card
block in groups of 5 ITEMS AT A TIME. It reads each card's graphic
; data, text label, number value, color, and coordinate position, each
time through the loop. The variable words card, label, num, color,
; and pos are assigned to each item:
foreach [card label num color pos] cards [
Notice that only the cards' graphic data and position information are
; used in the GUI layout. The label, num, and color variables are not
; used, but they are included in the foreach loop above as placeholders
; for each group of 5 data values in the card data block. Notice the
; use of the "compose" function to insert the graphic and coordinate
; data, by reference, directly into the gui block (if you print out the
; created gui block, you'll see a huge mass of data):
append gui compose [
at (pos) image load to-binary decompress (card)
]
]
view layout gui

```

The code above provides a fundamental way to reuse card images to create all types of games. Adding the "feel movestyle" code presented earlier in this tutorial allows us to click and drag the cards around the GUI. Here I'll make some changes to the code because I want the cards to move using "snap-to" positioning, as if they're placed on a grid and can only jump from one grid position to the next (as opposed to floating freely across the screen with each click-drag):
```

REBOL []
do %cards.r
; The following function enables the pieces to slide around the
screen. The coordinates are rounded to multiples of 80 and 20
pixels to enable snap-to positioning (the horizontal width and
vertical height distance between each card's origin). The
additional }20\mathrm{ pixels accounts for the default border around the
overall GUI:
movestyle: [
engage: func [face action event] [
if action = 'down [
face/data: event/offset
remove find face/parent-face/pane face
append face/parent-face/pane face
]
if find [over away] action [
unrounded-pos: (face/offset + event/offset - face/data)
snap-to-x: (round/to first unrounded-pos 80) + 20
snap-to-y: (round/to second unrounded-pos 20) + 20
face/offset: to-pair rejoin [snap-to-x "x" snap-to-y]
]
show face
]
]

```
    Here's a revised version of the previous GUI block. The only
; difference is that it uses the snap-to positioning definition
; above ("movestyle"):
```

gui: [size 670x510 backdrop 0.150.0 across ]
foreach [card label num color pos] cards [
append gui compose [
at (pos) image load to-binary decompress (card) feel movestyle
]
]
view layout gui

```

That code is really starting to look and act like a card game. You can pick up any card, move it around the screen, and it automatically lines up and snaps over any other card on the screen. To create a different layout for other card games, all that would need to change is the initial positions of the cards, and the number of pixels rounded in the snap-to code. So, steps 1 and 2 in the program outline are done. To complete step 3 , I simply added the following code to append some graphic lines to the GUI block. It draws the lines on screen using box widgets that are 2 pixels wide, to represent spaces where free cards and ascending stacks of cards should be placed during game play:
```

box-pos: 18x398
loop 4 [
append gui compose [
at (box-pos) box green 72x2
at (box-pos) box green 2x97
at (box-pos + 320x0) box white 72x2
at (box-pos + 320x0) box white 2x97
]
box-pos: box-pos + 80x0
]

```

Next, I need to lay out the cards in random order. My thought process to accomplish this is to load the card data block and then select random cards from the pile and swap their coordinate positions. I'll use a foreach loop to run through the deck several times (52 cards, times \(3=156\) ):
```

random/seed now
loop 156 [
pos1: pick cards rnd1: (random 52) * 5
pos2: pick cards rnd2: (random 52) * 5
poke cards rnd1 pos2
poke cards rnd2 pos1
]

```

That works to lay out the cards randomly, but there's a bug. The loop in the existing GUI code which places cards on screen runs through the cards in the order in which they appear in our initial card.r data block. Now that their positions are out of order, they are no longer layered correctly on screen into ordered visual columns (their "z-order" overlapping pattern is a mess). To fix that, I created several functions. The first function simply collects and returns a list of the positions of each card on screen:
```

positions: does [
temp: copy []
foreach item cards [if ((type? item) = pair!) [append temp item]]
return sort temp
]

```

The following function uses a foreach loop to run through the block of coordinates returned by the function above. It then uses a nested foreach loop to run through each item on the screen (for each coordinate in the above list). Removing and appending each card image on the main window (append system/view/screenface/pane/1/pane) changes the order they appear in the GUI, and overlaps them properly in the layout (this same remove-append technique was used earlier in the movestyle code). Notice that I include an if condition to make sure this function only runs on items above points 398 pixels from the top of the screen.

That's because I don't want the piles of cards on the bottom of the screen to be disturbed:
```

arrange-cards: does [
foreach position positions [
foreach card system/view/screen-face/pane/1/pane [
if (card/offset = position) and (position/2 < 398) [
remove find system/view/screen-face/pane/1/pane card
append system/view/screen-face/pane/1/pane card
]
]
]
show system/view/screen-face/pane/1/pane
]

```

Because I want all this visual re-arranging to happen before the viewer sees the screen, l'll use "view/new" to create the GUI without immediately displaying it. Then I'll run the arrange-cards function, and finally display the layout with the "do-events" function:
```

view/new center-face layout gui
arrange-cards
do-events

```

As I play with the layout, there's another z-order overlapping issue that comes to my attention. Not so much a bug, but a display option that I want to enforce for the way this game should operate. In the existing movestyle code, when I click on a card, it is removed and appended back to the top of the screen pane, just as in the arrange-cards function. So, whenever I click on a card, it covers up any other card(s) with which it shares pixels (the other cards get hidden behind it). I don't want this to happen - the cards should stay aligned in nice neat columns. To fix this issue, I added the following code to the movestyle event loop, which arranges (overlaps) the cards again properly, every time the mouse button is released:
```

if action = 'up [
arrange-cards
]

```

Now I can click on any card, pop it out of any column, view it, move it around, and then pop it right back into place, and the other cards will automatically overlap and align properly over/beneath it. Very nice!

As I play more with the code, I realize that there is currently no way to keep track of where cards are located, once they've been moved. That's a simple fix. I just added the following line to the 'down action block in the movestyle code. It stores the starting location of any card, when it is first clicked (before it's moved):
```

start-coord: face/offset

```

Then I added one line to the 'up action block above. This replaces the original coordinate in the card data block, with the new coordinate of the moved card, once the mouse button is released (after the card has been moved):
```

if action = 'up [
; Save the new position in the card block:
replace cards start-coord face/offset
arrange-cards
]

```

Now I can add code such as the following line, to obtain any desired information about any clicked card,
just by searching for coordinates in the card data block. This example prints a card's name every time it's clicked, because every card's label is found 3 items before it's coordinate info, in the card data block:
```

print card-name: pick cards ((index? find cards start-coord) - 3)

```

Here's some code you could use to print out all the current information about every card in the deck:
```

btn "card positions" [
foreach [card label num color pos] cards [
print [label pos color num]
]
]

```

As I tested the existing code, I realized yet another necessity that will likely occur in any card game. I want to keep users from being able to move cards anywhere they want (outside the playing area, on top of other specified cards, etc.). To implement this feature, l'll just add some conditional evaluations to the above action block to check for certain situations, every time the mouse button is released. The code below checks to see if the offset of the face moved (face = card) is directly on top of (sharing the same coordinate) as any other card, or if it's outside the playing area. If so, the card is moved back to it's original position by setting it's offset to the start-coord variable defined above. It uses another conditional operation to make sure this is only done for cards on the playing field, and not on the stacks on the bottom of the screen (only on pixels 398 and higher):
```

if action = 'up [
if any [
(find cards face/offset) ; on top of any other cards
(face/offset/2 < 20) ; outside the playing area
] [
if (face/offset/2 < 398) [face/offset: start-coord]
]
replace cards start-coord face/offset
arrange-cards
]

```

At this point we have a generally usable framework for creating just about any card game. In fact, I can actually play a full game of Freecell at this point, if I don't mind the computer allowing me to execute illegal moves. I still need to implement various routines to disallow moves that are considered cheating in the rules of Freecell, but all the display and interaction code needed to move cards around the screen are in place. Here's the full code so far - go ahead and play a few games:
```

Rebol [title: "Playing Card Framework"]
do %cards.r
random/seed now
loop 156 [
pos1: pick cards rnd1: (random 52) * 5
pos2: pick cards rnd2: (random 52) * 5
poke cards rnd1 pos2
poke cards rnd2 pos1
]
movestyle: [
engage: func [face action event] [
if action = 'down [
start-coord: face/offset
face/data: event/offset
remove find face/parent-face/pane face
append face/parent-face/pane face

```
```

        ]
        if find [over away] action [
            unrounded-pos: (face/offset + event/offset - face/data)
            snap-to-x: (round/to first unrounded-pos 80) + 20
            snap-to-y: (round/to second unrounded-pos 20) + 20
            face/offset: (as-pair snap-to-x snap-to-y)
        ]
        if action = 'up [
            if any [
                    (find cards face/offset)
                    (face/offset/2 < 20)
        ] [
            if (face/offset/2 < 398) [face/offset: start-coord]
        ]
        replace cards start-coord face/offset
        arrange-cards
        ]
        show face
    ]
    ]
positions: does [
temp: copy []
foreach item cards [if ((type? item) = pair!) [append temp item]]
return sort temp
]
arrange-cards: does [
foreach position positions [
foreach card system/view/screen-face/pane/1/pane [
if (card/offset = position) and (position/2 < 398) [
remove find system/view/screen-face/pane/1/pane card
append system/view/screen-face/pane/1/pane card
]
]
]
show system/view/screen-face/pane/1/pane
]
gui: [size 670x510 backdrop 0.150.0 across ]
foreach [card label num color pos] cards [
append gui compose [
at (pos) image load to-binary decompress (card) feel movestyle
]
]
box-pos: 18x398
loop 4 [
append gui compose [
at (box-pos) box green 72x2
at (box-pos) box green 2x97
at (box-pos + 320x0) box white 72x2
at (box-pos + 320x0) box white 2x97
]
box-pos: box-pos + 80x0
]
view/new center-face layout gui
arrange-cards
do-events

```

The program as it currently exists is a useful generic foundation for any card game. Now we need to begin working on the game logic for Freecell. Here are the main objectives, along with some pseudo-code ideas to help organize the thought process:
1. If a black card is placed below any red card at the bottom of any of the 8 "physical" piles of cards, or visa-versa (red-black), check to see if the moved card is 1 card lower in value than the card it
touches. If not, don't allow the move. For example, a red 8 can be moved below a black 9, but moving a red 8 below a red 9 (not alternate red-black), or a black king beneath a red 3 (not consecutive), isn't allowed. You can make a disallowed card movement happen programmatically by resetting the face/offset of any disallowed card back to the value it held before being moved.
2. Only cards exposed at the bottom of pile, or one of the cards in a descendingly stacked group of alternate red-black cards at the bottom of a pile can be moved. For example, in a group of cards r 7 , \(\mathrm{b} 6, \mathrm{r} 5, \mathrm{~b} 4, \mathrm{r} 3\) at the bottom of a pile, you can move the red 7 and all the cards underneath it to another pile with an exposed black 8 at the bottom of the pile. You could also grab the black 4 and move it, along with the red 3 together, beneath a pile with a red 5 at the bottom. You could not, however, grab the red 7 from that pile without also moving the rest of the cards (b6, r5, b4, r3 ) beneath it.
3. The goal of the game is to move all cards from the originally displayed 8 piles to 4 new "goal" piles that are initially empty. Upon completion, each pile must contain only cards of a unique suit (clubs, diamonds, hearts, or spades) and the face values must ascend from ace to king consecutively. Disallow any card movements that don't allow for that arrangement.
4. There are 4 additional spaces, or "free cells" (the name of the game), that can be used to temporarily hold and move cards around between piles. They are useful in moving cards when there are no positions within the initial piles or in the goal piles that allow a card to be moved according to the previous rules. Only single exposed cards (no covered cards or piles) can be moved to a free cell.

Most of the conditional operations in the rest of the program will occur in the 'up action block of the movestyle code, because they need to occur when the user drops a card somewhere. To complete step 1 above we need to check columns for alternating red-black patterns. Then we need to check the ordinal pattern to make sure it goes from high to low in order. That's no so hard to do, because we have all the necessary information attached to each card in our original card data block. I added the following code to the 'up action block of the movestyle code, to determine which cards are in the same column as a moved card:
```

column-coords: copy []
; The loop below checks every coordinate in the card data block. If
; the horizontal position is the same as the card being put down,
; append that coordinate to the "column-coords" block:
foreach item cards [
if ((type? item) = pair!) [
if item/1 = face/offset/1 [
append column-coords item
]
]
]
column: copy []
; Go through the coordinates collected above, find the name of the
; card at each coordinate, and add each name to the "columns" block:
foreach item (sort copy column-coords) [
append column (pick cards ((index? find cards item) - 3))
]
print column

```

Fantastic! Now I can accomplish any computations that have to do with the way columns of cards are arranged :)

You can take the design from here and add as many features as you'd like!

\subsection*{10.19 Case 19 - Downloading Directories - A Server Spidering App}

At one point, my notebook computer was disabled by a severe adware breakout. In an attempt to erase the troublesome files, the machine was rendered unable to boot to the operating system. I needed to copy a large number of recent data files that had not yet been backed up. Several options which didn't involve writing code were available to get this kind of job done. I could've removed the hard drive and put it in another machine, and then copied the files directly from one hard drive to another. I didn't have a hardware
connector to install the laptop drive, and I didn't feel like taking the machine apart. I could've tried to reinstall the OS, and send the files across the network to be backed up on another computer. Without a system disk immediately available to restore the operating system, that wasn't convenient. I could've also potentially used a stand-alone local file transfer application (the "laplink" type), but without any serial/parallel ports, and without any OS access to provide USB support, I didn't have an application which made that option possible. Instead, I happened to have a Knoppix CD with which I was able to boot the laptop (http://www.knoppix.org/ provides the complete Linux operating system on a single free CD - it doesn't require any hard drive or any installation to run). I booted the computer to Knoppix, it found my network, and I started the Aprelium web server (http://aprelium.com/) on the laptop. Tada! Using another computer on the network, I was able to access all my files through the web server. I had access to the files at that point, but since I had literally thousands of files in hundreds of directories on the laptop, I couldn't download each one manually. Instead, I wrote a little spidering application in REBOL that did the job instantly.

To create the program in natural language, I thought about the process I would go through, and how I would click through the directory structure if I were to manually download each file:
1. Create a new destination folder on the client computer to hold the transferred files.
2. Start in the current subdirectory on the laptop (starting with the folder that held my data), and download all the files in it to the new destination directory on the client computer.
3. Create subdirectories in the destination directory on the client to mirror each folder in the current directory on the laptop.
4. Switch into each of the subdirectories on the laptop and on the client, and repeat steps \(2-4\) for each subdirectory.

I came up with the outline above by actually sitting down at the computer, and running though the process that I wanted to automate. I just took note of how the thought process was organized. Next, I converted the above ideas to pseudo-code descriptions of how I would accomplish the above things using code constructs:
1. Get an initial remote URL from the user. Use the built-in "request-text" function to do that. Then, create a local folder to mirror it, with a nicely formed name (only allowable Windows file name characters). Use the "replace" function to swap out unusable characters, and the "make-dir" function to create a destination folder with the cleaned up characters.
2. Since the file and directory listings are made available via a web server, I'm going to have to parse a web page for file names to download. That's easy - the web server puts "/" characters at the end of all folder listings, so anything without a "/" at the end is a file. Create a block of file names, and use a "foreach" loop to go through the list of files, using read/binary and write/binary functions to download the actual files to the destination folder.
3. I'll also need to parse the web page for folder names to create. Use another "foreach" loop to work through the block of folder names, and the "make-dir" function to create local directories with those names.
4. Create a function that changes directories on both the local and remote machines. In order to work with the correct folders, I'll need to create some variables to keep track of the directory I started in, the current local folder I'm writing to, and the current remote folder I'm reading. As I switch in and out of each directory, l'll use rejoin and replace functions to concatenate and remove the current folder names to and from the local directory and remote URL variables. Because I need to create a function that repeats both previous steps and THIS CURRENT step in every subdirectory, l'll need to enclose all three of those steps into a function, and call that function from within itself. (You've seen this recursive process of creating a function that calls itself, in the "simple search" case study. It's needed here to do the same thing in every folder, drilling down until there are no more subfolders.

The first step was straightforward. Here's the code I came up with:
```

Get initial remote URL and create a local folder to mirror
it, with a nicely formed name (only allowable Windows file
; name characters).
initial-pageurl: to-url request-text/default trim {
http://192.168.1.4:8001/4/}
initial-local-dir: copy initial-pageurl
replace initial-local-dir "http://" ""
replace/all initial-local-dir "/" "_"
replace/all initial-local-dir "\" "-"
replace/all initial-local-dir ":" "--"
lrf: to-file rejoin [initial-local-dir "/"]
if not exists? lrf [make-dir lrf]

```

Since steps 2-4 above would all be enclosed in a single function, I decided I should assign some variable words that would refer to the folders I'd be accessing: "lff" = local-root-folder, "clf" = current-local-folder and "crfu" = current-remote-folder-url.

To begin step 2, I wrote a bit of code to do the parsing of the file and folder names on the current web page directory listing. I combined the parsing requirements from step 2 and 3 above, and decided to use the variable words "files" and "folders" to label the blocks that would contain the parsed results. Here's the code that I came up with to read and parse the contents of the current page into the usable blocks. It looks for any link (anything beginning with href=" and ending with "), and appends it to the folders block if it contains a "/" character. Anything that doesn't contain the "/" character gets appended to the file block:
```

page-data: read crfu
files: copy []
folders: copy []
parse page-data [
any [
thru {href="} copy temp to {"} (
last-char: to-string last to-string temp
either last-char = "/" [
; don't go upwards through the folder structure:
if not temp = "../" [
append folders temp
]
][
append files temp
]
)
] to end
]

```

To complete step 2, here's the foreach loop that I came up with to download all the files contained in the file block. It contains a replace/rejoin trick to make sure the filename gets concatenated to the current URL correctly (with no extra "/"s):
```

foreach file files [
print rejoin ["Getting: " file]
new-page: rejoin [crfu "//" file]
replace new-page "///" "/"
write/binary to-file file read/binary to-url new-page
]

```

I ran into some problems with certain links on the web page that weren't actually file or folder listings, or which didn't download properly. I used some conditional "if"s and "error? try" combinations to eliminate those problems. I wrote the errors to a text file, so that I could check them afterwards and download manually if necessary. Here's the revised version of the code above, with the error handling routines:
```

foreach file files [
if not file = "http://www.aprelium.com" [
; The free aprelium server puts that link on all pages
; it serves. I didn't want to spider all the contents of
; their web page.
print rejoin ["Getting: " file]
new-page: rejoin [crfu "//" file]
replace new-page "///" "/"
if not exists? to-file file [
either error? try [read/binary to-url new-page] [
write/append %/c/errors.txt rejoin [

```
```

                "There was an error reading: " new-page
                newline]
            ] [
            if error? try [
            write/binary to-file file read/binary to-url new-page
            ] [
                    write/append %/c/errors.txt rejoin [
                    "error writing: " crfu newline]]
                ]
        ]
    ]
    ]

```

I wanted to complete step 3, but realized that that's where the recursion pattern needed to occur - for each folder I copied, I wanted to look inside that folder and create any folders it contained, and then inside those folders, etc. So next, I defined a recursion pattern to change into the current local and remote folders, and to run the function in which all of steps 2-4 were contained. I decided to label the entire enclosing function "copy-current-dir" - it would be passed the parameters "lrf", "clf", and "crfu". That function contains the recurse function, which calls the encompassing copy-current-dir function, which itself contains the recurse function, etc. The effect of this recursion is that every subfolder of every folder is entered. Here's the recurse function:
```

recurse: func [folder-name] [
change-dir to-file folder-name
crfu: rejoin [crfu folder-name]
clf: rejoin [clf folder-name]
; NOW HERE'S THE RECURSION - call the function in which
; this function is contained:
copy-current-dir crfu clf lrf
; When done, go back up a folder on both the local and
; remote machines. The replace actions remove the current
; folder text from the end of the current folder strings.
change-dir %..
replace clf folder-name ""
replace crfu folder-name ""
]

```

Finally, I completed steps 3 and 4 by creating local folders to mirror each directory in the current remote folder, and then called the recurse function to spider down through them. I used a foreach loop to work through each directory in the current subdirectory list. Because this loop contains the recurse function, which in turn runs the copy-current-dir, which in turn contains this loop, every subdirectory of every subdirectory is worked through, until the job is complete:
```

foreach folder-name folders [
make-dir to-file folder-name
recurse folder-name
]

```

I wrapped the parsing, looping/reading, and recursing sections into the copy-current-dir function so that they could be called recursively. Then I added some error handling routines as I played with the working code. I included a block of URLs to be avoided, and some code in the final foreach loop to check that those URLs weren't already downloaded (in case I had previously run the program on the same directory). Here's the final script:
```

REBOL [title: "Directory Downloader"]
avoid-urls: [
"/4/DownLoad/en_wikibooks_org/skins-1_5/common/\&"
"DownLoad/groups_yahoo_com/group/Join%20This%20Group!/"
"DownLoad/pythonide_stani_be/ads/"
"Nick%20Antonaccio/Desktop//programming/api/ewe/"

```
```

copy-current-dir: func [
{
Download the files from the current remote directory
to the current local directory and create local subfolders
for each remote subfolder. Then recursively do the same
thing inside each sub-folder.
}
crfu ; current-remote-folder-url
clf ; current-local-folder
lrf ; local-root-folder
] [
; Check that the URL about to be parsed is not in the avoid
; list above. This provides a way to skip specified folders
; if needed:
foreach avoid-url avoid-urls [
if find crfu avoid-url [return "avoid"]
]
; First, parse the remote folder for file and folder names.
; Given the URL of a remote page, create 2 list variables.
; files: remote files to download (in current directory)
; folders: remote sub-directories to recurse through.
; There's an error check in case the page can't be read:
if error? try [page-data: read crfu] [
write/append %/c/errors.txt rejoin [
"error reading (target read error): "
crfu newline]
return "index.html"
]
; if the web server finds an index.html file in the folder
; it will serve its contents, rather than displaying the
; directory structure. Then it'll try to spider the HTML
; page. The following will keep that error from occuring.
; NOTE: this error was more effectively stopped by
; editing the index page names in the Abyss web server:
if not find page-data {Powered by <b><i>Abyss Web Server} [
; </i></b>
write/append %/c/errors.txt rejoin [
"error reading (.html read error): "
crfu newline]
return "index.html"
]
files: copy []
folders: copy []
parse page-data [
any [
thru {href="} copy temp to {"} (
last-char: to-string last to-string temp
either last-char = "/" [
; don't go upwards through the folder structure:
if not temp = "../" [
append folders temp
]
] [
append files temp
]
)
] to end
]

```
; Next, download the files in the current remote folder
; to the current local folder:
```

foreach file files [
if not file = "http://www.aprelium.com" [
print rejoin ["Getting: " file]
new-page: rejoin [crfu "//" file]
replace new-page "///" "/"
if not exists? to-file file [
either error? try [read/binary to-url new-page][
write/append %/c/errors.txt rejoin [
"There was an error reading: " new-page
newline]
] [
if error? try [
write/binary to-file file read/binary to-url new-page
][
write/append %/c/errors.txt rejoin [
"error writing: "
crfu newline]]
]
]
]
]
; Check to see if there are no more subfolders. If so,
; exit the copy-current-dir function
if folders = [] [return none]
; Define the recursion pattern. This changes into the
; current local folder, and runs the copy-current-dir
; function (the current function we are in), which itself
; contains the recurse function, which itself will call
; the copy-current-dir, etc. The effect of this recursion
; is that every subfolder of every folder is entered.
; This is what enables the spidering:
recurse: func [folder-name] [
change-dir to-file folder-name
crfu: rejoin [crfu
folder-name]
clf: rejoin [clf
folder-name]
copy-current-dir crfu clf lrf
; When done, go back up a folder on both the local
; and remote machines. The replace actions remove
; the current folder text from the end of the current
; folder strings.
change-dir %..
replace clf folder-name ""
replace crfu folder-name ""
]
; Third, create local folders to mirror each directory in
; the current remote folder, and then spider down through
; them using the recurse function to download all the files
; and subdirectories included in each folder:
foreach folder-name folders [
; foreach avoid-url avoid-urls [
; if not find folder-name avoid-url [
make-dir to-file folder-name
recurse folder-name
]
]
]
]

```
; file name characters).
    initial-pageurl: to-url request-text/default trim {
        http://192.168.1.4:8001/4/}
    initial-local-dir: copy initial-pageurl
    replace initial-local-dir "http://" ""
    replace/all initial-local-dir "/" "_"
    replace/all initial-local-dir "\" "' "
    replace/all initial-local-dir ":" "--"
    lrf: to-file rejoin [initial-local-dir "/"]
    if not exists? lrf [make-dir lrf]
    change-dir lrf
    clf: lrf
; Start the process by running the copy-current-dir function:
copy-current-dir initial-pageurl clf lrf
print "DONE" halt
```


### 10.20 Case 20 - Vegetable Gardening

My mother is a retired Microsoft Access developer who loves to garden in her spare time. She's collected a wide scope of knowledge about how certain plants survive better when planted next to each other, and she wanted to create a program to help organize that info. She wanted to create a standalone version that she could use on her home computer and give to friends. She also wanted to publish it to the web as a dynamic database. Additionally, she anticipated creating a version that could be carried into the garden on a pocket pc. I suggested using REBOL, because it could provide a solution for all her needs. She'd been working for several days with her development tools, and I told her I could get the whole thing done that same evening using REBOL. Here's the outline I created:

1. Create a database structure to hold the vegetable compatibility info and other related information.
2. Write a command line version of the script that allows users to display all the info for any selected vegetable (this could be run on any operating system that supports the command line version of REBOL, including pocket pc).
3. Create a CGI version of the above script that works on the web site.
4. Create a pretty GUI version to be used on the home PC.
5. Write a separate GUI to manage the administrative adding of data to the database.
6. Provide a way to update the data files on the web site.

To get things started, I used the listview data grid example from this tutorial to provide a front end for the vegetable data files. This provided a data structure that was suitable for the project, and it formed an instant solution to creating a GUI front end. Steps 1 and 5 were instantly completed (that database example is so useful - many thanks to Henrik Mikael Kristensen for creating the listview module!).

I created a few initial lines of data to work with. Here's the working database.db file that I created:

```
["basil" "" "tomato" "basil protects tomatoes." "" ""]
["beans" "onion" "cabbage carrot radish" "" "" ""]
["cabbage" "celery" "tomato" "" "" ""]
["carrot" "" "tomato"
    "Carrots strengthen the roots of tomatoes."
    "Carrots love tomatoes." ""]
["radish" "cabbage" "beans carrot tomato" "" "" ""]
["tomato" "cabbage" "basil carrot" "" "" ""]
```

Each block holds 6 pieces of information about each possible vegetable:

1. the name of the veggie
2. a list of other veggies that are compatible with the given veggie (those that do well when planted next to the given veggie).
3. a list of other veggies that are incompatible
4. 3 fields for general notes about the given veggie

I decided to add an "upload" button to the listview GUI to satisfy step \#6 in my program outline. It made sense to add this functionality here, because the user workflow would generally involve adding/changing data in the database (using the listview), and then updating the online database to match. Here's the upload code I came up with. It includes some error checking, so that the application doesn't crash if there's a problem with the Internet connection. I added a button to the listview GUI and put the above code in its action block. Here's the complete code I added to the listview:

```
btn "upload to web" [
    uurl: ftp://user:pass@website.com/public_html/path/
    if error? try [
        ; first, backup former data file:
        write rejoin [uurl "database_backup.db"] read rejoin [
            uurl "database.db"]
        write rejoin [uurl "database.db"] read %database.db
        alert "Update complete."
    ] [alert "Error - check your Internet connection."]
]
```

Next, I realized that adding and removing new vegetables to and from the database would require some special consideration. It ended up being the biggest part of this coding project. I could use the built-in abilities of the listview module to simply add a new vegetable to the database, but there was a problem with that. Every time a new vegetable is added to the database, it creates a list of compatibilities. Aside from simply adding a new block to the database with fields listing the compatibilities and incompatibilities, that new veggie needs to be added to the compatibility list of every other vegetable with which it's compatible. It also needs to be added to the incompatibility list of every vegetable with which it's not compatible. Editing those blocks manually would take a lot of work and introduce a greater likelihood for user errors, especially as the database grows larger. Instead, I decided to create a little script to do it automatically. Here's the pseudo code thought process for that script:

1. Create a list of existing vegetables. This can be done by reading the existing database, looping through each block, and picking out the first item in each block (the vegetable name).
2. Create a small new GUI to enter the new veggie info. It should include an input field for the new veggie name, 2 text-lists showing the possible compatible and incompatible veggies (read from the existing list of veggies in the database), and 3 note fields.
3. Use a foreach loop to run through the lists of compatible and incompatible veggies. Have the loop automatically add the new vegetable to the other veggies' respective compatibility lists.

I created the GUI code and put the foreach loop inside the action block of a button used to add the new veggie. Here's the code, which I saved as "add_veggie.r":

```
REBOL [title: "Add Veggie"]
; read the current database:
veggies: copy load %database.db
; get the list of veggies (the 1st item in each block):
veggie-list: copy []
foreach veggie veggies [append veggie-list veggie/1]
; create a GUI with the appropriate fields and text-lists:
view/new center-face add-gui: layout [
    across
    text "new vegetable:" 88x24 right new-veg: field
    return
    text "compatible:" 88x24 right
    new-compat: text-list data veggie-list
    return
    text "incompatible:" 88x24 right
    new-incompat: text-list data veggie-list
    return
    text "note 1:" 88x24 right new-note1: field
    return
    text "note 2:" 88x24 right new-note2: field
    return
    text "note 3:" 88x24 right new-note3: field
```

```
    return
    ; now add a button to run the foreach loops:
    tabs 273 tab btn "Done" [
    ; First, append the new veggie data block to
    ; the existing database block. Create the new
    ; block from the text typed into each field,
    ; and from the items picked in each of the
    ; lists above ("reduce" evaluates the listed
    ; items, rather than including the actual text.
    ; i.e., you want to add the text typed into the
    ; new-veg field, not the actual text
    ; "new-veg/text"). "append/only" appends the
    ; new block to the database as a block, rather
    ; than as a collection of single items:
    append/only veggies new-block: reduce [
                new-veg/text
                ; "reform" creates a quoted string from the
                ; block of picked items in the text-lists:
                reform new-compat/picked
                reform new-incompat/picked
                new-note1/text
                new-note2/text new-note3/text
    ]
    ; Now loop through the compatibility list of the
    ; new veggie, and add the new veggie to the
    ; compatibility lists of all those other
    ; compatible veggies. I put a space in if there
    ; were already other veggies in the list:
    foreach onecompat new-compat/picked [
                foreach veggie veggies [
                if find veggie/1 onecompat [
                        either veggie/2 = "" [spacer: ""] [
                                    spacer: " "]
                        append veggie/2 rejoin [spacer
                    new-veg/text]
                ]
        ]
    ]
    ; Now do the same thing for the incompatibility
    ; list:
    foreach oneincompat new-incompat/picked [
                foreach veggie veggies [
                if find veggie/1 oneincompat [
                either veggie/3 = "" [spacer: ""] [
                    spacer: " "]
                append veggie/3 rejoin [spacer
                new-veg/text]
                ]
        ]
    ]
    save %database.db veggies
        ; start the veggie data editor again when done:
        launch %veggie_data_editor.r
        unview add-gui
    ]
]
focus new-veg
do-events
```

Because the add_veggie.r script will always be run from the veggie_data_editor.r program, I added the following code to the action block for the "add veggie" button in the data editor. It launches the above add_veggie program, and closes the listview:

```
btn "add veggie" [launch %add_veggie.r quit]
```

When the user closes the add_veggie program, the "launch \%veggie_data_editor.r" code at the end of the program relaunches the data editor. This handles flipping back and forth between the two screens. When the data editor is relaunched, all the new data is automatically updated and displayed, so I don't need to manually update any displayed info. After playing with the system, I realized before closing the data editor I'd better save the changes made to the database. So I adjusted the above code as follows:

```
btn "add veggie" [
    launch %add veggie.r
    backup-file: to-file rejoin ["backup_" now/date]
    write backup-file read %database.db
    save %database.db theview/data
    quit
]
```

Next, I used the above code to create a similar "remove_veggie.r" program. Instead of building a GUI for it, I just added some code to the "remove veggie" button in the veggie data editor to save the name of the currently selected vegetable to a file (veggie2remove.r). I also copied the backup routine from the code above to make sure any changes in the listview are saved before going on:

```
btn "remove veggie" [
    if (to-string request-list "Are you sure?"
            [yes no]) = "yes" [
        ; get the veggie name from the currently selected
        ; row in the listview:
        first-veg: copy first theview/get-row
        theview/remove-row
        write %veggie2remove.r first-veg
        launch %remove veggie.r
        backup-file: to-file rejoin ["backup_" now/date]
        write backup-file read %database.db
        save %database.db theview/data
        quit
    ]
]
```

The remove_veggie.r script just reads the vegetable name from the veggie2remove.r file created above, and runs through some foreach loops to delete that vegetable from the compatibility lists of the other veggies:

```
REBOL [title: "Remove Veggie"]
veggies: copy load %database.db
remove-veggie: read %veggie2remove.r
; remove the selected veggie from compatible lists (the second
; field in each block). This is done by replacing any
; occurrence of the remove-veggie with an empty string ("").
; That effectively erases every occurrence of the veggie:
foreach veggie veggies [
    replace veggie/2 remove-veggie ""
]
; do the same thing to the incompatible lists of all other
; veggies (field 3 in each block):
```

foreach veggie veggies [
replace veggie/3 remove-veggie ""
]
save \%database.db veggies
; start the veggie data editor again when done:
launch \%veggie_data_editor.r

Now the listview data editor and all its helper scripts are complete. Because the listview is generally run from the GUI version of the main program ("veggie_gui.r" - not yet written), I added the following code to the existing listview close routine:

```
launch "veggie_gui.r"
```

When I design the main veggie_gui program, I'll add a button to launch the listview. When I close the listview, the above code will relaunch the GUI program to handle flipping back and forth between those two screens. Here's the final listview data grid code with all the described changes and additions:

```
REBOL [title: "Veggie Data Editor"]
evt-close: func [face event] [
    either event/type = 'close [
        inform layout [
            across
            btn "Save Changes" [
                    ; when the save btn is clicked, a backup data
                    ; file is automatically created:
                    backup-file: to-file rejoin ["backup_" now/date]
                    write backup-file read %database.db
                    save %database.db theview/data
                    launch "veggie_gui.r"
                    quit
            ]
            btn "Lose Changes" [
                    launch "veggie_gui.r"
                    quit
            ]
            btn "CANCEL" [hide-popup]
        ] none ] [
        event
    ]
]
insert-event-func :evt-close
if not exists? %list-view.r [write %list-view.r read
    http://www.hmkdesign.dk/rebol/list-view/list-view.r
]
do %list-view.r
if not exists? %database.db [write %database.db {[][]}]
database: load %database.db
view center-face gui: layout [
    h3 {To enter data, double-click any row, and type directly
        into the listview. Click column headers to sort:}
    theview: list-view 775x200 with [
        data-columns: [Vegetable Yes No Note1 Note2
            Note3]
        data: copy database
        tri-state-sort: false
        editable?: true
    ]
    across
    btn "add veggie" [
```

```
    launch %add_veggie.r
    backup-file: to-file rejoin ["backup_" now/date]
    write backup-file read %database.db
    save %database.db theview/data
    quit
    ]
    btn "remove veggie" [
        if (to-string request-list "Are you sure?"
            [yes no]) = "yes" [
        first-veg: copy first theview/get-row
        theview/remove-row
        write %veggie2remove.r first-veg
        launch %remove veggie.r
        backup-file: to-file rejoin ["backup " now/date]
        write backup-file read %database.db
        save %database.db theview/data
        quit
        ]
    ]
    btn "filter veggies" [
        filter-text: request-text/title trim {
        Filter Text (leave blank to refresh all data):}
        theview/filter-string: filter-text
        theview/update
    ]
    btn "upload to web" [
        uurl: ftp://user:pass@website.com/public_html/path/
        if error? try [
        ; first, backup former data file:
        write rejoin [
            uurl "database backup.db"] read rejoin [
            uurl "database.db"]
        write rejoin [uurl "database.db"] read %database.db
        alert "Update complete."
    ] [alert "Error - check your Internet connection."]
    ]
]
```

Next, I created a command line version of the program. The "Looping Through Data" example provided earlier in this tutorial served as a perfect model. I just changed some of the variable labels and loaded the data from the existing database.db file. Here's the code:

```
REBOL [title: "Veggies"]
veggies: load %database.db
a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line
print-all: does [
    foreach veggie veggies [
        print a-line
        print rejoin ["Veggie: " veggie/1]
        print a-line
        print rejoin ["Matches: " veggie/3]
        print rejoin ["No-nos: " veggie/2]
        print rejoin ["Note 1: " veggie/4]
        print rejoin ["Note 2: " veggie/5]
        print rejoin ["Note 3: " veggie/6]
        print newline
    ]
]
forever [
    prin "^(1B)[J"
    print "Here are the current foods in the database:^/"
    print a-line
```

```
    foreach veggie veggies [prin rejoin [veggie/1 " "]]
    print "" print a-line
    print "Type a vegetable name below.^/"
    print "Type 'all' for a complete database listing."
    print "Press [Enter] to quit.^/"
    answer: ask {What food would you like info about? }
    print newline
    switch/default answer [
        "all" [print-all]
        "" [ask "^/Goodbye! Press [Enter] to end." quit]
        ][
        found: false
        foreach veggie veggies [
        if find veggie/1 answer [
                print a-line
                print rejoin ["Veggie: " veggie/1]
                print a-line
                print rejoin ["Matches: " veggie/3]
                print rejoin ["No-nos: " veggie/2]
                print rejoin ["Note 1: " veggie/4]
                print rejoin ["Note 2: " veggie/5]
                print rejoin ["Note 3: " veggie/6]
                print newline
                found: true
            ]
        ]
        if found <> true [
        print "That vegetable is not in the database!^/"
        ]
    ]
    ask "Press [ENTER] to continue"
]
halt
```

That was easy! Just compare it to the original example - it's virtually identical. Again, that generalized example was presented in this tutorial to provide a model for use in many varied situations. Using it, I didn't even need to write any pseudo code.

Now I extended the above command line example to create a CGI application. To get started, I used the final CGI example provided earlier in this tutorial as a model. To it, I added the code that I'd created for the command line example above. The only real changes I needed to make were some additional HTML formatting tags, required make the page display properly in a browser (mostly newline " $<B R>" s$ ). Again, just an amalgam of several existing examples. No pseudo code required - I just had to think about how to arrange the existing command line code to fit into the general CGI outline. Here's the code:

```
#! /home/path/public_html/rebol/rebol -cs
REBOL [title: "Veggies"]
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Veggies"</TITLE></HEAD><BODY>]
veggies: load %database.db
a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line
print-all: does [
    foreach veggie veggies [
        print a-line
        print [<BR>]
        print rejoin ["Veggie: " veggie/1]
        print [<BR>]
        print a-line
        print [<BR>]
        print rejoin ["Matches: " veggie/3]
        print [<BR>]
        print rejoin ["No-nos: " veggie/2]
```

```
        print [<BR>]
        print rejoin ["Note 1: " veggie/4]
        print [<BR>]
        print rejoin ["Note 2: " veggie/5]
        print [<BR>]
        print rejoin ["Note 3: " veggie/6]
        print [<BR>]
    ]
]
print "Here are the current foods in the database:^/"
print [<BR>]
print a-line
print [<BR><strong>]
foreach veggie veggies [prin rejoin [veggie/1 " "]]
print ""
print [</strong><BR>]
print a-line
print [<BR>]
submitted: decode-cgi system/options/cgi/query-string
if submitted/2 <> none [
    switch/default submitted/2 [
        "all" [print-all]
        ][
        found: false
        foreach veggie veggies [
            if find veggie/1 submitted/2 [
                print a-line
                print [<BR>]
                print rejoin ["Veggie: " veggie/1]
                print [<BR>]
                print a-line
                print [<BR>]
                print rejoin ["Matches: " veggie/3]
                print [<BR>]
                print rejoin ["No-nos: " veggie/2]
                print [<BR>]
                print rejoin ["Note 1: " veggie/4]
                print [<BR>]
                print rejoin ["Note 2: " veggie/5]
                print [<BR>]
                print rejoin ["Note 3: " veggie/6]
                found: true
            ]
        ]
        if found <> true [
            print [<BR>]
            print "That vegetable is not in the database!"]
            print [<BR>]
    ]
]
print [<FORM ACTION="http://website.com/rebol/veggie.cgi">]
print [<BR><HR><BR>"Enter a veggie you'd like info about:"<BR>]
print ["Veggie: "<INPUT TYPE="TEXT" NAME="username" SIZE="25">]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
print [</FORM>]
print [</BODY></HTML>]
```

I didn't like the way the CGI required the user to type in the name of a listed vegetable. Instead, I got rid of the list printout, and added the list to a selectable dropdown box. Here's the final cgi example with the HTML dropdown box:
\#! /home/path/public_html/rebol/rebol -cs
REBOL [title: "Veggies"]

```
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Veggies"</TITLE></HEAD><BODY>]
veggies: load %database.db
a-line: copy [] loop 65 [append a-line "-"]
a-line: trim to-string a-line
print-all: does [
    foreach veggie veggies [
        print a-line
        print [<BR>]
        print rejoin ["Veggie: " veggie/1]
        print [<BR>]
        print a-line
        print [<BR>]
        print rejoin ["Matches: " veggie/3]
        print [<BR>]
        print rejoin ["No-nos: " veggie/2]
        print [<BR>]
        print rejoin ["Note 1: " veggie/4]
        print [<BR>]
        print rejoin ["Note 2: " veggie/5]
        print [<BR>]
        print rejoin ["Note 3: " veggie/6]
        print [<BR>]
    ]
]
submitted: decode-cgi system/options/cgi/query-string
if submitted/2 <> none [
    switch/default submitted/2 [
        "all" [print-all]
        ][
        found: false
        foreach veggie veggies [
                if find veggie/1 submitted/2 [
                print a-line
                print [<BR>]
                print rejoin ["Veggie: " veggie/1]
                print [<BR>]
                print a-line
                print [<BR>]
                print rejoin ["Matches: " veggie/3]
                print [<BR>]
                print rejoin ["No-nos: " veggie/2]
                print [<BR>]
                print rejoin ["Note 1: " veggie/4]
                print [<BR>]
                print rejoin ["Note 2: " veggie/5]
                print [<BR>]
                print rejoin ["Note 3: " veggie/6]
                found: true
                ]
            ]
            if found <> true [
                print [<BR>]
                print "That vegetable is not in the database!"]
                print [<BR>]
    ]
]
print [<FORM ACTION="http://website.com/rebol/veggie.cgi">]
print [<BR>"Please select a veggie you'd like info about:"<BR>]
print ["Veggie: "<select NAME="username"><option>"all"]
foreach veggie veggies [prin rejoin ["<option>" veggie/1]]
print [</option>]
print [<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">]
```

```
print [</FORM>]
```

print [</BODY></HTML>]

The final part of the outline that I needed to address was the GUI display version of the program. I needed to create this from scratch, so I came up with an outline and some pseudo code to organize my thoughts:

1. Display the complete list of vegetables in the database (build the list using a foreach loop similar to the ones used in the command line program, and display that block in a text list widget).
2. Display the info for any vegetable selected from the text list widget (when an item is selected, collect all the info for the selected vegetable and display it, nicely formatted, in a separate text area widget).
3. Add a button to run the listview editor created earlier.

First I borrowed some code from the add_veggies.r example to create a list of all the veggies in the database. It uses a foreach loop to cycle through each block in the database, and creates a list of the first item in each block (the name of each vegetable). Then it sorts the list alphabetically. This should be run before the GUI is displayed:

```
load-data: does [
    veggies: copy load %database.db
    veggie-list: copy []
    foreach veggie veggies [append veggie-list veggie/1]
    veggie-list: sort veggie-list
]
```

I decided to use a text-list widget to display the block of vegetable names. To display the info for each vegetable, I used a simple text area display. Here's the REBOL layout code to do that:

```
list-veggies: text-list 200x400 data veggie-list
display: area "" 300x400
```

To that text-list widget's action block I added some code to display the info about the selected vegetable (it gets evaluated whenever the user selects an item from the list):

```
; First, build a block of text with all the info about the
; selected vegetable, nicely formatted with newlines and
; capitalized section headings:
current-info: []
foreach veggie veggies [
    if find veggie/1 value [
        current-info: rejoin [
            "COMPATIBLE: " veggie/3 newline newline
            "INCOMPATIBLE: " veggie/2 newline newline
            "NOTE 1: " veggie/4 newline newline
            "NOTE 2: " veggie/5 newline newline
            "NOTE 3: " veggie/6
        ]
    ]
]
; Now display and update that text in the text area widget:
display/text: current-info
show display show list-veggies
```

Finally, add a button to run the listview data editor:

```
btn "Edit Tables" [do %veggie_data_editor.r]
```

That's basically it. Here's the final version:

```
REBOL [title: "Veggie Matches"]
load-data: does [
    veggies: copy load %database.db
    veggie-list: copy []
    foreach veggie veggies [append veggie-list veggie/1]
    veggie-list: sort veggie-list
]
load-data
view display-gui: layout [
    h2 "Click a veggie name to display matches and other info:"
    across
    list-veggies: text-list 200x400 data veggie-list [
        current-info: []
        foreach veggie veggies [
                if find veggie/1 value [
                current-info: rejoin [
                    "COMPATIBLE: " veggie/3 newline newline
                    "INCOMPATIBLE: " veggie/2 newline newline
                    "NOTE 1: " veggie/4 newline newline
                    "NOTE 2: " veggie/5 newline newline
                    "NOTE 3: " veggie/6
                ]
                ]
        ]
        display/text: current-info
        show display show list-veggies
    ]
    display: area "" 300x400 wrap
    return
    btn "Edit Tables" [
        do %veggie data editor.r
            ; launch "veggie_data_editor.r"
            ; load-data
            ; show list-veggies
            ; show display
    ]
]
```

There are 5 complete local script files that make up the completed veggie program: veggie_data_editor.r, add_veggie.r, remove_veggie.r, veggie_command_line.r, veggie_gui.r. In general, the main desktop applications are started by running the veggie_gui.r script. The veggie_data_editor.r can also be run by itself (remember that it runs the veggie_gui.r program when it closes). In order for the veggie_data_editor to work, the listview.r file needs to be included in the same directory. The created database.db should also be kept in the same directory. I packed all those files into an executable using XpackerX, and sent it to my Mom. The 6th script file, veggie.cgi, got uploaded to the web site. The database.db file was also uploaded manually, but my Mom prefers using the upload button in the veggie_data_editor to update the database on the web site. The veggie2remove.r and database backup files are created automatically when the program is used - they're found in the same folder as the script files.

### 10.21 Case 21 - An Additional Teacher Automation Project

Now that the group scheduling system is complete, I want to automate our daily checkout routine. Every day, our teachers are paid directly by their students. In turn, they pay us a rental/referral fee for room and resource use. That's our primary source of income. At the end of the day, teachers add up all the students they've seen, and pay a given fee for each completed half hour session. Some students prepay their teachers, and the teachers in turn prepay us so that they don't have to manage rental fees for prepaid
appointments in the future.
It takes a lot of time to manually figure daily fees, and the process is error prone when calculated by hand. I want to automate the payment calculations based on the existing online schedule information, and I want to create an integrated record keeping system to more easily track prepayments. Teachers need to keep track of missed/rescheduled appointment payments, so that students are given proper credit for rolled over appointment times. Also, in addition to daily local lessons, some of our instructors teach online lessons, for which _we're_ paid directly by students. For those lessons, we deduct room rent from the total paid to us by the teachers. We need a solution to easily manage and track all those daily calculations for all the teachers. The objective is to keep a running total of how much money is due by each teacher every night, and how much money is owed to the teachers by students. To create a software outline, I thought about what I do manually every day to calculate the checkout fees for a single person. This thought process will serve as an outline to design the automated record keeping system:

1. Each day at checkout time, the total number of lessons for a teacher is added up.
2. The teacher owes us a given amount for lessons that occurred in the local studio that day.
3. We owe the teacher a given deduction for each lesson they performed online that day.
4. Any lessons which had previously been prepaid by the teacher are deducted from the total owed us.
5. The teacher prepays us for any future lessons which were prepaid by students that day, and records are updated to track the current prepaid amounts.
6. Occasionally, other deductions are made from the amount owed us (sometimes the teacher provides a complimentary lesson for various reasons, or we provide complimentary time to the teacher/student, etc.). Those amounts are deducted from the total owed us.

Based on the guidelines above, here's how I organized my thoughts about what the automated multiuser system should do:

1. The multiuser requirements of the application are similar to those of the scheduling app from the previous section. I can use the code from the scheduling app to provide a current teacher list, simple password protection, loading/saving/backup of required data files for the selected teacher, etc.
2. In order to perform daily calculations for a single instructor, I want to provide a dynamically created list of daily students and I want to retrieve current prepay records for the given teacher. That data will be stored on the web site, any changes will be backed up locally and on the web site. I'll need to come up with a data structure to store the prepay records. All other information (random deductions, complimentary lessons, etc.) will be provided by the user on a daily basis. The regular daily student list and prepay records can be downloaded and displayed in text lists. The other random deductions and additions can be entered manually in text input fields, and displayed in text lists.
3. By default, each teacher owes a given amount for each of the students selected from the daily list (number_of_students $X$ half_hour_rate). Add to that any fees for additional students not in the daily list (rescheduled lessons, occasional additional appointments, etc.)
4. For each online lesson, subtract 1 student from the total number of students taught that day, and deduct the appropriate amount from the grand total due.
5. Subtract any previous prepayments from the grand total due. Whenever that happens, make an adjustment to the teacher's record of prepayments.

To satisfy step 1, I'll use the scheduling app from the previous section of this case study. As it stands, that code is capable of selecting a specified teacher directory on the website and downloading any required data files (current daily students, prepay records, individual teacher fee rates, etc.).

The main work of creating the application is in step 2 . The required calculations are in steps $3-5$. Here's a more structured outline, with pseudo code, to guide the writing of the program code:

1. Read a current list of daily students from the selected teacher's schedule.txt file on the web server. Store that info in a block and display it in a GUI text-list widget. Store a list of local students selected from the above widget in a separate block.
2. Display today's students again in a second text-list widget, so that the user can select those who took lessons online. Store that selected data in another block.
3. Provide a text input field to allow the addition of any students not in the daily list. Display a text-list widget to contain students entered into the text field. Update the text-list display any time a student is added. In order to remove incorrect entries from this list, the action block of the text-list should contain code to delete any students selected by the user.
4. Provide another text field and text-list for the entry of deductions, with the same layout and remove code.
5. Provide a button to manage prepayment entries and calculations. To handle that whole process, create a separate script - to be outlined below.
6. Provide a "Calculate Total Fees" button. The action block of this button should add and subtract the total number of items in all of the text-lists, according to the rules defined in steps 3-5 of the overall program outlined above. Provide an HTML summary, which the teacher can print out and submit
every day.
Here's the code I came up with to do all that:
```
; The "url" variable below comes from the multiuser framework
; borrowed from the scheduler app:
students: read/lines rejoin [url "/schedule.txt"]
; Initialize some other variables:
other-additions: [] other-deductions: [] prepays: []
pay-for: copy [] online: copy []
view center-face layout [
    h2 "Local Students:"
    ; "face/picked" refers to the currently selected items in
    ; the text-list (use [Ctrl] + mouse click to select multiple
    ; items, and assign that to the variable "pay-for":
    text-list data copy students [pay-for: copy face/picked]
    h2 "Other Additions:"
    field [
        ; add the entered info to the text-list, and update
        ; the display:
        append other-additions copy face/text
        show other-additions-list
    ]
    other-additions-list: text-list 200x100 data other-additions [
        ; remove any entry when selected by the user, and update
        ; the display
        remove-each item other-additions [item = value]
        show other-additions-list
    ]
    at 250x20
    h2 "Online Students:"
    text-list data copy students [online: face/picked]
    h2 "Other Deductions:"
    field [
        append other-deductions copy face/text
        show other-deductions-list
    ]
    other-deductions-list: text-list 200x100 data other-deductions [
        remove-each item other-deductions [item = value]
        show other-deductions-list
    ]
    at 480x20
    h2 "Prepaid Lessons:"
    prepay-list: text-list data prepays [
        remove-each item prepays [item = value]
        show prepay-list
    ]
    ; I still need to create the prepay.r program:
    btn 200x30 "Calculate Prepaid Lessons" [
        save %prepay.txt load rejoin [url "/prepay.txt"]
        do %prepay.r
    ]
    at 480\times320
    btn 200x100 font-size 17 "Calculate Total Fees" [
        total-students: (
            (length? pay-for) - (length? online) +
                (length? other-additions) - (length? other-deductions) -
                (length? prepays)
        )
        ; I want to create an HTML output for this section:
        alert rejoin ["Total: " to-string total-students]
    ]
]
```

my intentions:

1. Create and upload a "prepay.txt" data file to store prepayment information for each teacher. It should contain a separate block for each student who prepays, with fields for the student name, a nested block for the amounts and dates of each prepayment, and a nested block for dates of each lesson attended and the amount deducted from the prepayment for each lesson.
2. Create a GUI with a text-list displaying each student who has prepayed. Loop through the prepay.txt data to get the student names (the first item in each block). Whenever a name is selected by the user, display the student name, prepay dates and amounts, and lesson dates in separate text lists. Display the total prepay balance for the selected student in a text field.
3. There should be an "Add" button and some text fields for entering new prepayments. There should be fields for student name, amount, and date of prepay. If an existing student is selected from the list, those fields should be populated automatically with today's date, and with the name of the existing student. The action block of the add button should append the information to appropriate blocks in the prepay.txt file.
4. There should be an "Apply Today" button to select prepayment(s) to be applied to today's balance. Store the names of the selected students in a block, save that block to be read and used in the main application, and add the date information to the appropriate blocks in the prepay.txt file.
5. There should be an "Done" button on the list-view GUI to allow the information to be changed and saved. Whenever a student is selected from the list, their prepayment records should be displayed in an editable list-view (import the listview module and use the database example from earlier in this tutorial as a model). There should be fields for prepay amounts and dates, and lesson dates and amounts.
6. When the main prepay application is closed, the prepay.txt file should be backed up and saved to the web site.

For step 1, here's an example of the block structure I came up with to store data in the prepay.txt file:

```
[
    ; name:
    "John Smith"
    ; prepayment amounts and dates:
    [ [$100 4-April-2006] [$100 5-May-06] ]
    ; dates of lessons:
    [
        [$20 4-April-06] [$20 11-April-06] [$20 18-April-06]
        [$20 25-April-06] [$20 5-May-06]
    ]
]
[
    "Paul Brown"
    [ [$100 4-April-2006] ]
    [
        [$20 4-April-06] [$20 25-April-06]
    ]
]
[
    "Bill Thompson"
    [ [$200 22-March-2006] ]
    [
        [$20 22-March-06] [$20 29-March-06] [$20 5-April-06]
        [$20 12-April-06] [$20 19-April-06] [$20 26-April-06]
        [$20 3-May-06]
    ]
]
```

    "John Smith"
    ; prepayment amounts and dates:
    [ "$100 4-April-2006" "$100 5-May-06" ]
    ; dates of lessons:
    [
        "$20 4-April-06" "$20 11-April-06" "$20 18-April-06"
        "$20 25-April-06" "$20 5-May-06"
    ]
    ]
[
"Paul Brown"
[ "\$100 4-April-2006" ]
[
"\$20 4-April-06" "\$20 25-April-06"
]
]
[
"Bill Thompson"
[ "\$200 22-March-2006" ]
[
"\$20 22-March-06" "\$20 29-March-06" "\$20 5-April-06"
"\$20 12-April-06" "\$20 19-April-06" "\$20 26-April-06"
"\$20 3-May-06"
]
]

```

Here's the code I created to fulfill my outline requirements:
```

REBOL [title: "Prepayment Calculator"]
prepays: load rejoin [url "/prepay.txt"]
names: copy []
prepay-history: []
lesson-history: []
display-todays-bal: does [
; calculate and display the current balance for the
; selected student:
todays-balance: \$0
foreach payment prepay-history [
todays-balance: todays-balance + (
first (to-block payment)
)
]
foreach lesson-event lesson-history [
todays-balance: todays-balance - (
first (to-block lesson-event)
)
]
; update the display of today's balance for the
; selected student :
today-bal/text: to-string todays-balance
show today-bal
]
foreach block prepays [append names first block]
view center-face gui: layout [
across
text bold "New Prepayment:"
text right "Name:" new-name: field

```
```

text right "Date:" new-date: field 125 to-string now/date
text right "Amount:" new-amount: field 75 "\$"
btn "Add" [
create-new-block: true
foreach block prepays [
if (first block) = new-name/text [
create-new-block: false
append (second block) to-string rejoin [
new-amount/text " " new-date/text
]
]
]
if create-new-block = true [
new-prepay: copy []
append new-prepay to-string new-name/text
append new-prepay to-string rejoin [
new-amount/text " " new-date/text
]
append prepays new-prepay
names: copy []
foreach block prepays [append names first block]
]
display-todays-bal
show existing show pre-his show les-his show today-bal
]
return
text bold underline "Edit Data Manually" [
view/new center-face layout [
new-prepays: area 500\times300 mold prepays
btn "Save Changes" [
prepays: copy new-prepays/text
unview
]
]
names: copy []
foreach block prepays [append names first block]
show gui
show existing show pre-his show les-his show today-bal
]
return
text "Existing Prepayments:" pad 75
text "Prepayment History:" pad 85
text "Lesson History:" pad }10
text "Balance:"
return
existing: text-list data names [
; When a name is selected from this text list, update
; the other fields on the screen:
new-name/text: value
show new-name
foreach block prepays [
if (first block) = value [
; update the other text lists to show the
; selected student's prepay and lesson history:
prepay-history: pre-his/data: second block
show pre-his
lesson-history: les-his/data: third block
show les-his
]
]
display-todays-bal
; get the list of selected students
prepaid-today: copy face/picked
]
pre-his: text-list data prepay-history
les-his: text-list data lesson-history
today-bal: field 85
return

```
```

    btn "Apply Selected Prepayments Today" [
        save %prepaid.txt prepaid-today
        unview
    ]
    ]

```

In the original scheduling outline, I replace all references in the code to "schedule.txt" with "prepay.txt":
```

REBOL [title: "Payment Calculator"]
error-message: does [
ans: request {Internet connection is not available.
Would you like to see one of the recent local backups?}
either ans = true [
editor to-file request-file quit
] [
quit
]
]
if error? try [
teacherlist: load ftp://user:pass@website.com/teacherlist.txt
][
error-message
]
teachers: copy []
foreach teacher teacherlist [append teachers first teacher]
view center-face layout [
text-list data teachers [folder: value unview]
]
pass: request-pass/only
correct: false
foreach teacher teacherlist [
if ((first teacher) = folder) and (pass = (second teacher)) [
correct: true
]
]
if correct = false [alert "Incorrect password." quit]
url: rejoin [http://website.com/teacher/ folder]
ftp-url: rejoin [
ftp://user:pass@website.com/public_html/teacher/ folder
]
if error? try [
write %prepay.txt read rejoin [url "/prepay.txt"]
] [
error-message
]
; backup (before changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
; local:
write to-file rejoin [
folder "-prepay_" now/date "_" cur-time ".txt"
] read %prepay.txt
; online:
if error? try [
write rejoin [
ftp-url "/" now/date "_" cur-time
] read %prepay.txt
][
error-message
]

```
```

editor %prepay.txt
; backup again (after changes are made):
cur-time: to-string replace/all to-string now/time ":" "-"
write to-file rejoin [
folder "-prepay_" now/date "_" cur-time ".txt"
] read %prepay.txt
if error? try [
write rejoin [
ftp-url "/" now/date "_" cur-time
] read %prepay.txt
] [
alert "Internet connection not available while backing up."
]
; save to web site:
if error? try [
write rejoin [ftp-url "/prepay.txt"] read %prepay.txt
] [
alert {Internet connection not available while updating web
site. Your schedule has NOT been saved online.}
quit
]
browse url

```

I also need to replace the line "editor \%prepay.txt" with new code that does the work of calculating daily fees and tracking prepayments.

Now that the program is complete, please notice how the outline developed. It took several steps. First, I thought through my daily manual calculations. Then I thought about how that could be encapsulated into a program, and I created a basic outline about what I wanted the program to do. When it came to writing pseudo code outlines to create the actual program, the whole process was made easier by having organized outlines of everything I needed to accomplish. To write the program, I first defined some required data (provided by the multiuser scheduler app), then conceived a user interface, and then performed calculations based on existing data and user input. Following that type of outline structure (define required data, define a UI, perform calculations) tends to be an organized and successful approach in many cases.

It should be noted that I'm not concerned about data security in this app. It is important that the teachers are able to access this info conveniently from any location. It's also important that local backups are made. The automatic backing up of files provides a historical audit trail of transactions and changes to the records, which is an important concern since this program manages income. It's not a problem for these records to become publicly accessible, so I'm using ftp and a public web site to store and retrieve the data. Writing secure applications, however, is an important requirement in most situations involving financial transactions. You should be aware that data security is a primary concern if you intend to do any programming related to typical business transactions, but that topic is beyond the scope of this tutorial. This case study was provided as an additional example of how coding thought can be organized to take you from conceptual phases to a final product. This particular code should not be emulated, however, for projects requiring secure data transactions.

\section*{11. Other Scripts}

This section of the tutorial contains various random scripts that you might find useful.

The first script provides a quick visual reference of all REBOL's built in colors:
```

REBOL [Title: "Quick Color Guide"]
echo %colors.txt ? tuple! echo off
lines: read/lines %colors.txt
colors: copy []
gui: copy [across space 1x1]
count: 0
foreach line at lines 2 [

```
```

    if error? try [append colors to-word first parse line none][]
    ]
foreach color colors [
append gui [style box box [alert to-string face/color]]
append gui reduce ['box 110x25 color to-string color]
count: count + 1
if count = 5 [append gui 'return count: 0]
]
view center-face layout gui

```

This next quick script demonstrates how to convert REBOL color tuples to HTML colors, and visa-versa:
```

to-binary request-color
to-tuple \#{00CDOO}
view layout [box to-tuple \#{5C743D}] ; view an HTML color on screen!

```

This is a quick way to review the console history of your current REBOL session:
```

foreach line reverse copy system/console/history [print line]

```

Here's how to remove the last 2 items from a block:
```

x: ["asdf" "qwer" "zxcv" "uiop" "hjkl" "vbnm"]
y: head clear skip tail x -2
probe y

```

The script below demonstrates how to use email ports to read one message at a time from a pop server. Be sure to set your email user account settings before running this one (that's explained earlier in this tutorial):
```

for i 1 length? pp: open pop://user@site.com 1 compose [
ask find pp/(i) "Subject:"
]

```

Here are a few examples of how the "request" function can be used:
```

; Two different formats include passing either a string or a block.
; If you pass a string, the default buttons will be "yes", "no", and
; "cancel". If you pass a block, you can specify the text on the
; buttons:
request "Could this be useful?"
request ["Just some information."]
request ["Here are 2 buttons with altered text:" "Probably" "Not Really"]
request ["3 buttons with altered text:" "Probably" "Not Really" "Dunno"]
; "Request" only returns 'true 'false or 'none. For an example like the
; one below, the user response can be converted to strings using a switch
; structure:
answer: form request ["Complex example:" "choice 1" "choice 2" "choice 3"]
switch/default answer [
"true" [the-answer: "choice 1"]
"false" [the-answer: "choice 2"]
"none" [the-answer: "choice 3"]
] []

```
```

print the-answer

```
; The "/type" modifier changes the icon displayed:
request/type ["Here's a better icon for information display."] 'info
request/type ["Altered title and button text go in a block:" "Good"] 'info
request/ok/type "This example is the EXACT same thing as 'alert'." 'alert
request/ok/type "Here's alert with a different icon." 'info
request/ok/type "Here's another icon!" 'stop
halt

Here is a home made resizable requestor that I use when I don't want the "REBOL - " title bar to appear. It has a default timeout (set to 6 seconds in the example below), and can also be closed with a button click. This is particularly suitable for full screen commercial kiosk types of applications):
```

sz: 5
view layout [
btn "Click here to see a requestor with a 6 second timeout" [
view/new/options center-face information: layout [
text font-size (8 * sz) "Here's a message!" rate :00:06 feel [
engage: func [f a e] [
if a = 'time [unview/only information]
]
]
box 1x1 ; spacer
btn as-pair (12 * sz) (8 * sz) font-size (5 * sz) "Ok" [
unview/only information
]
][no-title]
]
]

```

To edit the source of any mezzanine function, use the following format:
```

editor mold :request
editor mold :inform

```

I actually use the following script to check the source files of this tutorial, to make sure that none of the lines of code are wider than 79 characters:
```

REBOL [title: "Find Long Lines"]
doc: read/lines to-file request-file
the-text: {}
foreach line doc [
if ((find/part line " " 4)) [
if ((length? line) > 78) [
print line
the-text: rejoin [the-text newline line]
]
]
]
editor the-text

```

Here's a duo of scripts that I use to sync my computer's clock to the time and date on my web server. The Windows API time setting function is based on Ladislav Mecir's Nist Clock Sync Script:
```

dif: 7:00 ; difference between web server and your local time zone
date: (to-date trim read http://site.com/time.cgi) + dif
lib: load/library %kernel32.dll
set-clock: make routine! [
systemtime [struct! []]
return: [integer!]
] lib "SetSystemTime"
current: make struct! [
wYear [short]
wMonth [short]
wDayOfWeek [short]
wDay [short]
wHour [short]
wMinute [short]
wSecond [short]
wMilliseconds [short]
] reduce [
date/year
date/month
date/weekday
date/day
date/time/hour
date/time/minute
to-integer date/time/second
O
]
either ((set-clock current) = 1) [
ask rejoin ["Time has been set to: " now "^/^/[Enter]... "]
] [
ask "Error setting time. Please check your Internet connection."
]
free lib

```

Here's the CGI script that the above code needs (to obtain the date and time from the web server). Put it at the URL which is read when the 'date word above is set:
```

\#! /home/path/public html/rebol/rebol -cs
REBOL [title: "time"]
print "content-type: text/html^/"
print now

```

Here's Ladislav's (better) version of the above Windows function. The script at http://www.fm.tul.cz/~ladislav/rebol/nistclock.r can set both Linux and Windows system clocks (the "set-system-time-lin" does the same thing in Linux):
```

the-date: to-date trim read http://site.com/time.cgi
set-system-time-win: func [
{set system time in Windows; return True in case of success}
[catch]
date
/local set-system-time
] [
unless value? 'kernel32 [kernel32: load/library %kernel32.dll]
set-system-time: make routine! [
systemtime [struct! []]
return: [int]

```
```

    ] kernel32 "SetSystemTime"
    date: date - date/zone
    date/zone: 0:0
    0 <> set-system-time make struct! [
        wYear [short]
        wMonth [short]
        wDayOfWeek [short]
        wDay [short]
        wHour [short]
        wMinute [short]
        wSecond [short]
        wMilliseconds [short]
    ] reduce [
        date/year
        date/month
        date/weekday
        date/day
        date/time/hour
        date/time/minute
        to integer! date/time/second
        O
    ]
    ]
set-system-time-win the-date

```

I use the following script to upload screen shots of my desktop directly to my web site (in the version I use, I put the text of the included script directly into my code):
```

REBOL []
do http://www.rebol.org/download-a-script.r?script-name=capture-screen.r
the-image: ftp://user:pass@site.com/path/current.png
; You can also save to your local hard drive if you want:
; the-image: %current.png
view center-face gui: layout [
button 150 "Upload Screen Shot" [
unview gui
wait . }
save/png the-image capture-screen
view center-face gui
]
]

```

The following script demonstrates how to add and remove widgets from a GUI layout:
```

view gui: layout [
button1: button
button2: button "remove" [
remove find gui/pane button1
show gui
]
button3: button "add" [
append gui/pane button1
show gui
]
]

```
situations when you need to generate absolutely unique identifier strings without any odd characters):
```

replace/all replace/all replace/all form now "/" "" ":" "x" "-" "q" "." ""
; precise version (w/ milliseconds):
replace/all replace/all replace/all replace/all form now/precise trim {
/} "" ":" "x" "-" "q" "." ""

```

This script creates an image, saves it to the hard drive, and then opens it in mspaint.exe:
```

save/bmp %test.bmp to-image layout [box]
call/show join "mspaint.exe " to-local-file join what-dir %test.bmp

```

This script demonstrates how to use the AutolT DLL to control the madplay.exe mp3 player:
```

REBOL []
if not exists? %AutoItDLL.dll [
write/binary %AutoItDLL.dll
read/binary http://musiclessonz.com/rebol_tutorial/AutoItDLL.dll
write/binary %madplay.exe
read/binary http://musiclessonz.com/rebol_tutorial/madplay.exe
]
lib: load/library %AutoItDLL.dll
move-mouse: make routine! [
return: [integer!] x [integer!] y [integer!] z [integer!]
] lib "AUTOIT_MouseMove"
send-keys: make routine! [
return: [integer!] keys [string!]
] lib "AUTOIT_Send"
winactivate: make routine! [
return: [integer!] wintitle [string!] wintext [string!]
] lib "AUTOIT_WinActivate"
set-option: make routine! [
return: [integer!] option [string!] param [integer!]
] lib "AUTOIT_SetTitleMatchMode"
set-option "WinTitleMatchMode" 2
call/show {madplay.exe -v *.mp3}
view layout [
across
btn "forward" [
winactivate "\reb" ""
send-keys "f"
]
btn "back"[
winactivate "\reb" ""
send-keys "b"
]
btn "volume up" [
winactivate "\reb" ""
send-keys "+"
]
btn "volume-down"[
winactivate "\reb" ""

```
```

    send-keys "-"
    ]
    btn "pause" [
        winactivate "\reb" ""
        send-keys "p"
    ]
    btn "quit" [
        winactivate "\reb" ""
        send-keys "q"
        quit
    ]
    ]

```

Here's a quick and dirty way to print out help for all built in functions. Also includes a complete list of VID styles ("view layout" GUI widgets), VID layout words, and VID facets (standard properties available for all the VID styles). Give it a minute to run...
```

REBOL [title: "Quick Manual"]
print "This will take a minute..." wait 2
echo %words.txt what echo off ; "echo" saves console activity to a file
echo %help.txt
foreach line read/lines %words.txt [
word: first to-block line
print "
print rejoin ["word: " uppercase to-string word] print ""
do compose [help (to-word word)]
]
echo off
x: read %help.txt
write %help.txt "VID STYLES (GUI WIDGETS):^/^/"
foreach i extract svv/vid-styles 2 [write/append %help.txt join i newline]
write/append %help.txt "^/^/LAYOUT WORDS:^/^/"
foreach i svv/vid-words [write/append %help.txt join i newline]
b: copy []
foreach i svv/facet-words [
if (not function? :i) [append b join to-string i "^/"]
]
write/append %help.txt rejoin [
"^/^/STYLE FACETS (ATTRIBUTES):^/^/" b "^/^/SPECIAL STYLE FACETS:^/^/"
]
y: copy "'
foreach i (extract svv/vid-styles 2) [
z: select svv/vid-styles i
; additional facets are held in a "words" block:
if z/words [
append y join i ": "
foreach q z/words [if not (function? :q) [append y join q " "]]
append y newline
]
]
write/append %help.txt rejoin [
y "^/^/CORE FUNCTIONS:^/^/" at x 4
]
editor %help.txt

```

Here's an email program that demonstrates how to set all your email account settings:
m: system/schemes/default q: system/schemes/pop
view layout [ style f field
\(u: f\) "username" p: f "password" s: f "smtp.address" o: f "pop.address"
btn bold "Save Server Settings" [
\(\mathrm{m} / \mathrm{user}: \mathrm{u} /\) text \(\mathrm{m} /\) pass: \(\mathrm{p} /\) text \(\mathrm{m} /\) host: \(\mathrm{s} /\) text \(q /\) host: o/text
```

    ] tab
    e: f "user@website.com" j: f "Subject" t: area
    btn bold "SEND" [
        send/subject to-email e/text t/text j/text alert "Sent"
    ] tab
    y: f "your.email@somesite.com"
    btn bold "READ" [foreach i read to-url join "pop://" y/text [ask i]]
    ]

```

This example keeps a real time word count of text in an area widget. Changing the rate will reduce system resource usage, but also slow the response time (a rate of 3-4 updates per second should be suitable for most cases):
```

view layout [
i: info rate 0 feel [
engage: func [f a e] [
if a = 'time [
l: length? parse m/text none
i/text: join "Wordcount: " l
show i
]
]
]
m: area
]

```

Here are two versions of the VOIP program given earlier in the section about ports. These are likely the most compact VOIP programs you'll find anywhere. The first features port error handling, automatic localhost testing (just press [ENTER] to use localhost as the IP address), hands-free operation, and automatic minimum volume testing (squelch - data not sent unless a given volume is detected, to save bandwidth). It can be pasted directly into the REBOL console, or saved to a file and run. The second is barebones (user sees errors when the connection is broken, must be saved to a file and run, etc.) but it does work. The file sizes of these scripts are 693 bytes and 554 bytes!!:
```

REBOL[]do[write %w{REBOL[]if error? try[p: first wait open/binary/no-wait
tcp://:8][quit]wait 0 s: open sound:// forever[if error? try[m: find v:
copy wait p \#""][quit]i: to-integer to-string copy/part v m while[i >
length? remove/part v next m][append v p]insert s load to-binary
decompress v]}launch %w lib: load/library %winmm.dll x: make routine![c[
string!]return:[logic!]]lib"mciExecute"if(i: ask"Connect to IP: ")=""[i:
"localhost"]if error? try[p: open/binary/no-wait rejoin[tcp:// i":8"]][
quit]x"open new type waveaudio alias b"forever[x"record b"wait 2 x
"save b r"x"delete b from 0"insert v: compress to-string read/binary
%r join l: length? v \#""if l > 4000[insert p v]]]
REBOL[]write %w{REBOL[]if error? try[p: first wait open/binary/no-wait
tcp://:8][quit]wait 0 s: open sound:// forever[m: find v: copy wait p \#""
i: to-integer to-string copy/part v m while[i > length? remove/part v next
m][append v p]insert s load v]}launch %w lib: load/library %winmm.dll x:
make routine![c[string!]return:[logic!]]lib"mciExecute"i: ask"IP: "p:
open/binary/no-wait rejoin[tcp:// i":8"]x"open new type waveaudio alias b"
forever[x"record b"wait 2 x"save b r"x"delete b from 0"insert v:
read/binary %r join length? v \#""insert p v]

```

Here's an instant message example that allows users to upload their connection info (username, WAN IP, LAN IP, and network port), to a text file on an FTP server. Then others can simply click on their user name in a drop down box (choice button), to connect:
```

servers: ftp://username:password@yoursite.com/public_html/im.txt ; EDIT
flash "Retrieving server list..."
if error? try [server-info: reverse read/lines servers] [
alert "Internet connection not available."
server-info: copy []
]
unview
name-list: copy []
foreach server server-info [append name-list first to-block server]
insert head name-list "Connect to a Server:"
view center-face layout [
across
choice 280 data name-list [
mode: request [ {
SELECT MODE: By default, this program is able to connect to
a server running on any other computer in your Local Area
Network. Choosing "LAN" mode connects you to a server's local
IP address. If you select "Internet" Mode, you will connect
to the server's WAN IP address (typically the address of
the user's _router_). In order for Internet mode to work
correctly, the selected port number chosen by the server user
must be exposed on the Internet, or be forwarded from their
router to the IP address of the computer running the server
program.
} "LAN" "Internet"]
foreach server server-info [
server-block: parse server " "
if ((form first server-block) = form value) [
b/text: server-block/1 show b
either mode = false [
remote-ip: server-block/2
] [
remote-ip: server-block/3
]
j/text: server-block/4
show j
p: open/lines rejoin [tcp:// remote-ip j/text]
z: 1
focus g
break
]
]
]
text "OR run as server:"
b: field 106 "Username"
text "Port: "
j: field 55 ":8080"
q: button 84 "Start Server" [
parse read http://guitarz.org/ip.cgi [
thru <title> copy p to </title>
]
parse p [thru "Your IP Address is: " copy wan-ip to end]
write/append servers rejoin [
b/text " " ; username
wan-ip " " ; wan ip
read join dns:// read dns:// " " ; local ip
j/text "^/" ; port
]
alert {
Server is running. Connections from clients running on
your Local Area Network should work without any problems.
If you want to accept connections from the Internet, and
you are connected by a router, then the port number you've
selected must be forwarded from your router to the IP
address of this computer (see portforward.com for more
information about forwarding ports).
}

```
```

    focus g
        p: first wait open/lines (join tcp:// j/text)
        z: 1
    ]
    return
    r: area 700x400 rate 4 feel [
        engage: func [f a e][
            if a = 'time and value? 'z [
                    if error? try [x: first wait p] [quit]
                    r/text: rejoin ["--> " x "^/" r/text]
                    show r
            ]
    ]
    ]
    return
    g: field 400 "Type message here, then press [ENTER]" [
        r/text: rejoin ["<-- " value "^/" r/text]
        show r
        insert p value
        focus face
    ]
    tabs 618
    tab
    button "Save Chat Text" [editor r/text]
    return
    ]

```

The following function converts number values to their spoken English equivalent (i.e., \(23482194=\) "Twenty Three million, Four Hundred Eighty Two thousand, One Hundred Ninety Four"). This code was created for a check writing application, but is perhaps useful elsewhere. The algorithm was partially derived from the article at http://www.blackwasp.co.uk/NumberToWords.aspx (C\# code):
```

REBOL [title: "Number Verbalize"]
verbalize: func [a-number] [
if error? try [a-number: to-decimal a-number] [
return "** Error ** Input must be a decimal value"
]
if a-number = O [return "Zero"]
the-original-number: round/down a-number
pennies: a-number - the-original-number
the-number: the-original-number
if a-number < 1 [
return join to-integer ((round/to pennies .01) * 100) "/100"
]
small-numbers: [
"One" "Two" "Three" "Four" "Five" "Six" "Seven" "Eight"
"Nine" "Ten" "Eleven" "Twelve" "Thirteen" "Fourteen" "Fifteen"
"Sixteen" "Seventeen" "Eighteen" "Nineteen"
]
tens-block: [
{ } "Twenty" "Thirty" "Forty" "Fifty" "Sixty" "Seventy" "Eighty"
"Ninety"
]
big-numbers-block: ["Thousand" "Million" "Billion"]
digit-groups: copy []
for i 0 4 1 [
append digit-groups (round/floor (mod the-number 1000))
the-number: the-number / 1000
]
spoken: copy ""
for i 5 1 -1 [
flag: false
hundreds: (pick digit-groups i) / 100
tens-units: mod (pick digit-groups i) 100
if hundreds <> 0 [

```
```

        if none <> hundreds-portion: (pick small-numbers hundreds) [
            append spoken join hundreds-portion " Hundred "
        ]
        flag: true
        ]
        tens: tens-units / 10
        units: mod tens-units 10
        if tens >= 2 [
            append spoken (pick tens-block tens)
        if units <> 0 [
                if none <> last-portion: (pick small-numbers units) [
                append spoken rejoin [" " last-portion " "]
            ]
            flag: true
        ]
        ]
        if tens-units <> 0 [
        if none <> tens-portion: (pick small-numbers tens-units) [
            append spoken join tens-portion " "
        ]
        flag: true
        ]
        if flag = true [
            commas: copy {}
            case [
                ((i = 4) and (the-original-number > 999999999)) [
                    commas: {billion, }
            ]
                ((i = 3) and (the-original-number > 999999)) [
                    commas: {million, }
                ]
                ((i = 2) and (the-original-number > 999)) [
                    commas: {thousand, }
                ]
        ]
        append spoken commas
        ]
    ]
    append spoken rejoin [
            "and " to-integer ((round/to pennies .01) * 100) "/100"
        ]
    return spoken
    ]
; HERE'S AN EXAMPLE OF HOW TO USE IT:
print verbalize ask "Enter a number to verbalize: "
halt

```

Here's a fun program that lets you record your voice or other sounds to be played as alarms for any number of multiple events. Save and Load event lists. All alarm sounds repeat until stopped. Record yourself saying 'wake up you lazy bum' or 'hey dude, get up and walk the dog', then set alarms to play those voice messages on any given day/time. If you set the alarm as a date/time, the alarm will go off only once, on that date. If you set the alarm as a time, the alarm will go off every day at that time. The .wav recording code is MS Windows only, but the program can play any wave file that is usable in REBOL:

REBOL [title: "Voice Alarms"]
lib: load/library \%winmm.dll
mci: make routine! [c [string!] return: [logic!]] lib "mciExecute"
write \%play-alarm.r \{
REBOL []
wait 0
the-sound: load \%tmp.wav
evnt: load \%event.tmp
```

    if (evnt = []) [evnt: "Test"]
    forever [
        if error? try [
                insert s: open sound:// the-sound wait s close s
    ] [
                alert "Error playing sound!"
        ]
        delay: :00:07
        s: request/timeout [
            join uppercase evnt " alarm - repeats until you click 'stop':"
            "Continue"
            "STOP"
        ] delay
        if s = false [break]
    ]
    }
current: rejoin [form now/date newline form now/time]
view center-face layout [
c: box black 400x200 font-size 50 current rate :00:01 feel [
engage: func [f a e] [
if a = 'time [
c/text: rejoin [form now/date newline form now/time]
show c
if error? try [
foreach evnt (to-block events/text) [
if any [
evnt/1 = form rejoin [
now/date {/} now/time
]
evnt/1 = form now/time
] [
if error? try [
save %event.tmp form evnt/3
write/binary %tmp.wav
read/binary to-file evnt/2
launch %play-alarm.r
] [
alert "Error playing sound!"
]
request/timeout [(form evnt/3) "Ok"] :00:05
]
]
] [] ; do nothing if user is manually editing events
]
]
]
h3 "Alarm Events (these CAN be edited manually):"
events: area ; {[8:00:00am %alarm1.wav "Test Alarm - DELETE ME"]}
across
btn "Record Alarm Sound" [
mci "open new type waveaudio alias wav"
mci "record wav"
request ["*** NOW RECORDING *** Click 'stop' to end:" "STOP"]
mci "stop wav"
if error? try [x: first request-file/file/save %alarm1.wav] [
mci "close wav"
return
]
mci rejoin ["save wav " to-local-file x]
mci "close wav"
request [rejoin ["Here's how " form x " sounds..."] "Listen"]
if error? try [
save %event.tmp "test"
write/binary %tmp.wav
read/binary to-file x
launch %play-alarm.r

```
```

        ] [
            alert "Error playing sound!"
        ]
    ]
    btn "Add Event" [
        event-name: request-text/title/default "Event Title:" "Event 1"
        the-time: request-text/title/default "Enter a date/time:" rejoin [
        now/date {/} now/time
        ]
    if error? try [set-time: to-date the-time] [
        if error? try [set-time: to-time the-time] [
                alert "Not a valid time!"
                break
        ]
    ]
    my-sound: request-file/title/file ".WAV file:"" %alarm1.wav
    if my-sound = none [break]
    event-block: copy []
    append event-block form the-time
    append event-block my-sound
    append event-block event-name
    either events/text = "" [spacer: ""][spacer: newline]
    events/text: rejoin [events/text spacer (mold event-block)]
    show events
    ]
    btn "Save Events" [
        write to-file request-file/file/save %alarm_events.txt events/text
    ]
    btn "Load Events" [
        if error? try [
        events/text: read to-file request-file/file %alarm_events.txt
        ] [return]
        show events
    ]
    ]

```

Here is a nice generic CGI example which demonstrates how to enter and decode both Get and Post data, slightly revised from the earlier examples in this text:
```

\#!./rebol276 -cs
REBOL[]
print "content-type: text/html^/"
either system/options/cgi/request-method = "POST" [
data: copy "" buffer: copy ""
while [positive? read-io system/ports/input buffer 16380][
append data buffer
clear buffer
]
] [
data: system/options/cgi/query-string
]
cgi: construct decode-cgi data
if (length? first cgi) < 2 [
print {
<FORM METHOD="post" ACTION="./test.cgi">
<CENTER>
<INPUT TYPE=hidden NAME=hiddenvalue VALUE="foo">
<INPUT TYPE=text size=50 name=text><BR><BR>
<TEXTAREA cols=75 name=message rows=5></textarea><br><br>
<INPUT TYPE="SUBMIT" NAME="Submit" VALUE="Submit">
</CENTER>
<FORM>
}
quit
]
print rejoin [

```
```

    cgi/hiddenvalue "<br><br>"
    cgi/text "<br><br>"
    "<pre>" cgi/message "</pre>"
    ]

```

Here is another version of Andreas Bolka's decode-multipart-form-data function (covered in the section of this tutorial about CGI programming):
```

decode-multipart-form-data: func [
p-content-type
p-post-data
/local list ct pd bd delim-beg delim-end mime-part ] [
list: copy []
if not found? find p-content-type "multipart/form-data" [ return list ]
ct: copy p-content-type
pd: copy p-post-data
bd: join "--" copy find/tail ct "boundary="
delim-beg: join crlf crlf
delim-end: rejoin [ crlf bd ]
mime-part: [
( ct-dispo: content: none ct-type: "text/plain" )
thru bd
thru "content-disposition: " copy ct-dispo to crlf
opt [ thru "content-type: " copy ct-type to crlf ]
thru delim-beg copy content to delim-end
( handle-mime-part ct-dispo ct-type content )
]
handle-mime-part: func [
p-ct-dispo p-ct-type p-content /local fieldname
] [
p-ct-dispo: parse p-ct-dispo [describe ;=" here]
fieldname: select p-ct-dispo "name"
append list to-set-word fieldname
either found? find p-ct-type "text/plain" [append list content][
append list make object! [
filename: select p-ct-dispo "filename"
type: copy p-ct-type
content: either none? p-content [ none ] [ copy p-content ]
]
]
]
use [ ct-dispo ct-type content ] [
parse/all pd [ some mime-part ]
]
return list
]
]

```

This is a set of scripts by Andrew Grossman and Luis Rodriguez Jurado which also work with form-multipart data (just an example - NOT necessary for production use if you have Andreas's function):
```

\#!c:/rebol.exe -cs
REBOL [
TITLE: "form-upload"
FILE: %form-upload.r
DATE: 29-April-2000
]
print "Content-Type: text/html^/^/"
print {
<form METHOD=POST ACTION="post.r"
    enctype="multipart/form-data">
Enter a description of the file:: <input TYPE=text

```
```

    SIZE=50 NAME=text><br>
    Select the file: <input TYPE=file SIZE=15
    NAME=myUpload><br><br><br>
    <input TYPE=submit VALUE="post.r">
    </FORM></INPUT>
}
\#!c:/rebol.exe -cs
REBOL [
Title: "multipart POST"
Date: 15-Sep-1999
Version: 1.2
File: %POST.r
Author: {Andrew Grossman (modified by: Luis Rodriguez J -
.29-April-2000)}
Email: [grossdog--dartmouth--edu]
Owner: "REBOL Technologies"
Purpose: {
To decode multipart encoded POST requests, including file uploads.
}
Usage: {
Call this file in your CGI scriptand do decode-multi with a
file argument of the directory where uploaded files will go and
a logic argument to set whether files will be given the field they
were uploaded as a name. Files are saved and variables are
decoded and set.
}
Notes: {
Fixed problem recognizing EOF.
Functionality is now rock solid. Function
calls won't change, so this is certainly useable.
See the comment in the decode-multi function if you need mime
types. Tested with MSIE and Netscape for Mac.
}
category: ['web 'cgi 'utility]
]
decode-multi: func [
file-dir [file!] {Directory in which to put uploaded files}
save-as-field [logic!] {save files as field name or uploaded filename}
/local str boundary done name file done2 content
][
if equal? system/options/cgi/request-method "POST" [
either not parse system/options/cgi/content-type
["multipart/form-data" skip thru {boundary=} skip some {-}
copy boundary to end]
str: make string! input do decode-cgi str][
str: make string! input
done: false
while [not done] [
name: make string! ""
str: make string! input
either equal? "" str [done: true] [
either parse/all str [skip thru {name="} copy name to {"}
skip thru {filename="} copy file to {"} skip to end] [
str: make string! input
if not equal? str "" [str: make string! input]
comment {if you need mime put "parse/all str [
"Content-Type:" skip copy mime to end
]" into the preceding if block.}
done2: false
content: make string! ""
while [not done2] [
content-length: to-integer system/options/cgi/content-length
str: make string! content-length
read-io system/ports/input str content-length
either d: find/reverse tail str boundary [
e: find/reverse tail copy/part str (index? d)
{^/}

```
```

                            content: copy/part str (index? e) - 2
        done2: true]
            [
            append content str
                ]
            ]
            if not none? file
    either save-as-field [name: dehex name write/binary
file-dir/:name content] [
file: dehex file write/binary file-dir/:file
content
]
]
][
parse str [skip thru {name="} copy name to {"}]
str: make string! input str: dehex make string! input
set to-word name str str: make string! input
]
]
]
]
]
]
decode-multi %. true

```

This is a slightly edited version of the 3D Maze program (raycasting engine) by Olivier Auverlot:
```

REBOL [title: "3D Maze - Ray Casting Example"]
px: 9 * 1024 py: 11 * 1024 stride: 2 heading: 0 turn: 5
laby: [
[ [ 8 7 8 7 7 8 7 8 8 7 8 7 7 8 7 ]
[ 7 0 0 0 0 0 0 0 13 0 0 8 ]

```

```

    [ 7 0 0 0 12 0 4 0 13 0 0 8 ]
    [ [ 8 0 4 111 11 00 3 0 0 0 0 0 7 ]
    [ 7 0 3 0 12 3 4 4 3 4 4 3 0 8 8 ]
    [ 8 0 4 0 0 0 3 00 3 0 0 0 7 ]
    [ 7 0 3 0 0 0 4 4 0 4 0 9 8 8 ]
    [ 8 0 4 4 0 0 0 0 0 0 0 0 0 0 7 ]
    [ 7 0 5 6 5 5 6 0 0 0 0 0 0 8 ]
    [ 8 0 0 0 0 0 0 0 0 0 0 0 7 7 ]
    [ 8 7 7 8 7 8 7 8 8 7 8 7 7 8 7 ]
    ]
ctable: []
for a 0 (718 + 180) 1 [
append ctable to-integer (((cosine a ) * 1024) / 20)
]
palette: [
0.0.128 0.128.0 0.128.128
0.0.128 128.0.128 128.128.0 192.192.192
128.128.128 0.0.255 0.255.0 255.255.0
0.0.255 255.0.255 0.255.255 255.255.255
]
get-angle: func [ v ] [ pick ctable (v + 1) ]
retrace: does [
clear display/effect/draw
xy1: xy2: 0x0
angle: remainder (heading - 66) }72
if angle < 0 [ angle: angle + 720 ]
for a angle (angle + 89) 1 [
xx: px
yy: py
stepx: get-angle a + 90
stepy: get-angle a
1: 0

```
```

        until [
            xx: xx - stepx
            yy: yy - stepy
            1: l + 1
            column: make integer! (xx / 1024)
            line: make integer! (yy / 1024)
            laby/:line/:column <> 0
    ]
    h: make integer! (1800 / 1)
    xy1/y: 200 - h
    xy2/y: 200 + h
    xy2/x: xy1/x + 6
    color: pick palette laby/:line/:column
    append display/effect/draw reduce [
            'pen color
            'fill-pen color
            'box xy1 xy2
        ]
        xy1/x: xy2/x + 2 ; set to 1 for smooth walls
    ]
    ]
player-move: function [ /backwards ] [ mul ] [
either backwards [ mul: -1 ] [ mul: 1 ]
newpx: px - ((get-angle (heading + 90)) * stride * mul)
newpy: py - ((get-angle heading) * stride * mul)
c: make integer! (newpx / 1024)
l: make integer! (newpy / 1024)
if laby/:l/:c = 0 [
px: newpx
py: newpy
refresh-display
]
]
evt-key: function [ f event ] [] [
if (event/type = 'key) [
switch event/key [
up [ player-move ]
down [ player-move/backwards ]
left [
heading: remainder (heading + (720 - turn)) 720
refresh-display
]
right [
heading: remainder (heading + turn) }72
refresh-display
]
]
]
event
]
insert-event-func :evt-key
refresh-display: does [
retrace
show display
]
screen: layout [
display: box 720x400 effect [
gradient 0x1 0.0.0 128.128.128
draw []
]
edge [
size: 1x1
color: 255.255.255
]
]
refresh-display
view screen

```

Here are a couple tiny utility scripts that I found useful:
```

; to replace a specific string inside special characters:
code: "text1 <% replace this %> text3"
replace code "<% replace this %>" "<% text2 %>"
print code
; to replace everything between special characters:
code: "text1 <% replace this %> <% replace this %> text3"
parse/all code [
any [thru "<%" copy new to "%>" (replace code new " text2 ")] to end
]
print code

```

This script demonstrates how to insert a string into a file at a found position:
```

REBOL []
file: %mp3.html
a-string: {<BODY bgcolor="\#C8C8C8">}
; first way:
write file read http://re-bol.com/examples/mp3.html
content: read file
insert (skip find content a-string length? a-string) trim {
<center><h1>MP3 Example!</h1></center>}
write file content
editor file
; second way:
write file read http://re-bol.com/examples/mp3.html
content: read file
begin: (index? find content a-string) + (length? a-string)
altered: rejoin [
(copy/part content begin)
{<center><h1>MP3 Example!</h1></center>}
(at content begin)
]
write file altered
editor file

```

This code determines the operating system you're running:
```

switch system/version/4 [
2 [print "OSX"]
3 [print "Windows"]
4 [print "Linux"]
7 [print "FreeBSD"]
8 [print "NetBSD"]
9 [print "OpenBSD"]
10 [print "Solaris"]
] [alert "Can't be dertermined"]

```

Here's a CGI program I keep on my web server to delete masses of email which contain any given "spam" text:
```

\#! /home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"Remove Emails"</TITLE></HEAD><BODY>]
spam: [
{Failure} {Undeliverable} {failed} {Returned Mail} {not be delivered}
{mail status notification} {Mail Delivery Subsystem} {(Delay)}
]
print "logging in..."
mail: open pop://user:pass@site.com
print "logged in"
while [not tail? mail] [
either any [
(find first mail spam/1) (find first mail spam/2)
(find first mail spam/3) (find first mail spam/4)
(find first mail spam/5) (find first mail spam/6)
(find first mail spam/7) (find first mail spam/8)
][
remove mail
print "removed"
][
mail: next mail
]
print length? mail
]
close mail
print [</BODY></HTML>]
halt

```

The following utility script takes an input string and returns and HTML string with all the web URLs appropriately wrapped as links:
```

bb: "some text http://guitarz.org http://yahoo.com"
bb_temp: copy bb
append bb_temp " " ; in case the URL doesn't have a trailing space
append bb-" "
parse bb [any [thru "http://" copy link to " " (
replace bb_temp (rejoin [{http://} link]) (rejoin [
{<a href="} {http://} link {" target=_blank>http://}
link {</a>}]))] to end
]
bb: copy bb_temp
print bb

```

I use the following utility CGI script to copy entire directories of files from one web server to another:
```

\#!/home/path/public_html/rebol/rebol -cs
REBOL []
print "content-type: text/html^/"
print [<HTML><HEAD><TITLE>"wgetter"</TITLE></HEAD><BODY>]
foreach file (read ftp://user:pass@site.com/public_html/path/) [
print file
print <BR>
write/binary (to-file file)
(read/binary (to-url (rejoin [http://site.com/path/ file])))
]
print [</BODY></HTML>]

```

I use this next script to make sure that there are no files chmod 777 on my webservers. Built in is a routine that writes the name of every folder and every file on my server, to a text file. I run this one in the CGI console, with a "do chmod777to555.r":
```

REBOL [title: "chmod777to555"]
start-dir: what-dir
all-files: to-file join start-dir %find777all.txt
write all-files ""
recurse: func [current-folder] [
out-data: copy ""
write/append all-files rejoin["CURRENT_DIRECTORY: " what-dir newline]
call/output {ls -al} out-data
write/append all-files join out-data newline
foreach item (read current-folder) [
if dir? item [
change-dir item
recurse %.\
change-dir %..\
]
]
]
recurse %.\
file-list: to-file join start-dir %found777.txt
write file-list ""
current-directory: ""
foreach line (read/lines all-files) [
if find line "CURRENT_DIRECTORY: " [
current-directory: line
]
if find line "rwxrwxrwx" [
write/append file-list rejoin [
(find/match current-directory "CURRENT_DIRECTORY: ")
(last parse/all line " ")
]
write/append file-list newline
]
]
foreach file (read/lines file-list) [
call rejoin [{chmod 755 } (to-local-file file)]
]

```

I've used variations of the following script to rename all the files with a given extension in a folder, to a different extension. The script copies all the files to the same name, without any extension at all:
```

foreach file read %. [
if (suffix? file) = %.src [
write (to-file first parse file ".")(read to-file file)
]
]

```

I use the following script to keep my collection of Haxe language libraries up to date:
```

REBOL []
write %haxelibs.txt read http://lib.haxe.org/files/
the-list: read/lines %haxelibs.txt

```
```

clean: copy []
foreach line the-list [
x: (parse/all form (find line ".zip") ">")
if (length? x) > 2 [
y: parse form second x "<"
append clean first y
]
]
errors: copy []
make-dir %haxelibs
change-dir %haxelibs
save %list.txt clean ; comment this if you need to edit list.txt
downloaded: read %.
foreach file clean [
if not (find downloaded (to-file file)) [
either error? try [
size? (join http://lib.haxe.org/files/ file)
] [
print join "ERROR: " file
append errors file
] [
print rejoin [
{Downloading: } file { (}
size? (join http://lib.haxe.org/files/ file) { kb)}
]
if error? try [
write/binary
(to-file file)
(read/binary (join http://lib.haxe.org/files/ file))
] [
print join "ERROR: " file
append errors file
]
]
]
]
save %haxe_lib_download_errors.txt errors
print "Done."
halt

```

I use the following line to view/edit the code of script which has been run directly from a zip file (compressed folder) in Windows:
```

editor to-file request-file system/script/path

```

Here's how to refer to widgets in the main window pane of a GUI window:
```

foreach item system/view/screen-face/pane/1/pane [
remove find system/view/screen-face/pane/1/pane item
; this removes all widgets
]

```

Here is a Windows API function to use MCI functions:
```

mciSendString: make routine! [
command [string!]
rStr [string!]
cchReturn [integer!]
hwndCallBack [integer!]
return: [integer!]
] lib "mciSendStringA"

```

The following scripts demonstrate several different ways to run the code from the action block of another widget (i.e., to simulate mouse clicks or other actions on any given face). To understand more, run "source do-face" and "source do-face-alt" in the REBOL console to see how the "do-face" and "do-alt-face" functions work:
```

view layout [
button1: btn "Button 1" [alert "Button 1 action block has been run."]
btn "Button 2" [do-face button1 1]
]
view layout [
b1: btn "B1" [alert "B1 left click"] [alert "B1 right click"]
btn "B2" [do-face b1 1] [do-face-alt b1 1]
]
view layout [
button1: btn "Button 1" [alert "Button 1 action block has been run."]
btn "Button 2" [button1/action button1 none]
; "button1 none" in the line above releases the down state of the btn
]

```

The following script from http://www.pat665.free.fr/gtk/rebol-view.html demonstrates another way to do the same thing:
```

view layout [
b: button "Test" [print "Test pressed"]
button "In" [b/state: true show b]
button "Out" [b/state: false show b]
a: button "Action" [
b/feel/engage :b 'down none
b/feel/engage :b 'up none
a/state: false show a ; Not sure why this line is needed...
]
]

```

Here's a 92 character version of the classic "FizzBuzz" program:
```

repeat i 100[j:""if i // 3 = O[j:"fizz"]if i // 5 = 0
[j: join j"buzz"]if j =""[j: i]print j]

```

Here is a version of the Windows webcam program from earlier in this tutorial. This version was written for REBOL/face, and includes all the common avicap32.dll constants. It also contains the "do" files required in REBOL/face (they should be deleted if using REBOL/view). It also contains a function that can be used to hide and unhide windows:
```

REBOL []
do %gfx-colors.r
do %gfx-funcs.r
do %view-funcs.r

```
do \%view-images.r
do \%view-styles.r
do \%view-request.r
do \%view.r
```

;WM CAP START: 0x400
;WM_START: to-integer \#\{00000400\}
WM_CAP_START: 1024
WM $^{-}$CAP UNICODE START: WM CAP START +100
WM CAP PAL SAVEA: WM CAP_START +81
WM_CAP_PAL_SAVEW: WM_CAP_UNICODE_START + 81
WM_CAP_UNICODE_END: $\bar{W} M \_C \overline{A P}$ _PAL_SĀVEW
WM-CAP-ABORT: $\overline{\mathrm{W}} \mathrm{M}$ CAP START ${ }^{-}+6 \overline{9}$
WM_CAP_DLG_VIDEOCOMPRESSION: WM_CAP_START + 46
WM CAP DLG-VIDEODISPLAY: WM CAP_START +43
WM_CAP_DLG_VIDEOFORMAT: WM_工̄AP_S̄TART +41
WM-CAP ${ }^{-} \mathrm{DLG}^{-}$VIDEOSOURCE: $\mathrm{WM}^{-} \mathrm{CAP}^{-}$START +42
WM ${ }^{-}$CAP ${ }^{-}$DRIV̄ER CONNECT: WM $\bar{C} A P$ START +10
WM_CAP_DRIVER_DISCONNECT: WM_CAP_START + 11
WM_CAP_DRIVER_GET_CAPS: WM_CAP_START + 14
WM ${ }^{-} \mathrm{CAP}^{-}$DRIVER_GET-NAMEA: WM CAP START +12
WM_CAP DRIVER_GET_NAMEW: WM_CAP UNICODE START + 12
WM_CAP_DRIVER_GET_VERSIONA: WM_CAP_START + 13
WM_CAP_DRIVER_GET_VERSIONW: WM_CAP_UNICODE_START +13
WM_CAP_EDIT_COPY: ${ }^{-}$WM_CAP_START ${ }^{-}+3 \overline{0}$
WM CAP END: WM CAP UÑICODE END
$\mathrm{WM}^{-} \mathrm{CAP}$ FILE AL $\bar{L} O C A \bar{T} E: ~ W M ~ C \bar{A} P ~ S T A R T+22$
WM_CAP_FILE_GET_CAPTURE_FILEA: WM_CAP_START +21
WM_CAP_FILE_GET_CAPTURE_FILEW: WM_CAP_UNICODE_START + 21
WM CAP FILE_SAVEASA: WM-CAP START ${ }^{-}+2 \overline{3}$
WM CAP FILE_SAVEASW: WM-CAP UNICODE START +23
WM_CAP_FILE_SAVEDIBA: WM_CAP_START +25
WM_CAP_FILE_SAVEDIBW: WM_CAP_UNICODE_START + 25
WM ${ }^{-}$CAP FILE ${ }^{-}$SET CAPTURE $\bar{F}$ ILEA $: ~ W M ~ C A \bar{P}$ START +20
WM_CAP_FILE_SET_CAPTURE_FILEW: WM_CAP_UNICODE_START +20
WM CAP FILE SETIINFOCHUNK: WM CAP-START + 24
WM_CAP_GET_ĀUDIOFORMAT: WM_CAP_STARRT + 36
WM_CAP_GET_CAPSTREAMPTR: WM_CAP_START + 1
WM_CAP_GET_MCI_DEVICEA: WM_C̄AP_STTART +67
$\mathrm{WM}^{-} \mathrm{CAP}^{-} \mathrm{GET}^{-} \mathrm{MCI}$ DEVICEW: WM CAP UNICODE START +67
WM_CAP_GET_SEQUENCE_SETUP: WM_CAP_START + 65
WM_CAP_GET_STATUS: WM CAP START + 54
WM-CAP_GET_USER DATA: WM C̄AP START +8
$\mathrm{WM}^{-} \mathrm{CAP}^{-} \mathrm{GET}^{-}$VIDE $\overline{\mathrm{O} F O R M A T: ~ \bar{W} M} \mathrm{CA} \overline{\mathrm{P}}$ START +44
WM_CAP_GRAB_FRAME: WM_CAP_- ${ }^{-} T A R T+60$
WM_CAP_GRAB_FRAME_NOSTOP: WM_CAP_START + 61
WM ${ }^{-}{ }^{-1}{ }^{-}$PAL $\bar{A} U T O C R E A T E: ~ W M ~ C A \bar{P} S T \bar{A} R T+83$
WM_CAP_PAL_MANUALCREATE: $\bar{W} M \_C \bar{A} P$ START +84
WM_CAP_PAL_OPENA: WM_CAP_START $\mp 80$
WM_CAP_PAL_OPENW: WM_CAP_UNICODE_START + 80
$\mathrm{WM}^{-} \mathrm{CAP}^{-}$PAL ${ }^{-}$PASTE: $\mathrm{WM}^{-}{ }^{-} \mathrm{CAP}^{-}$START $+{ }^{-} 82$
WM_CAP_SEQUENCE: WM_CAP_START + 62
WM_CAP_SEQUENCE_NOFILE: ${ }^{-}$WM_CAP_START +63
WM_CAP_SET_AUDIOFORMAT: WM_CAP_START +35
WM CAP SET CALLBACK CAPCONTROL: WM CAP START +85
WM_CAP_SET_CALLBACK_ERRORA: WM CAP ${ }^{-}$START +2
WM_CAP_SET_CALLBACK_ERRORW: WM_CAP_UNICODE_START +2
WM_CAP_SET_CALLBACK_FRAME: WM_CAP_START + $\overline{5}$
WM CAP SET CALLBACK STATUSA: WM CĀP START + 3
$\mathrm{WM}^{-} \mathrm{CAP}^{-} \mathrm{SET}^{-} \mathrm{CALLBACK}{ }^{-}$STATUSW: WM_CAP_UNICODE_START +3
WM_CAP_SET_CALLBACK_VIDEOSTREAM: WM_CAP_START + 6
WM_CAP_SET_CALLBACK_WAVESTREAM: WM_工̄AP_START + 7
WM_CAP_SET_CALLBACK_YIELD: WM_CAP_START +4
$\mathrm{WM}^{-} \mathrm{CAP}^{-} \mathrm{SET}^{-} \mathrm{MCI} \mathrm{DEVI} \overline{\mathrm{C} E A: ~ W M} \mathrm{CAP}$ STĀRT +66
WM_CAP_SET_MCI_DEVICEW: WM_CAP_UNICODE_START + 66

```
```

WM_CAP_SET_OVERLAY: WM_CAP_START + 51
WM_CAP_SET_PREVIEW: WM_CAP_START + 50
WM-CAP-SET_PREVIEWRATE: WM-CAP_START + 52
WM_CAP_SET-SCALE: WM CAP START + }5
WM CAP - SET SCROLL: WM CA\overline{P}}\mathrm{ START + 55
WM_CAP_SET_SEQUENCE_SETUP: WM_CAP_START + 64
WM_CAP_SET_USER_DAT\overline{A}: WM_CAP_\overline{START + 9}
WM-CAP-SET_VIDEO
WM CAP - SIN\overline{GLE FRAME: WM CA\overline{P}}\mathrm{ STA}\overline{R}T + }7
WM_CAP_SINGLE_FRAME_CLOSE: WMM_CAP_START + 71
WM_CAP_SINGLE_FRAME_OPEN: WM_\overline{CAP_STSART + 70}
WM_CAP_STOP: WMMCAP_START + \overline{6}
avicap32.dll: load/library %avicap32.dll
user32.dll: load/library %user32.dll
; Hide rebface console:
get-focus: make routine! [return: [int]] user32.dll "GetFocus"
hwnd-hide-console: get-focus
hide-window: make routine! [
hwnd [int]
a [int]
return: [int]
] user32.dll "ShowWindow"
hide-window hwnd-hide-console 0
view/new center-face layout/tight [
image 320x240
across
btn "Take Snapshot" [
sendmessage cap-result WM_CAP_GRAB_FRAME_NOSTOP O 0
sendmessage-file cap-resul}t WM_CAP_FILE_\overline{SAVEDIBA 0 "scrshot.bmp"
]
btn "Exit" [
sendmessage cap-result WM_CAP_END O O
sendmessage cap-result WM_CAP_DRIVER_DISCONNECT 0 0
free user32.dll
quit
]
]
; Set window title:
set-caption: make routine! [
hwnd [int]
a [string!]
return: [int]
] user32.dll "SetWindowTextA"
hwnd-set-title: get-focus
set-caption hwnd-set-title "Web Camera"
find-window-by-class: make routine! [
ClassName [string!]
WindowName [integer!]
return: [integer!]
] user32.dll "FindWindowA"
hwnd: find-window-by-class "REBOLWind" 0
cap: make routine! [
cap [string!]
child-val1 [integer!]
val2 [integer!]
val3 [integer!]
width [integer!]
height [integer!]
handle [integer!]
val4 [integer!]

```
```

    return: [integer!]
    ] avicap32.dll "capCreateCaptureWindowA"
sendmessage: make routine! [
hWnd [integer!]
vall [integer!]
val2 [integer!]
val3 [integer!]
return: [integer!]
] user32.dll "SendMessageA"
sendmessage-file: make routine! [
hWnd [integer!]
val1 [integer!]
val2 [integer!]
val3 [string!]
return: [integer!]
] user32.dll "SendMessageA"
cap-result: cap "cap" 1342177280 0 0 320 240 hwnd 0
; 1342177280 in the line above is the value I got from
; BitOR(WS_CHILD,WS_VISIBLE) in two seperate development environments,
; but not sure if i\overline{t will always hold true.}
sendmessage cap-result WM_CAP_DRIVER_CONNECT O 0
sendmessage cap-result WM_CAP_SET_SCALE 1 0
sendmessage cap-result WM_CAP_SET_OVERLAY 1 0
sendmessage cap-result WM_CAP_SET_PREVIEW 1 0
sendmessage cap-result WM_CAP_SET_PREVIEWRATE 1 0
do-events

```

Here's one final version of the web cam program, with a nicer save feature. In order for the save routine to work properly, this code should be saved to a .r script and run from there:
```

REBOL []
avicap32.dll: load/library %avicap32.dll
user32.dll: load/library %user32.dll
get-focus: make routine! [return: [int]] user32.dll "GetFocus"
set-caption: make routine! [
hwnd [int] a [string!] return: [int]
] user32.dll "SetWindowTextA"
find-window-by-class: make routine! [
ClassName [string!] WindowName [integer!] return: [integer!]
] user32.dll "FindWindowA"
sendmessage: make routine! [
hWnd [integer!] vall [integer!] val2 [integer!] val3 [integer!]
return: [integer!]
] user32.dll "SendMessageA"
sendmessage-file: make routine! [
hWnd [integer!] vall [integer!] val2 [integer!] val3 [string!]
return: [integer!]
] user32.dll "SendMessageA"
cap: make routine! [
cap [string!] child-val1 [integer!] val2 [integer!] val3 [integer!]
width [integer!] height [integer!] handle [integer!]
val4 [integer!] return: [integer!]
] avicap32.dll "capCreateCaptureWindowA"
view/new center-face layout/tight [
image 320x240
across
btn "Take Snapshot" [
sendmessage cap-result 1085 0 0
sendmessage-file cap-result 1049 0 "scrshot.bmp"
save-path: first split-path system/options/script
view/new center-face layout [

```
```

        image load join save-path %scrshot.bmp
        btn "save" [
            (write/binary
                        to-file pp: request-file/save/file %photol.bmp
                    read/binary join save-path %scrshot.bmp
                )
                alert join "Saved " pp
                unview
                ]
        ]
    ]
    btn "Exit" [
        sendmessage cap-result 1205 0 0
        sendmessage cap-result 1035 0 0
        free user32.dll
        quit
    ]
    ]
hwnd-set-title: get-focus
set-caption hwnd-set-title "Web Camera" ; title bar
hwnd: find-window-by-class "REBOLWind" 0
cap-result: cap "cap" 1342177280 0 0 320 240 hwnd 0
sendmessage cap-result 1034 0 0
sendmessage cap-result 1077 1 0
sendmessage cap-result 1075 1 0
sendmessage cap-result 1074 1 0
sendmessage cap-result 1076 1 0
do-events

```

This is a sound synthesizing example derived from the quick hack demo by Cyphre:
```

REBOL []
wait 0
octave: ["c" "cs" "d" "ds" "e" "f" "fs" "g" "gs" "a" "as" "b" "c"]
notes: copy []
oct: -1
repeat n 12 * 6 [
if (n - 1 // 12 + 1) = 1 [oct: oct + 1]
insert tail notes reduce [
to-word join pick octave n - 1 // 12 + 1 oct 440 / (
2 ** ((46 - n) / 12)
)
]
]
make-sound: func [type freq ln /local tone freq2 result] [
switch type [
square [
freq: to-integer 22050 / freq
tone: head insert/dup copy \#{} to-char 0 freq
result: copy \#{}
freq2: to-integer freq / 2
repeat n freq2 [
poke tone n to-char 0
poke tone n + freq2 to-char 255
]
insert/dup result tone ln / freq
return result
]
]
]
make-pattern: func [
tracks
/local out snd-tracks t tempo mix
] [
out: make sound [

```
```

        rate: 22050
        channels: 1
        bits: 8
        volume: 0.5
        data: #{}
    ]
    snd-tracks: copy []
    loop (length? tracks) / 2 [
        insert tail snd-tracks copy #{}
    ]
    t: 0
    tempo: (60 / 120) ; SET THE TEMPO HERE
    foreach [inst track] tracks [
        t: t + 1
        repeat n length? track [
            either track/:n = 'xx [
                insert/dup tail
                        snd-tracks/:t to-char 128 to-integer 22050 * tempo / 4
                ] [
                    insert tail snd-tracks/:t
                    make-sound inst select notes
                        track/:n to-integer 22050 * tempo / 4
        ]
        ]
    ]
    out/data: head insert/dup copy #{} to-char 0 length? snd-tracks/1
    mix: array/initial length? snd-tracks/1 0
    foreach track snd-tracks [
        repeat n length? snd-tracks/1 [
            poke mix n mix/:n + track/:n
        ]
    ]
    repeat n length? snd-tracks/1 [
        poke out/data n to-char to-integer mix/:n / ((length? tracks) / 2)
    ]
    return out
    ]
soundtrack: make sound [
rate: 22050
channels: 1
bits: 8
volume: 0.5 ; SET THE VOLUME HERE
data: \#{}
]
; Here are the notes to be played. All tracks should have the same
; number of notes. The note names for the musical alphabet are:
; c2 cs2 d2 ds2 e2 f2 fs2 g2 gs2 a2 as2 b2. Use "xx" for rests.
tracks-1: [
square [
c1 cs1 d1 ds1 e1 f1 fs1 g1 gs1 a1 as1 b1
c1 xx cs1 xx d1 xx ds1 xx e1 nx f1 mx fs1 mx
g1 xx gs1 xx a1 xx as1 xx b1
]
square [
e2 f2 fs2 g2 gs2 a2 as2 b2 c3 cs3 d3 ds3
e2 xx f2 xx fs2 mx g2 xx gs2 xx a2 mx as2 xx
b2 xx c3 xx cs3 xx d3 xx ds3
]
]
; This initiates the playing:

```
```

p1: make-pattern tracks-1
insert/dup tail soundtrack/data p1/data 2
; p2: make-pattern tracks-2
; insert/dup tail soundtrack/data p2/data 1
; the last \# is the number of times to repeat the soundtrack
sp: open sound://
insert sp soundtrack
; Here are some start-stop controls:
ask "press enter to quit"
; wait sp
close sp

```

This script by Volker Nitsch demonstrates how to use the "set-it" func of the GUI list style:
```

stuff: copy []
view layout [
lst: list [across info info] 400x400 supply [
either count > length? stuff [face/text: "" face/image: none] [
lst/set-it face stuff index count
]
]
with [probe words source set-it] ; get some hints
button "add now" [
append/only stuff reduce [mold 1 + length? stuff mold now/time]
show lst
]
]

```

The following code demonstrates how to check for async keystrokes (including arrow keys) in the REBOL shell:
```

print ""
p: open/binary/no-wait console://
q: open/binary/no-wait [scheme: 'console]
forever [
if not none? wait/all [q :00:00.30] [
wait q
qq: to string! copy q
probe qq
]
]

```

Don't forget to look at all the scripts at rebol.org - not just in the scripts section, but also in the email and AltME archives. It's a treasure trove of working code examples and answers to virtually any coding problem!

\section*{12. Learning More About REBOL - IMPORTANT DOCUMENTATION LINKS}

A very old edition of this text with several hundred screen shot images is available at http://musiclessonz.com/rebol tutorial-images.html). If you're completely new to programming, that text may offer some helpful simple perspective.

The tutorial at http://www.rebol.com/docs/rebol-tutorial-3109.pdf provides a nice summary of fundamental concepts. It's a great document to read next. To learn REBOL in earnest, read the REBOL core users manual: http://rebol.com/docs/core23/rebolcore.html. It covers all of the data types, built-in word functions and ways of dealing with data that make up the REBOL/Core language (but not the graphic extensions in View). It also includes many basic examples of code that you can use in your programs to complete common programmatic tasks. Also, be sure to keep the REBOL function dictionary handy whenever you write any REBOL code: http://rebol.com/docs/dictionary.html. It defines all the words in the REBOL
language and their specific syntax use. The dictionary is also helpful in cross-referencing function words that do related actions in the language (great when you can't remember a function name you're looking for). Along the way, read the REBOL View and VID documents at: http://rebol.com/docs/easy-vid.html , http://rebol.com/docs/view-guide.html , http://rebol.com/docs/view-system.html , http://www.rebol.com/howto/feel.html , http://www.pat665.free.fr/gtk/rebol-view.html , and run the script at http://www.rebol.org/download-a-script.r?script-name=vid-usage.r. Those documents explain how to write Graphical User Interfaces in REBOL. Once you've got an understanding of the grammar and vocabulary of the language, dive into the REBOL cookbook: http://www.rebol.net/cookbook/. It contains many simple and useful examples of code needed to create real-world applications. When you've read all that, finish the rest of the documents at http://rebol.com/docs.html.

Beyond the basic documentation, there is a library of hundreds of commented REBOL scripts at http://rebol.org. There's also a searchable archive of the mailing list and AltME (community forum) containing several hundred thousand posts at rebol.org. That archive contains answers to many thousands of questions encountered by REBOL programmers. Rebol.org is an essential resource! There are numerous other web sites such as http://www.codeconscious.com/rebol, http://www.rebolforces.com (duplicated at http://www.rebolplanet.com), http://www.reboltech.com/library/library.html, http://www.fm.vslib.cz/~ladislav/rebol, http://www.compkarori.com/vanilla/display/index, http://www.rebol.net, http://reboltutorial.com, http://blog.revolucent.net/search/label/REBOL, http://www.reboltalk.com/forum, http://anton.wildit.net.au/rebol, http://rebolweek.blogspot.com, http://groups-beta.google.com/group/Rebol, and rebolfrance (translated by Google) that provide more help in understanding and using the language. Don't miss Carl Sassenrath's personal blog, discussions about REBOL3, alpha downloads of REBOL3, and REBOL3 documentation. For a complete list of all web pages and articles related to REBOL, see http://dmoz.org/Computers/Programming/Languages/REBOL/.

Don't forget to click the rebsite icons in the "REBOL" and "Public" folders, right in the desktop of the REBOL interpreter. Right-click any of the hundreds of individual program icons and select "edit" to see the code for any example. That's a great way to see how to do things in REBOL.

\section*{13. Beyond REBOL}

Modern computers are complex systems built upon multiple layers of technology. The physical hardware (CPU, RAM memory, hard drive, keyboard, mouse, monitor, etc.) form the foundation. The operating system (Windows, Mac, Linux, etc.) manages that hardware, enables software drivers, provides a common user interface, and provides many basic facilities to make the whole system useful (file management, connection to network protocols, etc.). Software built upon the fundamental components in the operating system make more specific applications possible (word processors, games, etc). In our modern world, many of the applications we use are built upon multiple software layers, on top of the already complex foundation. The Internet is made up of many types of hardware systems, running many different operating systems, connected by compatible network protocols, running many different web and email server programs, storing information via database programs of all types, etc. All those layers work together to serve data via generally compatible formats (HTML files containing page layouts, standard image types such as .jpg and .gif, standard sound formats such as .mp3 and .wav, and standard video formats such as Flash). That's all accessed by a variety of different web browser programs, email clients, cell phone apps, etc., which connect to those standard protocols through the OS, and read/save info in those formats. On top of that complex structure, languages like Javascript run within web browser software to control data which appears on web pages. Languages like PHP and others run on web server software to control how they output data.

REBOL is a language that operates at many of those levels. It can run as a browser plug-in to control data display in web pages. It can run on a web server to build and serve web sites. It neatly "wraps" up most common functions that various operating systems enable, to provide file handling, network control, and other system level facilities. It provides a single, simple format that lets you talk to all different computers in the same ways, at all those levels. It's got it's own way of speaking that is different from many other languages. That grammar and vocabulary is called the "API". If you continue to pursue programming in various environments, you'll encounter many different language APls which, in the end, do most of the same things as REBOL, but which use very different approaches to grammar and syntax. Eventually, you'll learn to deal with the raw API of the operating system (using native language compilers, DLLs, and other native interfaces). The operating system API is the base language that most other languages are actually translating to. Because the operating system needs to access the computer hardware quickly, it is written in a "lower level" language - one that is formatted to think more like the computer's raw calculations, and less like human speech.

With REBOL, you can do most typical things that programmers want to do, but there are many functions in the various operating system APIs that aren't included (i.e., web cam access, sound input, low level hardware control, etc.). To do that, be prepared to explore the raw operating system API, and the language (s) in which it was written. On Windows, Unix, Macintosh, and other platforms, that typically means learning
the syntax and structure of the " C " and " \(\mathrm{C}++\) " languages. Also, learning common methods for accessing shared code files such as .dll's is very important. Once you've learned the full REBOL API, that's a good direction to take in your studies.

Other favorite programming languages of this author, which pack a lot of computing punch, like Rebol, include:
1. Haxe/Neko - compiles your code to several different languages/platforms. It runs on Windows, Mac, and Linux, using the exact same code. It contains the entire Flash Actionscript3 API, and can compile directly to standard .swf files, which makes it extraordinarily powerful for creating multimedia applications, for use in both online and desktop applications. Haxe can compile to the Neko virtual machine, for use in server and desktop applications. Neko applications can be converted directly to native Windows, Mac and Linux executables. Haxe can also compile directly to Javascript, PHP, and C++ code, all using the exact same core language. It uses a traditional syntax familiar to those who know Java and C++. It's a very small download, runs extremely fast, is free/open source, and is very stable. Haxe is a great tool to compliment REBOL, because it's strengths cover some of REBOL's weaknesses (Flash multimedia development and integration with other popular high level and low level development tools). Mtasc is another free Flash compiler, created by the same person as Haxe. It's older, but may be useful if you want to compile code written in the Actionscript2 API. Openlaszlo is one more free, cross-platform tool for those interested in developing rich multimedia web applications. It has its own language implementation (different from the Flash Actionscript API), but can compile the exact same code to either Flash or DHTML, so applications written in Openlaszlo can run in virtually any web environment.
2. JAVA - The most popular programming language around. If you want a job programming, JAVA should be in your short list of languages to learn. Programs written in JAVA can run on Windows, Mac, Linux, cell phones, web browsers, and most other modern operating platforms, using the same code. JAVA has tens of millions of users, so support for it is enormous, and integration with other tools is ubiquitous. The overwhelming majority of desktop computers already have the JAVA virtual machine installed, and you can accomplish just about any programming goal with JAVA tools. One down side of JAVA is that it's much larger and more complex (both in language structure and download size) than REBOL and other tools. You'll need to learn more about traditional object oriented design patterns to work with JAVA.
3. Python - Another very popular free/open source programming tool that runs on most operating systems. It's smaller and easier to learn than JAVA, but is still powerful and has strong support around the world. It's great for creating web site scripts as well as desktop apps of all sorts. Python covers much of the same problem domain, and has some size/simplicity features similar to REBOL (although REBOL is much smaller and simpler to use :).
4. Purebasic - A nice compiler that creates very small and fast native applications for Windows, Mac, and Linux. It's not free, but it is inexpensive, and upgrades are free for life. Purebasic offers many of the benefits of programming with lower level languages such as assembler and C/C++ (execution speed, and access to low level optimization). It comes with a very nice integrated development environment and makes use of a friendly and very productive cross platform language implementation.
5. Autolt - The unique characteristic of Autoit is that it includes many built-in functions to control other Windows programs. You can programatically push buttons, type text, select menu items, choose items from lists, etc. in any program window, as if those actions had been performed by a user clicking and typing on screen. This allows you to automate and speed up repetitive routines, and to customize the use of existing applications. Autolt is extremely simple to learn, it's free and quick to download/install, has a large user base, easily compiles scripts to standard .exe programs, and is a powerful general purpose scripting language that can be used to create all types of applications for Windows.
6. If your goal is to work as a commercial programmer, you should become fluent with the most popular tools. To work with development teams, you need to know the language(s) they use. The list at http://www.tiobe.com/index.php/content/paperinfo/tpci/index.html will point you in the right direction (C/C++, C\#, Visual Basic, PHP, PERL, etc.). You'll also need to know HTML and Javascript if you want to do any work as a web developer.

Exploring those tools should give focus to your further studies. Good luck and have fun!
For feedback, bugs reports, suggestions, etc., please email Nick at:
```

reverse {moc tod znosselcisum ta lober}

```

To hire the author for tutoring, to develop software or web site applications, or for general consultation/computing support, see http://com-pute.com or call 267-352-3625.

You can find an MP3 of the following REBOL song at http://re-bol.com/examples/rebol song.mp3:

I've got some operators and a little block code
And with VID I'm gonna build a new window.
I'm gonna hack it out, simple and fast
And make a killer REBOL app that lasts.
They tell me I should give Python a try
But they don't know how that'd make me cry.
It takes ten times as long to install that mess
And still gives an error at some memory address.
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath
Gonna take some strings and put 'em in a series
And loop through so fast, it'll bring you to your knees.
'Bind, 'set, 'use, 'context, and 'get
Once you get how they work, they're no sweat.
I never felt this way about anything else
Not C++, JAVA, or Haskell.
It's 2am, and I'm almost done
but I'm codin' on, cause it's so much fun.
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath
Regular expressions in PERL are alright
But let me loose with parse - I can do that all night.
PHP's ok, for data on the net
but nothing's slicker than an IOS Reblet.
"Foreach" 100 lines they have to code
I just use a dialect to lighten my load.
And just when I'm stuck on the toughest part
Some guru writes code that looks like REBOL art.
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath
Delphi, C, Ruby, LUA - no more.
When REBOL came along, they went out the door.
You can't get a thing done with those old dogs
And I don't want to run another resource hog.
PC, MAC, Linux - they all work for me
Heck, I can even do OpenBSD.
We even have a plug-in for your browser
Ooh look, those BASIC guys just peed their trowsers :)
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath
When you need function help, who wants to grab a book, It's built right into REBOL - you know where to look.
```

One half a meg - that's all it takes
To get rid of all your coding headaches.
It may be tough to convince your boss
To try out REBOL, even though it's not FOSS.
But the best things in life are still free.
It's just the REBOL source, that we'll never see
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath
I don't need a single library
for all the protocols and datatypes I ever need.
Build a GUI in a line or 2
Who needs modules, I just type "do".
Productivity they can't comprehend,
with REBOL I do the work of }10\mathrm{ men.
I don't wanna code any other way
Just write .r scripts every day.
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath
Now I spend all my time on AltME
While I pour another cup of black coffee
Another job done, I'm crankin' 'em out
Just wish that REBOL could make a darn printout.
I never said it's perfect, but I don't care
REBOL keeps me from pulling out my hair.
Without it I'd really have to give up
And install some 100 megabyte setup.
REBOL REBOL - Get it done fast
R-E-B-O-L - and have a blast
REBOL REBOL - It's in my path
Thanks Mr. Sassenrath

```
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[^0]:    program: load to-binary decompress 64\#\{
    eJztF11sU2X03K4VqJsrkZJp60zchhFJsx8qDB9od1fHdIO6ds7AgJX2jttyey/p vWUjJuNnmNhMibzwaCSLi+EBE1ziGIkBGh0BSYTwwAMme9Dk4kgkgSiKcj3nu7es QrKFhMUQOcn5+c7fd875+vXe27FJAg4AbIiGAQwWIwZMEbqTcmODN5xRdmRi6aoy Z83YogngLlaNtV+s6kV7q9KelHeu9LYqQTXt7e/v97UqLcLuqKJIvriShnAIoJ0r gXvPn+StlDAF5dyzHLwAdlw4TZ1Mm7oQvWDu7jKLslsxBc4KQ30bb9bMHF3F/D5j MFAHEIbHD+cwb88s9riSEIjvK7EKogZs//bxAvQmYlqM5JsOUwHPWFgEAYDTvqTp eYdy1Fn5Sh/096h9nLrrDcD4IpQm7UOkWL/nt6MlqMvxrkl+GVWS7xqWalzDzqGz 9rbyD5ehpmnl+ezt3M/RSPe7Q9/ajeh5+9Ztm3vKh9xoM7SaimLUR18C2JKf+Kg2 APoJwzDOuiAF+hHU/pHXryObdLyP+y2kEhx7UaLfo0gq/RJa60/n88Ndrpz7FmqG u5bk3L8zwdWXc0+jdOYXkn4lnYfW++/qOPLyDz7BfH3jTXVnplx949inhPvnSgw/ 8RSIHM7P8PdSUYtxlxSkONE+o/u7EkNElMbpcuRKUhTjmLH/iHbDQQ7DHqL77zbh oQxeRa9duBQHkRj+HnIdr7y/e178AvmmnHt5VQAmaNo59/EZ8QSJAY7EURJvMu2x KipYj2CaEToYve2eYYiwl4rWY6jN8RWF5XtsuWSyhO7aJG8XXQFkNdWYIqIHK8nH 8FOSFJMoteEfZfQEo1SNCPCW2/BTjWK1uXkp9dDDegjrDqpkAUtiJhNp4ma3qUrx MG6dqkyFMQ2ExQmaxgU2c/07D2ZJsCz3Q68Xh76Cvac2pZwi8jCO8rIZd4jielmc uHxmsEMe1vMBZJf0YY8Pda95yH5p+tWrI86XMZbTE5a1gVlXFKyryeowp0Cy4Wf+ hdSrWGp26N008hW4XnS6/OBS7MnUVHoK0osoTV+22qF56c95qKdtZBzB66J/imSc

